Dynamisez vos sites web avec JavaScript

## Introduction au JavaScript

Le JavaScript est un langage de programmation de scripts orienté objet. Un **langage de programmation** est un langage qui permet aux développeurs d'écrire du **code source** qui sera analysé par l'ordinateur. C'est un ensemble d'actions, appelées **instructions**, qui vont permettre de donner des ordres à l'ordinateur afin de faire fonctionner le programme. Il existe trois manières d'utiliser du code source :

* **Langage compilé** : le code source est donné à un programme appelé **compilateur** qui va lire le code source et le convertir dans un langage que l'ordinateur sera capable d'interpréter : c'est le langage binaire, fait de 0 et de 1. Les langages comme le C ou le C++ sont des langages dits compilés.
* **Langage précompilé** : ici, le code source est compilé partiellement, généralement dans un code plus simple à lire pour l'ordinateur, mais qui n'est pas encore du binaire. Ce code intermédiaire devra être lu par ce que l'on appelle une « machine virtuelle », qui exécutera ce code. Les langages comme le C# ou le Java sont dits précompilés.
* **Langage interprété** : dans ce cas, il n'y a pas de compilation. Le code source reste tel quel, et si on veut exécuter ce code, on doit le fournir à un interpréteur qui se chargera de le lire et de réaliser les actions demandées. Éventuellement, pour obtenir de significatifs gains de performances, le code peut-être compilé à la volée pendant son exécution, c'est aujourd'hui ce que font la plupart des interpréteurs JavaScript.

Chaque navigateur possède un interpréteur JavaScript, qui diffère selon le navigateur. Le JavaScript est majoritairement utilisé sur Internet, conjointement avec les pages Web HTML. Le JavaScript s'inclut directement dans la page Web (ou dans un fichier externe) et permet de dynamiser une page HTML.

Le JavaScript est un langage dit ***client-side***, c'est-à-dire que les scripts sont exécutés par le navigateur chez le **client**.
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Si le JavaScript a été conçu pour être utilisé conjointement avec le HTML, le langage. Il est régulièrement utilisé pour réaliser des extensions pour différents programmes, Chrome et Firefox possèdent tous deux un panel gigantesque d'extensions en partie codées en JavaScript.

Mais là où le JavaScript a su grandement évoluer ces dernières années c'est dans la possibilité d'être exécuté sur n'importe quelle machine. Quelques projets permettent d'utiliser le JavaScript en dehors de votre navigateur, le projet le plus connu est sans nul doute Node.js.

**Les versions du JavaScript**

Les versions du JavaScript sont basées sur celles de l'ECMAScript (que nous abrégeons ES). Ce cours portera sur la version 5 de l'ECMAScript. L’ES 6 a été finalisé en décembre 2014.

## Premiers pas en JavaScript

**Afficher une boîte de dialogue**

Voici un code HTML simple contenant une instruction JavaScript placée au sein d'un élément <script>:

<!DOCTYPE html>

<html>

<head>

<title>Hello World!</title>

</head>

<body>

<script>

alert('Hello world!');

</script>

</body>

</html>

alert() est une instruction simple, appelée **fonction**, qui permet d'afficher une boîte de dialogue contenant un message :
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**La syntaxe du JavaScript**

De manière générale, les instructions doivent être séparées par un point-virgule que l'on place à la fin de chaque instruction :

instruction\_1;

instruction\_2;

En réalité le point-virgule n'est pas obligatoire si l'instruction qui suit se trouve sur la ligne suivante.

**Les espaces**

Le JavaScript n'est pas sensible aux espaces. Cela veut dire que nous pouvons aligner des instructions comme nous le voulons, sans que cela ne gêne l'exécution du script.

**Les commentaires**

Ils servent à commenter une instruction. Le texte placé dans un commentaire est ignoré lors de l'exécution du script. Un commentaire mono-ligne commence par deux slashs :

// Ceci est un commentaire

Un commentaire multi-ligne commence par /\* et se termine par \*/ :

/\* Ceci est un commentaire :

- Blabla 1

- Blabla 2 qui fait autre chose

\*/

**Les fonctions**

Une fonction se compose de deux choses : son nom, suivi d'un couple de parenthèses :

myFunction();

Entre les parenthèses se trouvent les **arguments**, que l'on appelle aussi **paramètres**. Ceux-ci contiennent des valeurs qui sont transmises à la fonction.

**Où placer le code dans la page**

Les codes JavaScript sont insérés au moyen de l'élément <script>. Cet élément possède un attribut type qui sert à indiquer le type de langage que l'on va utiliser. En HTML 4 et XHTML 1.x, l'attribut type est obligatoire. En revanche, en HTML5, il ne l'est pas. C'est pourquoi les exemples de ce cours, en HTML5, ne comporteront pas cet attribut. Si nous n'utilisons pas le HTML5, l'attribut type prend comme valeur text/javascript, qui est le type MIME d'un code JavaScript.

**Le JavaScript « dans la page »**

Pour placer du code JavaScript directement dans une page Web, on place le code au sein de l'élément <script> :

<script>

alert('Hello world!');

</script>

**Le JavaScript externe**

Il est possible, et même conseillé, d'écrire le code JavaScript dans un fichier externe, portant l'extension .js. Ce fichier est ensuite appelé depuis la page Web au moyen de l'élément <script> et de son attribut src qui contient l'URL du fichier .js :

<script src="hello.js"></script> // Appelle le contenu du fichier “hello.js »

On suppose ici que le fichier hello.js se trouve dans le même répertoire que la page Web. Il vaut mieux privilégier un fichier externe plutôt que d'inclure le code JavaScript directement dans la page, pour la simple et bonne raison que le fichier externe est mis en cache par le navigateur et n'est donc pas rechargé à chaque chargement de page, ce qui accélère l’affichage de la page.

**Positionner l'élément <script>**

Une page Web est lue par le navigateur de façon linéaire, c'est-à-dire qu'il lit d'abord le <head>, puis les éléments de <body> les uns à la suite des autres. Si nous appelons un fichier JavaScript dès le début du chargement de la page, le navigateur va donc charger ce fichier, et si ce dernier est volumineux, le chargement de la page s'en trouvera ralenti. C'est normal puisque le navigateur va charger le fichier avant de commencer à afficher le contenu de la page. Pour pallier ce problème, il est conseillé de placer les éléments <script> juste avant la fermeture de l’élément <body>.

## Les variables

Une variable est un espace de stockage sur votre ordinateur permettant d'enregistrer tout type de données, que ce soit une chaîne de caractères, une valeur numérique ou bien des structures un peu plus particulières.

**Déclarer une variable**

Le nom d'une variable ne peut contenir que des caractères alphanumériques. L'underscore **(\_)** et le dollar **($)** sont aussi acceptés. Le nom de la variable ne peut pas commencer par un chiffre et ne peut pas être constitué uniquement de mots-clés utilisés par le JavaScript.

Pour déclarer une variable, il suffit d'écrire var myVariable; . Il est à noter que le JavaScript est un langage sensible à la casse (donc myVariable != myvariable).

Pour y stocker une données, il suffit d’écrire myVariable = 2; . Quand on donne une valeur à une variable, on dit que l'on fait une affectation, car on affecte une valeur à la variable.

Il est possible de simplifier ce code en une seule ligne : var myVariable = 5.5; .

De même, il est possible de déclarer et assigner des variables sur une seule et même ligne :

var myVariable1, myVariable2 = 4, myVariable3;

Quand nous utilisons une seule fois l'instruction var pour déclarer plusieurs variables, nous devons placer une virgule après chaque variable et ne placer le point-virgule qu'à la fin de la déclaration de toutes les variables.

Enfin une dernière chose qui pourra être utile de temps en temps :

var myVariable1, myVariable2;

myVariable1 = myVariable2 = 2;

**Les types de variables**

Le JavaScript est un langage typé dynamiquement. Cela veut dire, généralement, que toute déclaration de variable se fait avec le mot-clé var sans distinction du contenu. Cela veut aussi dire que l'on peut y mettre du texte en premier lieu puis l'effacer et y mettre un nombre quel qu'il soit, et ce, sans contraintes. Voici les trois types principaux en JavaScript :

* **Le type numérique (alias number)** : il représente tout nombre, que ce soit un entier, un nombre négatif, scientifique, etc. Le JavaScript reconnaît plusieurs écritures pour les nombres, comme l'écriture décimale var number = 5.5; , l'écriture scientifique var number = 3.65e+5; ou encore l'écriture hexadécimale var number = 0x391;.
* **Les chaînes de caractères (alias string)** : ce type représente n'importe quel texte. On peut l'assigner de deux façons différentes :

var text1 = "Mon premier texte";

var text2 = 'Mon deuxième texte';

Si nous utilisons les apostrophes pour « encadrer » le texte, il faudra « échapper » ces apostrophes pour les utiliser à l’intérieur du texte :

var text = 'Ça c\'est quelque chose !';

* **Les booléens (alias boolean)**

**Tester l'existence de variables avec typeof**

Il se peut que nous ayons besoin de tester l'existence d'une variable ou d'en vérifier son type. Dans ce genre de situations, l'instruction typeof est très utile :

var number = 2;

alert(typeof number); // Affiche : « number »

var text = 'Mon texte';

alert(typeof text); // Affiche : « string »

var aBoolean = false;

alert(typeof aBoolean); // Affiche : « boolean »

Voici comment tester l'existence d'une variable :

alert(typeof nothing); // Affiche : « undefined »

Si l'instruction typeof renvoie undefined, c'est soit que la variable est inexistante, soit qu'elle est déclarée mais ne contient rien.

**Les opérateurs arithmétiques**

Ces derniers sont à la base de tout calcul et sont au nombre de cinq :

|  |  |
| --- | --- |
| **Opérateur** | **Signe** |
| addition | + |
| soustraction | - |
| multiplication | \* |
| division | / |
| modulo | % |

Le modulo est le reste d'une division. Par exemple, si nous divisons 5 par 2 alors il reste 1, c'est le modulo !

Pour effectuer des calculs, comme en Java number = number + 5; équivaut à number += 5;. Ceci fonctionne avec tous les autres opérateurs arithmétiques (\*=, %=, /= etc..).

**Initiation à la concaténation et à la conversion des types**

L'opérateur + permet également de faire ce que l'on appelle des **concaténations** entre des chaînes de caractères. Une concaténation consiste à ajouter une chaîne de caractères à la fin d'une autre :

var hi = 'Bonjour', name = 'toi', result;

result = hi + name;

alert(result); // Affiche : « Bonjourtoi »

Autre exemple :

var text = 'Bonjour ';

text += 'toi';

alert(text); // Affiche « Bonjour toi ».

**Interagir avec l'utilisateur**

La fonction prompt() s'utilise comme alert() mais elle renvoie ce que l'utilisateur a écrit sous forme d'une chaîne de caractères. Voilà pourquoi on écrit de cette manière : var text = prompt('Tapez quelque chose :');. Par exemple :

var userName = prompt('Entrez votre prénom :');

Cela affichera :
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**Convertir une chaîne de caractères en nombre**

Cela se fait via la fonction parseInt() qui s'utilise de cette manière :

var text = '1337', number;

number = parseInt(text);

alert(typeof number); // Affiche : « number »

alert(number); // Affiche : « 1337 »

**Convertir un nombre en chaîne de caractères**

Il est possible de concaténer un nombre et une chaîne sans conversion, mais pas deux nombres, car ceux-ci s'ajouteraient à cause de l'emploi du +. D'où le besoin de convertir un nombre en chaîne :

var text, number1 = 4, number2 = 2;

text = number1 + '' + number2;

alert(text); // Affiche : « 42 »

Il existe une solution un peu moins archaïque que de rajouter une chaîne vide que nous découvrirons plus tard.

## Les conditions

Les opérateurs de comparaison vont permettre de comparer diverses valeurs entre elles :

|  |  |
| --- | --- |
| **Opérateur** | **Signification** |
| == | égal à |
| != | différent de |
| === | contenu et type égal à |
| !== | contenu ou type différent de |
| > | supérieur à |
| >= | supérieur ou égal à |
| < | inférieur à |
| <= | inférieur ou égal à |

On les utilise de la manière suivante :

result = number1 == number2;

result = number1 < number3;

Cela renvoie true si condition est vérifiée, sinon renvoie false.

Les opérateurs === et !== peuvent être difficiles à comprendre. Voici un exemple explicitant leur utilisation :

var number = 4, text = '4', result;

result = number == text;

alert(result); // Affiche « true » alors que « number » est un nombre et « text » une chaîne de caractères

result = number === text;

alert(result); // Affiche « false » car cet opérateur compare aussi les types des variables en plus de leurs valeurs

Les conditions « normales » font des conversions de type pour vérifier les égalités, ce qui fait que si nous voulons différencier le nombre 4 d'une chaîne de caractères contenant le chiffre 4 il faudra alors utiliser le triple égal ===.

**Les opérateurs logiques**

Ils fonctionnent sur le même principe qu'une table de vérité en électronique :

|  |  |  |
| --- | --- | --- |
| **Opérateur** | **Type de logique** | **Utilisation** |
| && | ET | valeur1 && valeur2 |
| || | OU | valeur1 || valeur2 |
| ! | NON | !valeur |

**La condition « if else »**

Exemple :

if (true) {

alert("Ce message s'est bien affiché.");

}

if (false) {

alert("Pas la peine d'insister, ce message ne s'affichera pas.");

}

Une condition est constituée :

* De la structure conditionnelle if.
* De parenthèses qui contiennent la condition à analyser.
* D'accolades qui permettent de définir la portion de code qui sera exécutée si la condition se vérifie.

**Petit intermède : la fonction confirm()**

On lui passe en paramètre une chaîne de caractères qui sera affichée à l'écran et elle retourne un booléen en fonction de l'action de l'utilisateur :

if (confirm('Voulez-vous exécuter le code JavaScript de cette page ?')) {

alert('Le code a bien été exécuté !');

}

La fonction confirm() affichera :
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Le fait que cliquer sur le bouton « Ok » renverra true. Sinon, confirm() renverra false.

**La structure else pour dire « sinon »**

Exemple :

if (confirm('Pour accéder à ce site vous devez avoir 18 ans ou plus, cliquez sur "OK" si c\'est le cas.')) {

alert('Vous allez être redirigé vers le site.');

} else {

alert("Désolé, vous n'avez pas accès à ce site.");

}

La structure else permet d'exécuter un certain code si la condition n'a pas été vérifiée.

**La structure else if pour dire « sinon si »**

La structure else if permet de fonctionner de la façon suivante :

* Une première condition est à tester.
* Une deuxième condition est présente et sera testée si la première échoue.
* Et si aucune condition ne se vérifie, la structure else fait alors son travail.

var floor = parseInt(prompt("Entrez l'étage où l'ascenseur doit se rendre (de -2 à 30) :"));

if (floor == 0) {

alert('Vous vous trouvez déjà au rez-de-chaussée.');

} else if (-2 <= floor && floor <= 30) {

alert("Direction l'étage n°" + floor + ' !');

} else {

alert("L'étage spécifié n'existe pas.");

}

**La condition « switch »**

La function switch est très pratique pour faire du cas par cas :

var drawer = parseInt(prompt('Choisissez le tiroir à ouvrir (1 à 4) :'));

switch (drawer) {

case 1:

alert('Contient divers outils pour dessiner : du papier, des crayons, etc.');

break;

case 2:

alert('Contient du matériel informatique : des câbles, des composants, etc.');

break;

case 3:

alert('Ah ? Ce tiroir est fermé à clé ! Dommage !');

break;

case 4:

alert('Contient des vêtements : des chemises, des pantalons, etc.');

break;

default:

alert("Info du jour : le meuble ne contient que 4 tiroirs et, jusqu'à preuve du contraire, les tiroirs négatifs n'existent pas.");

* On écrit le mot-clé switch suivi de la variable à analyser entre parenthèses et d'une paire d'accolades
* Dans les accolades se trouvent tous les cas de figure pour notre variable, définis par le mot-clé case suivi de la valeur qu'il doit prendre en compte (cela peut être un nombre mais aussi du texte) et de deux points.
* Tout ce qui suit les deux points d'un case sera exécuté si la variable analysée par le switch contient la valeur du case.
* À chaque fin d'un case on écrit l'instruction break pour « casser » le switch et ainsi éviter d'exécuter le reste du code qu'il contient.
* Enfin on écrit le mot-clé default suivi de deux points. Le code qui suit cette instruction sera exécuté si aucun des cas précédents n'a été exécuté. Cette partie est optionnelle.

Un switch permet de faire une action en fonction d'une valeur mais aussi en fonction du type de la valeur (comme l'opérateur ===). Par exemple :

var drawer = prompt('Entrez la valeur 1 :');

// N’affichera pas bravo

switch (drawer) {

case 1:

alert('Bravo !');

break;

}

// N’affichera pas bravo);

switch (drawer) {

case ‘1’:

alert('Bravo !');

break;

}

**Les ternaires**

Avec les ternaires nous pouvons simplifier notre code de façon substantielle :

var startMessage = 'Votre catégorie : ',

endMessage,

adult = confirm('Êtes-vous majeur ?');

endMessage = adult ? '18+' : '-18';

alert(startMessage + endMessage);

Comment fonctionnent les ternaires ? Pour le comprendre il faut regarder la ligne suivante du code précédent : endMessage = adult ? '18+' : '-18';. Si l'on décompose cette ligne on peut voir :

* La variable endMessage qui va accueillir le résultat de la ternaire.
* La variable adult qui va être analysée par la ternaire.
* Un point d'interrogation suivi d'une valeur (un nombre, du texte, etc.).
* Deux points suivis d'une deuxième valeur et enfin le point-virgule marquant la fin de la ligne d'instructions.

Si la variable adult vaut true alors la valeur retournée par la ternaire sera celle écrite juste après le point d'interrogation, si elle vaut false alors la valeur retournée sera celle après les deux points.

**Les conditions sur les variables**

Il est possible de tester si une variable possède une valeur sans même utiliser l'instruction typeof. Tout se joue au niveau de la conversion des types. Les variables peuvent être de plusieurs types : les nombres, les chaînes de caractères, etc. Eh bien le type d'une variable, quel qu'il soit, peut être converti en booléen même si à la base on possède un nombre ou une chaîne de caractères :

var conditionTest = 'Fonctionnera ? Fonctionnera pas ?';

if (conditionTest) {

alert('Fonctionne !');

} else {

alert('Ne fonctionne pas !');

}

Le code nous affiche le texte « Fonctionne ! » parce que la variable conditionTest a été convertie en booléen et que son contenu est évalué comme étant vrai (true). False est renvoyé uniquement pour un nombre qui vaut zéro ou une chaîne de caractères vide. La valeur undefined est aussi évaluée à false.

**Le cas de l'opérateur OU**

L'opérateur OU, en plus de sa fonction principale, permet de renvoyer la première variable possédant une valeur évaluée à true :

var conditionTest1 = '', conditionTest2 = 'Une chaîne de caractères';

alert(conditionTest1 || conditionTest2);

Ce code nous retournera la valeur « Une chaîne de caractères ».

Remarque : La fonction parseInt() renverra la valeur NaN (évaluée à false) qui signifie Not a Number si l’argument à parser n’est pas un nombre.

## Les boucles

L'incrémentation permet d'ajouter une unité à un nombre au moyen d'une syntaxe courte. À l'inverse, la décrémentation permet de soustraire une unité.

var number = 0;

number++;

number--;

**L'ordre des opérateurs**

Il existe deux manières d'utiliser l'incrémentation en fonction de la position de l'opérateur :

number\_1++;

++number\_2;

La différence réside en fait dans la priorité de l'opération, et ça a de l'importance si vous voulez récupérer le résultat de l'incrémentation. Dans l'exemple suivant, ++number retourne la valeur de number incrémentée :

var number = 0;

var output = ++number;

alert(number); // Affiche : « 1 »

alert(output); // Affiche : « 1 »

Maintenant, si on place l'opérateur après la variable à incrémenter, l'opération retourne la valeur de number avant qu'elle ne soit incrémentée :

var number = 0;

var output = number++;

alert(number); // Affiche : « 1 »

alert(output); // Affiche : « 0 »

**La boucle while**

À chaque fois que la boucle se répète on parle d'**itération**. Pour faire fonctionner une boucle, il est nécessaire de définir une condition. Tant que celle-ci est vraie (true), la boucle se répète. Dès que la condition est fausse (false), la boucle s'arrête. Voici un exemple de la syntaxe d'une boucle while :

while (condition) {

instruction\_1;

}

La boucle while se répète tant que la condition est validée. Cela veut donc dire qu'il faut s'arranger, à un moment, pour que la condition ne soit plus vraie, sinon la boucle se répéterait à l'infini.

Une **variable témoin**, ou bien **variable de boucle**, est une variable qui n'intervient pas directement dans les instructions de la boucle mais qui sert juste pour tester la condition. Pour arrêter une boucle, on peut également utiliser le mot clé break dans une des conditions de la boucle.

**Utilisation de continue**

Cette instruction est plus rare, car les opportunités de l'utiliser ne sont pas toujours fréquentes. continue, un peu comme break, permet de mettre fin à une itération, mais attention, elle ne provoque pas la fin de la boucle : l'itération en cours est stoppée, et la boucle passe à l'itération suivante.

**La boucle do while**

La boucle do while ressemble très fortement à la boucle while, sauf que dans ce cas la boucle est toujours exécutée au moins une fois. Dans le cas d'une boucle while, si la condition n'est pas valide, la boucle n'est pas exécutée. Avec do while, la boucle est exécutée une première fois, puis la condition est testée pour savoir si la boucle doit continuer. Voici la syntaxe d'une boucle do while :

do {

instruction\_1;

} while (condition);

**La boucle for**

Le schéma d'une boucle for est le suivant :

for (initialisation; condition; incrémentation) {

instruction\_1;

}

Dans les parenthèses de la boucle trouvent trois blocs : **initialisation**, **condition**, et **incrémentation**. Ces trois blocs sont séparés par un point-virgule ;. Par exemple :

for (var iter = 0; iter < 5; iter++) {

alert('Itération n°' + iter);

}

Une boucle for peut également être utilisée sans incrémentation :

for (var nicks = '', nick; true;) {

nick = prompt('Entrez un prénom :');

if (nick) {

nicks += nick + ' ';

} else {

break;

}

}

alert(nicks);

On sortira donc de cette boucle dès que l’on atteindra l’instruction break. Cependant, le bloc d’itération étant requis, on doit quand même mettre le point-virgule après le deuxième bloc (la condition).

**Portée des variables de boucle**

En JavaScript, il est déconseillé de déclarer des variables au sein d'une boucle (entre les accolades), pour une raison logique : il n'y a en effet pas besoin de déclarer une même variable à chaque passage dans la boucle ! Il est conseillé de déclarer les variables directement dans le bloc d'initialisation, comme montré dans les exemples précédents. Une fois que la boucle est exécutée, la variable existe toujours. Ce comportement est différent de celui de nombreux autres langages, dans lesquels une variable déclarée dans une boucle est « détruite » une fois la boucle exécutée.

**Priorité d'exécution**

Les trois blocs qui constituent la boucle for ne sont pas exécutés en même temps :

* **Initialisation :** juste avant que la boucle ne démarre. C'est comme si les instructions d'initialisation avaient été écrites juste avant la boucle, un peu comme pour une boucle while.
* **Condition :** avant chaque passage de boucle, exactement comme la condition d'une boucle while.
* **Incrémentation :** après chaque passage de boucle. Cela veut dire que, si nous faisons un break dans une boucle for, le passage dans la boucle lors du break ne sera pas comptabilisé.

## Les fonctions

**Concevoir des fonctions**

Quand on parle de fonction ou variable native, il s'agit d'un élément déjà intégré au langage utilisé. Voici comment écrire ses propres fonctions :

function myFunction(arguments) {

// Le code que la fonction va devoir exécuter

}

* Le mot-clé function est présent à chaque déclaration de fonction.
* Vient ensuite le nom de la fonction, ici myFunction.
* S'ensuit un couple de parenthèses contenant ce que l'on appelle des **arguments**. Ces arguments servent à fournir des informations à la fonction lors de son exécution.
* Vient enfin un couple d'accolades contenant le code que la fonction devra exécuter.

Tout comme les variables, les noms de fonctions sont limités aux caractères alphanumériques (et aux deux caractères **\_** et **$**. L’exemple suivant montre comment déclarer puis utiliser une fonction :

function byTwo() {

var result = parseInt(prompt('Donnez le nombre à multiplier par 2 :'));

alert(result \* 2);

}

byTwo();

**La portée des variables**

Il est important de faire attention à la portée des variables. Prenons par exemple le code suivant :

function sayHello() {

var ohai = 'Hello world !';

}

sayHello();

alert(ohai);

Cela ne donne aucun résultat car il produit ce que l'on appelle une erreur. L'erreur en question (nous allons revenir sur l'affichage de cette erreur dans un futur chapitre) nous indique que la variable ohai n'existe pas au moment de son affichage avec la fonction alert(). Cela est dû au fait que **toute variable déclarée dans une fonction n'est utilisable que dans cette même fonction.** Ces variables spécifiques à une seule fonction ont un nom : les **variables locales**.

**Les variables globales**

Celles déclarées en-dehors d'une fonction sont nommées les **variables globales** car elles sont accessibles partout dans notre code, y compris à l'intérieur de nos fonctions. Si nous créons une variable globale nommée message et une variable locale du même nom au sein d’une fonction, la variable locale prend le dessus sur la variable globale de même nom pendant tout le temps de l'exécution de la fonction. Mais une fois la fonction terminée, c'est la variable globale qui reprend ses droits. Il est plutôt déconseillé de créer des variables globales et locales de même nom.

**Les arguments et les valeurs de retour**

Les arguments permettent d'envoyer des informations à notre fonction tandis que les valeurs de retour représentent tout ce qui est retourné par la fonction une fois que celle-ci a fini de travailler.

**Créer et utiliser un argument**

Pour créer une fonction avec un argument, il suffit d'écrire sa fonction de la façon suivante :

function myFunction(arg) {

alert('Votre argument : ' + arg);

}

**La portée des arguments**

Lorsqu'une fonction reçoit un argument, celui-ci est stocké dans une variable dont nous avons choisi le nom lors de la déclaration de la fonction. Ce fonctionnement est exactement le même que lorsque nous créons nous-mêmes une variable dans la fonction : elle ne sera accessible que dans cette fonction et nulle part ailleurs. Les arguments sont propres à leur fonction, ils ne serviront à aucune autre fonction.

**Les arguments multiples**

Si une fonction a besoin de plusieurs arguments pour fonctionner il faudra les écrire de la façon suivante : function moar(first, second) {…}. Les différents arguments sont séparés par une virgule.

**Les arguments facultatifs**

Admettons que nous créions une fonction basique pouvant accueillir un argument mais que l'on ne le spécifie pas à l'appel de la fonction :

function optional(arg) {

alert(arg); // On affiche l'argument non spécifié pour voir ce qu'il contient

}

optional();

Nous obtiendrons undefined. La variable arg a été déclarée par la fonction mais pas initialisée car nous ne lui avons pas passé d'argument. Le contenu de cette variable est donc indéfini.

Pour l’exemple, imaginons que l'on décide de créer une fonction qui affiche à l'écran une fenêtre et autorise ou non l'utilisateur à quitter la fenêtre sans entrer de texte. Dans un cas comme celui-ci, l’argument facultatif peut être utilisé pour permettre au non cela :

function prompt2(text, allowCancel) {

if (typeof allowCancel === 'undefined') { // Souvenez-vous de typeof, pour vérifier le type d'une variable

allowCancel = false;

}

// Le code qui effectuera une action en function de la Valeur de l’argument facultative allowCancel.

}

prompt2('Entrez quelque chose :'); // On exécute la fonction seulement avec le premier argument, pas besoin du deuxième

**Les valeurs de retour**

Les fonctions ne peuvent retourner qu'une seule et unique valeur chacune, qui peut être un tableau ou un objet. Pour faire retourner une valeur à notre fonction, il suffit d'utiliser l'instruction return suivie de la valeur à retourner :

function sayHello() {

return 'Bonjour !'; // Renvoi de la valeur ‘Bonjour’.

}

La présence du return met fin à la fonction, puis retourne la valeur. Toute instruction écrite après le return ne sera donc pas effectuée.

**Les fonctions anonymes**

Ces fonctions spéciales sont anonymes car elles ne possèdent pas de nom. C’est la seule et unique différence avec une fonction traditionnelle. Pour déclarer une fonction anonyme, il suffit de faire comme pour une fonction classique mais sans indiquer de nom :

function (arguments) {

// Le code de notre fonction anonyme

}

Il existe plusieurs solutions que nous verrons au fur et à mesure pour exécuter de telle fonctions. L’une d’entre elles est de l‘assigner à une variable :

var sayHello = function() {

alert('Bonjour !');

};

sayHello(); // Affiche : « Bonjour ! »

Nous noterons ici la présence d’un « ; » après les accolades. Le point-virgule est ici nécessaire car nous assignons une fonction à une variable. Il est donc nécessaire de mettre un point-virgule comme pour une initialisation « classique » de variable.

Si nous voulons immédiatement exécuter une fonction anonyme , nous pouvons utiliser la syntaxe suivante :

(function() {

// Code de notre function.

})();

Ces fonctions immédiatement exécutées se nomment des Immediately-Invoked Function Expression, abrégées en IIFE. L’intérêt de ce fonctionnement réside dans la gestion de la portée des variables : nous pouvons créer autant de variables que nous le souhaitons dans cette fonction avec les noms que nous souhaitons, tout sera détruit une fois que notre fonction aura fini de s'exécuter. Par exemple :

var test = 'noir'; // On crée une variable « test » contenant le mot « noir ».

(function() { // Début de la zone isolée.

var test = 'blanc'; // On crée une variable du même nom avec le contenu « blanc » dans la zone isolée.

alert('Dans la zone isolée, la couleur est : ' + test);

})(); // Fin de la zone isolée. Les variables créées dans cette zone sont détruites.

alert('Dans la zone non-isolée, la couleur est : ' + test); // Le texte final contient bien le mot « noir » vu que la « zone isolée » n'a aucune influence sur le reste du code.

Il est également possible d’enregistrer dans le code global une des valeurs générées dans une zone isolée :

var sayHello = (function() {

return 'Yop !';

})();

alert(sayHello); // Affiche : « Yop ! »

## Les objets et les tableaux

Les objets contiennent trois choses distinctes :

* un constructeur.
* des propriétés.
* des méthodes.

**Le constructeur**

Le constructeur est un code qui est exécuté quand on utilise un nouvel objet. Il permet d’effectuer des actions comme définir diverses variables au sein même de l'objet (comme le nombre de caractères d'une chaîne de caractères).

**Les propriétés**

Toute valeur va être placée dans une variable au sein de l'objet : c'est ce que l'on appelle une **propriété**. Une propriété est une variable contenue dans l'objet, elle contient des informations nécessaires au fonctionnement de l'objet.

**Les méthodes**

Il est possible de modifier l'objet. Cela se fait par l'intermédiaire des **méthodes**. Les méthodes sont des fonctions contenues dans l'objet, et qui permettent de réaliser des opérations sur le contenu de l'objet.

Par exemple :

var myString = 'Ceci est une chaîne de caractères'; // On crée un objet String

alert(myString.length); // On affiche le nombre de caractères, au moyen de la propriété « length »

alert(myString.toUpperCase()); // On récupère la chaîne en majuscules, avec la méthode toUpperCase()

**Objets natifs**

Nous en avons déjà rencontré trois :

* Number : l'objet qui gère les nombres.
* Boolean : l'objet qui gère les booléens.
* String : l'objet qui gère les chaînes de caractères.

**Les tableaux**

Un tableau, ou array, est une variable qui contient plusieurs valeurs, appelées **items**. Chaque item est accessible au moyen d'un **indice** (index) et dont la numérotation commence à partir de 0.

**Déclarer un tableau**

var myArray = ['Sébastien', 'Laurence', 'Ludovic', 'Pauline', 'Guillaume'];

var myArray\_b = [42, 'Sébastien', 12, 'Laurence'];

Il existe également une syntaxe plus longue qui est vouée à disparaître :

var myArray = new Array('Sébastien', 'Laurence', 'Ludovic', 'Pauline', 'Guillaume');

Il est important de noter que cette syntaxe est dépréciée.

**Récupérer et modifier des valeurs**

myArray[1] = 'Clarisse';

alert(myArray[1]);

**Opérations sur les tableaux**

La méthode push() permet d'ajouter un ou plusieurs items à la fin d’un tableau :

myArray.push('Pauline', 'Guillaume'); // Ajoute « Pauline » et « Guillaume » à la fin du tableau.

La méthode unshift() fonctionne comme push(), excepté que les items sont ajoutés au début du tableau. Les méthodes shift() et pop() retirent respectivement le premier et le dernier élément du tableau :

myArray.shift();

myArray.pop();

**Chaînes de caractères et tableaux**

Les chaînes de caractères possèdent une méthode split() qui permet de les découper en un tableau, en fonction d'un séparateur :

var cousinsString = 'Pauline Guillaume Clarisse',

cousinsArray = cousinsString.split(' ');

L'inverse de split(), c'est-à-dire créer une chaîne de caractères depuis un tableau, se nomme join():

var cousinsString\_2 = cousinsArray.join('-');

Si nous ne spécifions rien comme séparateur, les chaînes de caractères seront collées les unes aux autres.

**Parcourir un tableau**

for (var i = 0; i < myArray.length; i++) {

alert(myArray[i]);

}

Il est à noter que le bloc condition de la boucle for est exécuté à chaque tour de boucle. Afin d’éviter d’avoir recourt à la méthode length() à chaque passage, nous pouvons optimiser notre code de la manière suivante :

for (var i = 0, c = myArray.length; i < c; i++) {

alert(myArray[i]);

}

**Les objets littéraux**

S'il est possible d'accéder aux items d'un tableau via leur indice, il peut être pratique d'y accéder au moyen d'un identifiant. Pour ce faire, nous allons créer nous-mêmes un tableau sous la forme d'un objet littéral :

var family = {

self: 'Sébastien',

sister: 'Laurence',

brother: 'Ludovic',

cousin\_1: 'Pauline',

cousin\_2: 'Guillaume'

};

**La syntaxe d'un objet**

Nous avons vu que pour créer un array vide il suffisait d'écrire : var myArray = [];.Pour les objets c'est à peu près similaire : var myObject = {};.

**Accès aux items**

Pour récupérer le contenu d’un champ de notre objet, par exemple le champ sister, il suffira d’écrire : family.sister;.

Il existe une autre manière de faire, semblable à celle qui permet d'accéder aux items d'un tableau en connaissant l'indice : family['sister'];.

**Ajouter des items**

Il est possible d'ajouter un item en spécifiant un identifiant qui n'est pas encore présent. Par exemple : family['uncle'] = 'Didier'; .

Ou bien sous cette forme : family.uncle = 'Didier';.

**Parcourir un objet avec for in**

Il n'est pas possible de parcourir un objet littéral avec une boucle for puisqu'une boucle for est surtout capable d'incrémenter une variable numérique, ce qui n’est d'aucune utilité dans le cas d'un objet littéral puisque nous devons posséder un identifiant.

La boucle for in ne sert qu'à une seule chose : parcourir un objet. Le fonctionnement est quasiment le même que pour un tableau, excepté qu'il suffit de fournir une « variable clé » qui reçoit un identifiant (au lieu d'un index) et de spécifier l'objet à parcourir :

for (var id in family) { // On stocke l'identifiant dans « id » pour parcourir l'objet « family »

alert(family[id]);

}

**Utilisation des objets littéraux**

Les objets littéraux peuvent être utiles dans les fonctions. Les return ne savent retourner qu'une seule variable. Si on veut retourner plusieurs variables, il faut les placer dans un tableau et retourner ce dernier. Mais il est plus commode d'utiliser un objet littéral. Par exemple :

function getCoords() {

return {

x: 12,

y: 21

};

}

var coords = getCoords();

alert(coords.x); // 12

alert(coords.y); // 21

## Débuguer son code

La méthode console.log()permet d'afficher la valeur d'une variable ou d’un objet dans la console du mode debug du navigateur sans bloquer l'exécution de notre code. Par exemple :

// On crée un objet basique.

var helloObject = {

english: 'Hello',

french: 'Bonjour',

spanish: 'Hola'

};

// Et on l'affiche.

console.log(helloObject);

Nous pouvons également émettre des alertes ou des erreurs avec les méthodes warn() et error().

La fonction native isNaN() (is Not a Number) permet de tester si une variable est un nombre ou non, et renvoie true ou false.

## Manipuler le code HTML

Le **Document Object Model** (abrégé **DOM**) est une interface de programmation pour les documents XML et HTML. Une interface de programmation, qu'on appelle aussi une **API** (pour **Application Programming Interface**), est un ensemble d'outils qui permettent de faire communiquer entre eux plusieurs programmes ou, dans le cas présent, différents langages.

Le DOM est donc une API qui s'utilise avec les documents XML et HTML, et qui va nous permettre, via le JavaScript, d'accéder au code XML et/ou HTML d'un document.

**L'objet window**

L'objet window est ce qu'on appelle un objet global qui représente la fenêtre du navigateur. C'est à partir de cet objet que le JavaScript est exécuté. L'objet window est dit implicite, c'est-à-dire qu'il n'y a généralement pas besoin de le spécifier. Par exemple, alert() n'est pas vraiment une fonction mais une méthode appartenant à l'objet window. Ainsi, ces deux instructions produisent le même effet :

window.alert('Hello world!');

alert('Hello world!');

De même, lorsque nous déclarons une variable dans le contexte global de notre script, celle-ci deviendra en réalité une propriété de l'objet window.

Une dernière chose importante: toute variable non déclarée (donc utilisée sans jamais écrire le mot-clé var) deviendra immédiatement une propriété de l'objet window, et ce quel que soit l'endroit où elle est utilisée. Par exemple :

(function() { // On utilise une IIFE pour « isoler » du code

text = 'Variable accessible !'; // Cette variable n'a jamais été déclarée et pourtant on lui attribue une valeur

})();

alert(text); // Affiche : « Variable accessible ! »

Notre variable a été utilisée pour la première fois dans une IIFE et pourtant nous y avons accès depuis l'espace global. Tout simplement parce que le JavaScript va chercher à résoudre le problème que nous lui avons donné : on lui demande d'attribuer une valeur à la variable text, il va donc chercher cette variable mais ne la trouve pas, la seule solution pour résoudre le problème qui lui est donné est alors d'utiliser l'objet window. Ce qui veut dire qu'en écrivant : text = 'Variable accessible !'; le code sera alors interprété de cette manière si aucune variable accessible n'existe avec ce nom : window.text = 'Variable accessible !';. Cependant cette pratique est déconseillée. Si nous souhaitons déclarer une variable dans l'espace global alors que nous nous trouvons actuellement dans un autre espace (une IIFE, par exemple), il vaut mieux spécifier explicitement l'objet window.

**Le document**

L'objet document est un sous-objet de window, l'un des plus utilisés. Et pour cause, il représente la page Web et plus précisément la balise <html>. C'est grâce à cet élément-là que nous allons pouvoir accéder aux éléments HTML et les modifier.

**Naviguer dans le document**

Le DOM pose comme concept que la page Web est vue comme un arbre, comme une hiérarchie d'éléments. On peut donc schématiser une page Web simple comme ceci :
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Le texte présent dans une page Web est vu par le DOM comme un nœud de type #text.

**Accéder aux éléments**

L'accès aux éléments HTML via le DOM est assez simple mais demeure actuellement plutôt limité. L'objet document possède trois méthodes principales : getElementById(), getElementsByTagName() et getElementsByName().

**getElementById()**

Cette méthode permet d'accéder à un élément en connaissant son ID :

<div id="myDiv">

<p>Un peu de texte <a>et un lien</a></p>

</div>

<script>

var div = document.getElementById('myDiv');

alert(div);

</script>

![Notre div est bien un objet de type HTMLDivElement](data:image/png;base64,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)

Il nous dit que div est un objet de type HTMLDivElement. En clair, c'est un élément HTML qui se trouve être un <div>, ce qui nous montre que le script fonctionne correctement.

**getElementsByTagName()**

Cette méthode permet de récupérer, sous la forme d'un tableau, tous les éléments de la famille. Si, dans une page, on veut récupérer tous les <div>, il suffit de faire comme ceci :

var divs = document.getElementsByTagName('div');

for (var i = 0, c = divs.length ; i < c ; i++) {

alert('Element n° ' + (i + 1) + ' : ' + divs[i]);

}

La méthode retourne une collection d'éléments (utilisable de la même manière qu'un tableau). Pour accéder à chaque élément, il est nécessaire de parcourir le tableau avec une boucle.

* Cette méthode est accessible sur n'importe quel élément HTML et pas seulement sur l'objet document.
* En paramètre de cette méthode nous pouvons mettre une chaîne de caractères contenant un astérisque \* qui récupérera tous les éléments HTML contenus dans l'élément ciblé.

**getElementsByName()**

Cette méthode est semblable à getElementsByTagName() et permet de ne récupérer que les éléments qui possèdent un attribut name spécifié. L'attribut name n'est utilisé qu'au sein des formulaires, et est déprécié depuis la spécification HTML5 dans tout autre élément que celui d'un formulaire. Cette méthode est dépréciée en XHTML mais est standardisée en HTML5.

**Accéder aux éléments grâce aux technologies récentes**

querySelector() et querySelectorAll() ont pour particularité de grandement simplifier la sélection d'éléments dans l'arbre DOM grâce à leur mode de fonctionnement. Ces deux méthodes prennent pour paramètre un seul argument : une chaîne de caractères. Cette chaîne de caractères doit être un sélecteur CSS. Par exemple : #menu .item span. Ce sélecteur CSS stipule que l'on souhaite sélectionner les balises de type <span> contenues dans les classes .item elles-mêmes contenues dans un élément dont l'identifiant est #menu.

querySelector() renvoie le premier élément trouvé correspondant au sélecteur CSS, tandis que querySelectorAll() va renvoyer tous les éléments correspondant au sélecteur CSS fourni sous forme de tableau.

**L'héritage des propriétés et des méthodes**

Le JavaScript voit les éléments HTML comme étant des objets, cela veut donc dire que chaque élément HTML possède des propriétés et des méthodes. Tous ne possèdent pas les mêmes propriétés et méthodes. Certaines sont néanmoins communes à tous les éléments HTML, car tous les éléments HTML sont d'un même type : le type Node.

**Notion d'héritage**

Nous avons vu qu'un élément <div> est un objet HTMLDivElement, mais un objet, en JavaScript, peut appartenir à différents groupes. Ainsi, notre <div> est un HTMLDivElement, qui est un sous-objet d'HTMLElement qui est lui-même un sous-objet d'Element. Element est enfin un sous-objet de Node :

![En Javascript, un objet peut appartenir à plusieurs groupes](data:image/png;base64,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)

L'objet Node apporte un certain nombre de propriétés et de méthodes qui pourront être utilisées depuis un de ses sous-objets. En clair, les sous-objets héritent des propriétés et méthodes de leurs objets parents.

**Éditer les éléments HTML**

Pour interagir avec les attributs, l'objet Element nous fournit deux méthodes, getAttribute() et setAttribute() permettant respectivement de récupérer et d'éditer un attribut. Le premier paramètre est le nom de l'attribut, et le deuxième, dans le cas de setAttribute() uniquement, est la nouvelle valeur à donner à l'attribut :

<body>

<a id="myLink" href="http://www.un\_lien\_quelconque.com">Un lien modifié dynamiquement</a>

<script>

var link = document.getElementById('myLink');

var href = link.getAttribute('href'); // On récupère l'attribut « href »

alert(href);

link.setAttribute('href', 'http://www.siteduzero.com'); // On édite l'attribut « href »

</script>

</body>

On commence par récupérer l'élément myLink, et on lit son attribut href via getAttribute(). Ensuite on modifie la valeur de l'attribut href avec setAttribute().

**Les attributs accessibles**

pour la plupart des éléments courants comme <a>, il est possible d'accéder à un attribut via une propriété. Ainsi, si on veut modifier la destination d'un lien, on peut utiliser la propriété href :

<body>

<a id="myLink" href="http://www.un\_lien\_quelconque.com">Un lien modifié dynamiquement</a>

<script>

var link = document.getElementById('myLink');

var href = link.href;

alert(href);

link.href = 'http://www.siteduzero.com';

</script>

</body>

Attention : un attribut auquel on accède par le biais de la méthode getAttribute() renverra la valeur exacte de ce qui est écrit dans le code HTML tandis que l'accès par le biais de sa propriété peut entraîner quelques changements. Par exemple pour <a href="/">Retour à l'accueil du site</a>, l'accès à l'attribut href  avec la méthode getAttribute() retournera bien un simple slash tandis que l'accès à la propriété retournera une URL absolue. Si notre nom de domaine est « mon\_site.com » nous obtiendrons alors « http://mon\_site.com/ ».

**La classe**

On peut penser que pour modifier l'attribut class d'un élément HTML, il suffit d'utiliser element.class. Ce n'est pas possible, car le mot-clé class est réservé en JavaScript, bien qu'il n'ait aucune utilité. À la place de class, il faudra utiliser className.

<!doctype html>

<html>

<head>

<meta charset="utf-8" />

<title>Le titre de la page</title>

<style>

.blue {

background: blue;

color: white;

}

</style>

</head>

<body>

<div id="myColoredDiv">

<p>Un peu de texte <a>et un lien</a></p>

</div>

<script>

document.getElementById('myColoredDiv').className = 'blue';

</script>

</body>

</html>

Dans cet exemple, on définit la classe CSS .blue à l'élément myColoredDiv, ce qui fait que cet élément sera affiché avec un arrière-plan bleu et un texte blanc.

Toujours dans le même cas, le nom for est réservé lui aussi en JavaScript (pour les boucles). Vous ne pouvez donc pas modifier l'attribut HTML for d'un <label> en écrivant element.for, il faudra utiliser element.htmlFor à la place.

Attention : si notre élément comporte plusieurs classes (exemple : <a class="external red u">) et que nous récupérons la classe avec className, cette propriété ne retournera pas un tableau avec les différentes classes, mais bien la chaîne « external red u », ce qui n'est pas vraiment le comportement souhaité. Il nous faudra alors couper cette chaîne avec la méthode split() (.split(' ')) pour obtenir un tableau.

La propriété classList permet de consulter les classes sous forme d'un tableau et de les manipuler aisément :

var div = document.querySelector('div');

// Ajoute une nouvelle classe

div.classList.add('new-class');

// Retire une classe

div.classList.remove('new-class');

// Retire une classe si elle est présente ou bien l'ajoute si elle est absente

div.classList.toggle('toggled-class');

// Indique si une classe est présente ou non

if (div.classList.contains('old-class')) {

alert('La classe .old-class est présente !');

}

// Parcourt et affiche les classes CSS

var result = '';

for (var i = 0; i < div.classList.length; i++) {

result += '.' + div.classList[i] + '\n';

}

alert(result);

**Le contenu : innerHTML**

innerHTML permet de récupérer le code HTML enfant d'un élément sous forme de texte. Ainsi, si des balises sont présentes, innerHTML les retournera sous forme de texte :

<body>

<div id="myDiv">

<p>Un peu de texte <a>et un lien</a></p>

</div>

<script>

var div = document.getElementById('myDiv');

alert(div.innerHTML);

</script>

</body>

![Le contenu de myDiv est bien affiché](data:image/png;base64,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)

**Ajouter ou éditer du HTML**

Pour éditer ou ajouter du contenu HTML, il suffit de faire l'inverse, c'est-à-dire de définir un nouveau contenu : document.getElementById('myDiv').innerHTML = '<blockquote> Mets une citation à la place du paragraphe</blockquote>';

Pour ajouter du contenu, et ne pas modifier le contenu déjà en place, il suffit d’utiliser += à la place de l'opérateur d'affectation. Cependant, il ne faut pas utiliser le **+=** dans une boucle ! En effet, innerHTML ralentit considérablement l'exécution du code si l'on opère de cette manière, il vaut donc mieux concaténer son texte dans une variable pour ensuite ajouter le tout via innerHTML. De plus, ajouter une balise <script> à une page par le biais de la propriété innerHTML ne fonctionne pas !

**innerText**

La propriété innerText a aussi été introduite dans Internet Explorer et n'a jamais été standardisée et n'est pas supportée par tous les navigateurs. Internet Explorer (pour toute version antérieure à la neuvième) ne supporte que cette propriété et non pas la version standardisée que nous verrons par la suite. Le fonctionnement d'innerText est le même qu'innerHTML excepté le fait que seul le texte est récupéré, et non les balises.

**textContent**

textContent est la version standardisée d'innerText. Elle est reconnue par tous les navigateurs à l'exception des versions d'Internet Explorer antérieures à la 9.

**Tester le navigateur**

Comment faire un script qui fonctionne à la fois pour Internet Explorer et les autres navigateurs ? Il est possible via une simple condition de tester si le navigateur prend en charge telle ou telle méthode ou propriété :

<body>

<div id="myDiv">

<p>Un peu de texte <a>et un lien</a></p>

</div>

<script>

var div = document.getElementById('myDiv');

var txt = '';

if (div.textContent) { // « textContent » existe ? Alors on s'en sert !

txt = div.textContent;

} else if (div.innerText) { // « innerText » existe ? Alors on doit être sous IE.

txt = div.innerText + ' [via Internet Explorer]';

} else { // Si aucun des deux n'existe, cela est sûrement dû au fait qu'il n'y a pas de texte

txt = ''; // On met une chaîne de caractères vide

}

alert(txt);

</script>

</body>

Cela dit, ce code est quand même très long et redondant. Il est possible de le raccourcir de manière considérable : txt = div.textContent || div.innerText || '';.

## Manipuler le code HTML partie 2

Le **Document Object Model** (abrégé **DOM**) est une interface de programmation pour les documents XML et HTML et est nécessaire pour traiter du XML via JavaScript.

Les méthodes getElementById() et getElementsByTagName() sont utilisables pour accéder aux éléments HTML. Une fois que l'on a atteint un élément, il est possible de se déplacer de façon un peu plus précise, avec toute une série de méthodes et de propriétés disponibles.

**La propriété parentNode**

La propriété parentNode permet d'accéder à l'élément parent d'un élément :

<blockquote>

<p id="myP">Ceci est un paragraphe !</p>

</blockquote>

Admettons qu'on doive accéder à myP, et que pour une autre raison on doive accéder à l'élément <blockquote>, qui est le parent de myP. Il suffit d'accéder à myP puis à son parent, avec parentNode :

var paragraph = document.getElementById('myP');

var blockquote = paragraph.parentNode;

**nodeType et nodeName**

nodeType et nodeName servent respectivement à vérifier le type d'un nœud et le nom d'un nœud. nodeType retourne un nombre, qui correspond à un type de nœud. Le tableau suivant liste les types possibles, ainsi que leurs numéros (les types courants sont mis en gras) :

|  |  |
| --- | --- |
| **Numéro** | **Type de nœud** |
| **1** | **Nœud élément** |
| **2** | **Nœud attribut** |
| **3** | **Nœud texte** |
| 4 | Nœud pour passage CDATA (relatif au XML) |
| 5 | Nœud pour référence d'entité |
| 6 | Nœud pour entité |
| 7 | Nœud pour instruction de traitement |
| **8** | **Nœud pour commentaire** |
| 9 | Nœud document |
| 10 | Nœud type de document |
| 11 | Nœud de fragment de document |
| 12 | Nœud pour notation |

nodeName, quant à lui, retourne simplement le nom de l'élément, en majuscule. Il est toutefois conseillé d'utiliser toLowerCase() (ou toUpperCase()) pour forcer un format de casse et ainsi éviter les mauvaises surprises.

var paragraph = document.getElementById('myP');

alert(paragraph.nodeType + '\n\n' + paragraph.nodeName.toLowerCase());

**Lister et parcourir des nœuds enfants**

firstChild et lastChild servent respectivement à accéder au premier et au dernier enfant d'un nœud.

<p id="myP">Un peu de texte, <a>un lien</a> et <strong>une portion en emphase</strong></p>

</div>

<script>

var paragraph = document.getElementById('myP');

var first = paragraph.firstChild;

var last = paragraph.lastChild;

alert(first.nodeName.toLowerCase());

alert(last.nodeName.toLowerCase());

</script>

En schématisant l'élément myP précédent, on obtient ceci :

![Schéma de l'élément myP](data:image/png;base64,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)

Le premier enfant de <p> est un nœud textuel, alors que le dernier enfant est un élément <strong>. Dans le cas où nous ne souhaiterions récupérer que les enfants qui sont considérés comme des éléments HTML (et donc éviter les nœuds **#text** par exemple), il existe les propriétés firstElementChild et lastElementChild. Ainsi, dans l'exemple précédent, la propriété firstElementChild renverrait l'élément <a>.

**nodeValue et data**

Il faut maintenant récupérer le texte du premier enfant, et le texte contenu dans l'élément <strong>. Il faut soit utiliser la propriété nodeValue soit la propriété data. Si on recode le script précédent, nous obtenons ceci :

var paragraph = document.getElementById('myP');

var first = paragraph.firstChild;

var last = paragraph.lastChild;

alert(first.nodeValue);

alert(last.firstChild.data);

first contient le premier nœud, un nœud textuel. Il suffit de lui appliquer la propriété nodeValue (ou data) pour récupérer son contenu ; pas de difficulté ici. En revanche, il y a une petite différence avec notre élément <strong> : vu que les propriétés nodeValue et data ne s'appliquent que sur des nœuds textuels, il nous faut d'abord accéder au nœud textuel que contient notre élément, c'est-à-dire son nœud enfant. Pour cela, on utilise firstChild (et non pas firstElementChild), et ensuite on récupère le contenu avec nodeValue ou data.

**childNodes**

La propriété childNodes retourne un tableau contenant la liste des enfants d'un élément. L'exemple suivant illustre le fonctionnement de cette propriété, de manière à récupérer le contenu des éléments enfants :

<body>

<div>

<p id="myP">Un peu de texte <a>et un lien</a></p>

</div>

<script>

var paragraph = document.getElementById('myP');

var children = paragraph.childNodes;

for (var i = 0, c = children.length; i < c; i++) {

if (children[i].nodeType === Node.ELEMENT\_NODE) { // C'est un élément HTML

alert(children[i].firstChild.data);

} else { // C'est certainement un nœud textuel

alert(children[i].data);

}

}

</script>

</body>

Ici, nous n'avons pas comparé la propriété nodeType à la valeur 1 mais à Node.ELEMENT\_NODE, il s'agit en fait d'une constante qui contient la valeur 1, ce qui est plus facile à lire que le chiffre seul. Il existe une constante pour chaque type de nœud.

**nextSibling et previousSibling**

nextSibling et previousSibling sont deux propriétés qui permettent d'accéder respectivement au nœud suivant et au nœud précédent :

<div>

<p id="myP">Un peu de texte, <a>un lien</a> et <strong>une portion en emphase</strong></p>

</div>

<script>

var paragraph = document.getElementById('myP');

var first = paragraph.firstChild;

var next = first.nextSibling;

alert(next.firstChild.data); // Affiche « un lien »

</script>

Dans cet exemple, on récupère le premier enfant de myP, et sur ce premier enfant on utilise nextSibling, qui permet de récupérer l’élément <a>. Avec ça, il est même possible de parcourir les enfants d'un élément, en utilisant une boucle while :

<div>

<p id="myP">Un peu de texte <a>et un lien</a></p>

</div>

<script>

var paragraph = document.getElementById('myP');

var child = paragraph.lastChild; // On prend le dernier enfant

while (child) {

if (child.nodeType === Node.ELEMENT\_NODE) { // C'est un élément HTML

alert(child.firstChild.data);

} else { // C'est certainement un nœud textuel

alert(child.data);

}

child = child.previousSibling; // À chaque tour de boucle, on prend l'enfant précédent

}

</script>

Tout comme pour firstChild et lastChild, sachez qu'il existe les propriétés nextElementSibling et previousElementSibling qui permettent, elles aussi, de ne récupérer que les éléments HTML.

**Attention aux nœuds vides**

En considérant le code HTML suivant, on peut penser que l'élément <div> ne contient que trois enfants <p> :

<div>

<p>Paragraphe 1</p>

<p>Paragraphe 2</p>

<p>Paragraphe 3</p>

</div>

Mais attention, car ce code est radicalement différent de celui-ci :

<div><p>Paragraphe 1</p><p>Paragraphe 2</p><p>Paragraphe 3</p></div>

En fait, les espaces entre les éléments tout comme les retours à la ligne sont considérés comme des nœuds textuels (enfin, cela dépend des navigateurs) ! Ainsi donc, si l'on schématise le premier code, on obtient ceci :

![Schéma de notre premier code](data:image/png;base64,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)

Alors que le deuxième code peut être schématisé comme ça :

![Schéma de notre deuxième code](data:image/png;base64,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)

Il existe une solution à ce problème : Les attributs firstElementChild, lastElementChild, nextElementSibling et previousElementSibling ne retournent que des éléments HTML et permettent donc d'ignorer les nœuds textuels. Ils s'utilisent exactement de la même manière que les attributs de base (firstChild, lastChild, etc.).

**Créer et insérer des éléments**

Avec le DOM, l'ajout d'un élément HTML se fait en trois temps :

* On crée l'élément.
* On lui affecte des attributs.
* On l'insère dans le document, et ce n'est qu'à ce moment-là qu'il sera « ajouté ».

**Création de l'élément**

La création d'un élément se fait avec la méthode createElement() d’un sous-objet de l'objet racine, c'est-à-dire document dans la majorité des cas : var newLink = document.createElement('a');.

On crée ici un nouvel élément <a>. Cet élément est créé, mais n'est pas inséré dans le document, il n'est donc pas visible.

**Affectation des attributs**

Ici, on définit les attributs soit avec setAttribute() soit directement avec les propriétés adéquates :

newLink.id = 'sdz\_link';

newLink.href = 'http://www.siteduzero.com';

newLink.title = 'Découvrez le Site du Zéro !';

newLink.setAttribute('tabindex', '10');

**Insertion de l'élément**

On utilise la méthode appendChild() pour insérer l'élément, ce qui signifie qu'il nous faut connaître l'élément auquel on va ajouter l'élément créé. Pour ajouter notre élément <a> dans l'élément <p> portant l'ID myP il suffit de récupérer cet élément et d'ajouter notre élément <a> via appendChild() : document.getElementById('myP').appendChild(newLink);.

appendChild() insérera toujours l'élément en tant que dernier enfant.

**Ajouter des nœuds textuels**

L'élément a été inséré mais il manque le contenu textuel. La méthode createTextNode() sert à créer un nœud textuel :

var newLinkText = document.createTextNode("Le Site du Zéro");

newLink.appendChild(newLinkText);

Enfin, appendChild() retourne une référence pointant sur l'objet qui vient d'être inséré, référence qui peut être récupérée :

var span = document.body.appendChild(document.createElement('span'));

span.innerHTML = 'Du texte en plus !';//Pointe vers le span créé par document.createElement('span')

**Notions sur les références**

En JavaScript et comme dans beaucoup de langages, le contenu des variables est « passé par valeur ». Cela veut donc dire que si une variable nick1 contient le prénom « Clarisse » et qu'on affecte cette valeur à une autre variable, la valeur est copiée dans la nouvelle. On obtient alors deux variables distinctes, contenant la même valeur. Si on modifie la valeur de nick2, la valeur de nick1 reste inchangée : normal, les deux variables sont bien distinctes.

**Les références**

Outre le « passage par valeur », le JavaScript possède un « passage par référence ». En fait, quand une variable est créée, sa valeur est mise en mémoire par l'ordinateur. Pour pouvoir retrouver cette valeur, elle est associée à une adresse que seul l'ordinateur connaît et manipule.

Quand on passe une valeur par référence, on transmet l'adresse de la valeur, ce qui va permettre d'avoir deux variables qui pointent sur une même valeur. Quand on manipule une page Web avec le DOM, on est confronté à des références.

**Les références avec le DOM**

Schématiser le concept de référence avec le DOM est assez simple : deux variables peuvent accéder au même élément :

var newLink = document.createElement('a');

var newLinkText = document.createTextNode('Le Site du Zéro');

newLink.id = 'sdz\_link';

newLink.href = 'http://www.siteduzero.com';

newLink.appendChild(newLinkText);

document.getElementById('myP').appendChild(newLink);

// On récupère, via son ID, l'élément fraîchement inséré

var sdzLink = document.getElementById('sdz\_link');

sdzLink.href = 'http://www.siteduzero.com/forum.html';

// newLink.href affiche bien la nouvelle URL :

alert(newLink.href);

La variable newLink contient en réalité une référence vers l'élément <a> qui a été créé. newLink ne contient pas l'élément, il contient une adresse qui pointe vers ce fameux <a>. Une fois que l'élément HTML est inséré dans la page, on peut y accéder de nombreuses autres façons, comme avec getElementById(). Quand on accède à un élément via getElementById(), on le fait aussi au moyen d'une référence.

Ce qu'il faut retenir, c'est que les objets du DOM sont toujours accessibles par référence, et c'est la raison pour laquelle ce code ne fonctionne pas :

var newDiv1 = document.createElement('div');

var newDiv2 = newDiv1; // On tente de copier le <div>

En effet, newDiv2 contient une référence qui pointe vers le même <div> que newDiv1. Pour dupliquer un élément, il faut le cloner.

**Cloner, remplacer, supprimer…**

Pour cloner un élément, il suffit d’utiliser : cloneNode(). Cette méthode requiert un paramètre booléen ( true ou false) : si nous désirons cloner le nœud avec (true) ou sans (false) ses enfants et ses différents attributs :

var hr1 = document.createElement('hr');

var hr2 = hr1.cloneNode(false);

Remarque : L'élément est cloné, mais pas « inséré » tant que l'on n'a pas appelé appendChild(). De plus, la méthode cloneNode() ne copie pas les événements associés et créés avec le DOM (avec addEventListener()).

**Remplacer un élément par un autre**

Pour remplacer un élément par un autre, il suffit d’utiliser replaceChild(). Cette méthode accepte deux paramètres : le premier est le nouvel élément, et le deuxième est l'élément à remplacer. Tout comme cloneNode(), cette méthode s'utilise sur tous les types de nœuds (éléments, nœuds textuels, etc.) :

var link = document.querySelector('a');

var newLabel = document.createTextNode('et un hyperlien');

**Supprimer un élément**

Pour insérer un élément, on utilise appendChild(), et pour en supprimer un, on utilise removeChild(). Cette méthode prend en paramètre le nœud enfant à retirer :

var link = document.querySelector('a');

link.parentNode.removeChild(link);

À noter que la méthode removeChild() retourne l'élément supprimé, ce qui veut dire qu'il est parfaitement possible de supprimer un élément HTML pour ensuite le réintégrer où on le souhaite dans le DOM.

**Vérifier la présence d'éléments enfants**

Pour vérifier la présence d'éléments enfants il faut utiliser hasChildNodes(). Si l’élément étudié possède au moins un enfant, la méthode renverra true :

var paragraph = document.querySelector('p');

alert(paragraph.hasChildNodes());

**Insérer à la bonne place : insertBefore()**

La méthode insertBefore() permet d'insérer un élément avant un autre. Elle reçoit deux paramètres : le premier est l'élément à insérer, tandis que le deuxième est l'élément avant lequel l'élément va être inséré :

<p id="myP">Un peu de texte <a>et un lien</a></p>

<script>

var paragraph = document.querySelector('p');

var emphasis = document.createElement('em'),

emphasisText = document.createTextNode(' en emphase légère ');

emphasis.appendChild(emphasisText);

paragraph.insertBefore(emphasis, paragraph.lastChild);

</script>

**Une bonne astuce : insertAfter()**

Le JavaScript met à disposition insertBefore(), mais pas insertAfter().Pour insérer après un élément, on va d'abord récupérer l'élément parent. C'est logique, puisque l'insertion de l'élément va se faire soit via appendChild(), soit via insertBefore() : si on veut ajouter notre élément après le dernier enfant, c'est simple, il suffit d'appliquer appendChild(). Par contre, si l'élément après lequel on veut insérer notre élément n'est pas le dernier, on va utiliser insertBefore() en ciblant l'enfant suivant, avec nextSibling :

function insertAfter(newElement, afterElement) {

var parent = afterElement.parentNode;

if (parent.lastChild === afterElement) { // Si le dernier élément est le même que l'élément après lequel on veut insérer, il suffit de faire appendChild()

parent.appendChild(newElement);

} else { // Dans le cas contraire, on fait un insertBefore() sur l'élément suivant

parent.insertBefore(newElement, afterElement.nextSibling);

}

}

## Les événements

Voici la liste des événements principaux, ainsi que les actions à effectuer pour qu'ils se déclenchent :

|  |  |
| --- | --- |
| **Nom de l'événement** | **Action pour le déclencher** |
| click | Cliquer (appuyer puis relâcher) sur l'élément |
| dblclick | Double-cliquer sur l'élément |
| mouseover | Faire entrer le curseur sur l'élément |
| mouseout | Faire sortir le curseur de l'élément |
| mousedown | Appuyer (sans relâcher) sur le bouton gauche de la souris sur l'élément |
| mouseup | Relâcher le bouton gauche de la souris sur l'élément |
| mousemove | Faire déplacer le curseur sur l'élément |
| keydown | Appuyer (sans relâcher) sur une touche de clavier sur l'élément |
| keyup | Relâcher une touche de clavier sur l'élément |
| keypress | Frapper (appuyer puis relâcher) une touche de clavier sur l'élément |
| focus | « Cibler » l'élément |
| blur | Annuler le « ciblage » de l'élément |
| change | Changer la valeur d'un élément spécifique aux formulaires (input, checkbox, etc.) |
| ﻿input | Taper un caractère dans un champ de texte |
| select | Sélectionner le contenu d'un champ de texte (input, textarea, etc.) |

Il existe aussi deux événements spécifiques à l'élément <form> :

|  |  |
| --- | --- |
| **Nom de l'événement** | **Action pour le déclencher** |
| submit | Envoyer le formulaire |
| reset | Réinitialiser le formulaire |

**Utiliser les événements**

Nous allons donc voir comment les utiliser sans le DOM :

<span onclick="alert('Hello !');">Cliquez-moi !</span>

Il suffit de cliquer sur le texte pour que la boîte de dialogue s'affiche. Afin d'obtenir ce résultat nous avons ajouté à notre <span> un attribut contenant les deux lettres « on » et le nom de notre événement « click ». Nous obtenons donc « onclick ».

Cet attribut possède une valeur qui est un code JavaScript. Nous pouvons y écrire quasiment tout ce que nous souhaitons, mais tout doit tenir entre les guillemets de l'attribut.

**Le mot-clé this**

Il s'agit d'une propriété pointant sur l'objet actuellement en cours d'utilisation. Donc, si nous faisons appel à ce mot-clé lorsqu'un événement est déclenché, l'objet pointé sera l'élément qui a déclenché l'événement :

<span onclick="alert('Voici le contenu de l\'élément que vous avez cliqué :\n\n' + this.innerHTML);">Cliquez-moi !</span>

**Le focus**

Le focus définit ce qui peut être appelé le « ciblage » d'un élément. Lorsqu'un élément est ciblé, il va recevoir tous les événements du clavier. Un exemple simple est d'utiliser un <input> de type text : si nous cliquons dessus alors l'input possède le focus.

Le focus peut s'appliquer à de nombreux éléments, ainsi, si nous tapons sur la touche Tabulation de notre clavier alors que nous sommes sur une page Web, nous allons avoir un élément de ciblé ou de sélectionné qui recevra alors tout ce que vous tapez sur le clavier.

**Bloquer l'action par défaut de certains événements**

Cela peut par exemple permettre de bloquer l’action de redirection d’un lien. Pour bloquer cela, il suffit juste d'ajouter le code return false; dans notre événement click :

<a href="http://www.siteduzero.com" onclick="alert('Vous avez cliqué !'); return false;">Cliquez-moi !</a>

L'utilisation de return true; permet de faire fonctionner l'événement comme si de rien n'était. En clair, comme si on n'utilisait pas de return false. Cela peut avoir son utilité si nous utilisons, par exemple, la fonction confirm() dans notre événement.

**L'utilisation de « javascript: » dans les liens : une technique prohibée**

Dans certains cas, nous allons devoir créer des liens juste pour leur attribuer un événement click et non pas pour leur fournir un lien vers lequel rediriger. Dans ce genre de cas, il est courant de voir ce type de code : <a href="javascript: alert('Vous avez cliqué !');">Cliquez-moi !</a>. Il s'agit d'une vieille méthode qui permet d'insérer du JavaScript directement dans l'attribut href de notre lien juste en ajoutant javascript: au début de l'attribut. Cette technique est maintenant obsolète. Il est conseillé d’utiliser une méthode alternative : <a href="#" onclick="alert('Vous avez cliqué !'); return false;">Cliquez-moi !</a>. On utilise return false; car le dièse redirige tout en haut de la page Web.

**Les événements au travers du DOM-0**

Cette interface est vieille mais reste très pratique pour créer des événements et peut parfois être préférée au DOM-2. Commençons par créer un simple code avec un événement click :

<span id="clickme">Cliquez-moi !</span>

<script>

var element = document.getElementById('clickme');

element.onclick = function() {

alert("Vous m'avez cliqué !");

};

</script>

* On récupère tout d'abord l'élément HTML dont l'ID est clickme.
* On accède ensuite à la propriété onclick à laquelle on assigne une fonction anonyme.
* Dans cette même fonction, on fait un appel à la fonction alert() avec un texte en paramètre.

On définit maintenant les événements non plus dans le code HTML mais directement en JavaScript. Chaque événement standard possède donc une propriété dont le nom est, à nouveau, précédé par les lettres « on ». Cette propriété ne prend plus pour valeur un code JavaScript brut, mais soit le nom d'une fonction, soit une fonction anonyme.

Concernant la suppression d'un événement avec le DOM-0, il suffit tout simplement de lui attribuer une fonction anonyme vide : element.onclick = function() {};.

**Le DOM-2**

En ce qui concerne le DOM-0, il a deux problèmes majeurs : il est vieux, et il ne permet pas de créer plusieurs fois le même événement. Le DOM-2, lui, permet la création multiple d'un même événement et gère aussi l'objet Event. Voici un exemple avec l'événement click :

<span id="clickme">Cliquez-moi !</span>

<script>

var element = document.getElementById('clickme');

element.addEventListener('click', function() {

alert("Vous m'avez cliqué !");

});

</script>

Concrètement, voici qui change par rapport au DOM-0 : tout d'abord nous n'utilisons plus une propriété mais une méthode nommée addEventListener(), et qui prend trois paramètres (bien que nous n'en ayons spécifié que deux) :

* Le nom de l'événement (sans les lettres « on »).
* La fonction à exécuter.
* Un booléen **optionnel** pour spécifier si l'on souhaite utiliser la phase de capture ou bien celle de bouillonnement. Nous expliquerons ce concept un peu plus tard.

Le DOM-2 permet la création multiple d'événements identiques pour un même élément, ainsi nous pouvons faire :

// Premier événement click

element.addEventListener('click', function() {

alert("Et de un !");

});

// Deuxième événement click

element.addEventListener('click', function() {

alert("Et de deux !");

});

Venons-en maintenant à la suppression des événements. Celle-ci s'opère avec la méthode removeEventListener() et se fait de manière très simple :

element.addEventListener('click', myFunction); // On crée l'événement

element.removeEventListener('click', myFunction); // On supprime l'événement en lui repassant les mêmes paramètres

Toute suppression d'événement avec le DOM-2 se fait avec les mêmes paramètres que ceux utilisés lors de sa création. Cependant, cela ne fonctionne pas aussi facilement avec les fonctions anonymes. Tout événement DOM-2 créé avec une fonction anonyme est particulièrement complexe à supprimer, car il faut posséder une référence vers la fonction concernée, ce qui n'est généralement pas le cas avec une fonction anonyme.

**Les phases de capture et de bouillonnement**

Ces deux phases sont deux étapes distinctes de l'exécution d'un événement. La première, la **capture**, s'exécute avant le déclenchement de l'événement, tandis que la deuxième, le **bouillonnement** (bubbling), s'exécute après que l'événement a été déclenché. Toutes deux permettent de définir le sens de propagation des événements.

Mais qu'est-ce que la propagation d'un événement ? Pour expliquer cela, prenons un exemple avec ces deux éléments HTML :

<div>

<span>Du texte !</span>

</div>

Si nous attribuons une fonction à l'événement click de chacun de ces deux éléments et que l'on clique sur le texte, quel événement va se déclencher en premier ?

La réponse se trouve dans les phases de capture et de bouillonnement. Si nous décidons d'utiliser la capture, alors l'événement du <div> se déclenchera en premier puis viendra ensuite l'événement du <span>. En revanche, si nous utilisons le bouillonnement, ce sera d'abord l'événement du <span> qui se déclenchera, puis viendra par la suite celui du <div>.

La phase de bouillonnement est celle définie par défaut.

**L'objet Event**

Cet objet sert à fournir une multitude d'informations sur l'événement actuellement déclenché. Par exemple quelles sont les touches actuellement enfoncées, les coordonnées du curseur, l'élément qui a déclenché l'événement…

Cet objet est particulier dans le sens où il n'est accessible que lorsqu'un événement est déclenché. Son accès ne peut se faire que dans une fonction exécutée par un événement. Cela se fait de la manière suivante avec le DOM-0 :

element.onclick = function(e) { // L'argument « e » va récupérer une référence vers l'objet « Event »

alert(e.type); // Ceci affiche le type de l'événement (click, mouseover, etc.)

};

Et de cette façon-là avec le DOM-2 :

element.addEventListener('click', function(e) { // L'argument « e » va récupérer une référence vers l'objet « Event »

alert(e.type); // Ceci affiche le type de l'événement (click, mouseover, etc.)

});

**Les fonctionnalités de l'objet Event**

Nous connaissons déjà la propriété type qui permet de savoir quel type d'événement s'est déclenché.

**Récupérer l'élément de l'événement actuellement déclenché**

Une des plus importantes propriétés de notre objet se nomme target. Celle-ci permet de récupérer une référence vers l'élément dont l'événement a été déclenché (exactement comme le this pour les événements sans le DOM ou avec DOM-0). Ainsi, nous pouvons très bien modifier le contenu d'un élément qui a été cliqué :

<span id="clickme">Cliquez-moi !</span>

<script>

var clickme = document.getElementById('clickme');

clickme.addEventListener('click', function(e) {

e.target.innerHTML = 'Vous avez cliqué !';

});

</script>

**Récupérer l'élément à l'origine du déclenchement de l'événement**

Ceci n’est pas la même chose que ce que nous venons juste de voir. Pour expliquer cela de façon simple, certains événements appliqués à un élément parent peuvent se propager d'eux-mêmes aux éléments enfants ; c'est le cas des événements mouseover, mouseout, mousemove, click… ainsi que d'autres événements moins utilisés. Voici un exemple :

<div id="parent1">

Parent

<div id="child1">Enfant N°1</div>

<div id="child2">Enfant N°2</div>

</div>

<script>

var parent1 = document.getElementById('parent1'),

result = document.getElementById('result');

parent1.addEventListener('mouseover', function(e) {

result.innerHTML = "L'élément déclencheur de l'événement \"mouseover\" possède l'ID : " + e.target.id;

});

</script>

Ici, le mouseover pourra avoir lieu sur le parent, mais aussi sur child1 et child2. Ainsi, result pourra contenir « parent1 », « child1 » ou « child2 » en fonction de ce que la souris survolera.

Avec cet exemple, target renverra toujours l'élément déclencheur de l'événement, or nous souhaitons obtenir l'élément sur lequel a été appliqué l'événement. Autrement dit, on veut connaître l'élément à l'origine de cet événement, et non pas ses enfants.

La solution est simple : il faut utiliser la propriété currentTarget au lieu de target. Après modification de cette seule ligne, l'ID affiché ne changera jamais et vaudra toujours « parent1 » :

result.innerHTML = "L'élément déclencheur de l'événement \"mouseover\" possède l'ID : " + e.currentTarget.id;

**Récupérer la position du curseur**

Généralement, on récupère la position du curseur par rapport au coin supérieur gauche de la page Web, cela dit il est aussi possible de récupérer sa position par rapport au coin supérieur gauche de l'écran. Dans ce tutoriel, nous allons nous limiter à la page Web.

Pour récupérer la position de notre curseur, il existe deux propriétés : clientX pour la position horizontale et clientY pour la position verticale. Étant donné que la position du curseur change à chaque déplacement de la souris, il est donc logique de dire que l'événement le plus adapté à la majorité des cas est mousemove :

<div id="position"></div>

<script>

var position = document.getElementById('position');

document.addEventListener('mousemove', function(e) {

position.innerHTML = 'Position X : ' + e.clientX + 'px<br />Position Y : ' + e.clientY + 'px';

});

</script>

**Récupérer l'élément en relation avec un événement de souris**

Cette fois nous allons étudier une propriété un peu plus « exotique » assez peu utilisée mais qui peut pourtant se révéler très utile ! Il s'agit de relatedTarget qui ne s'utilise qu'avec les événements mouseover et mouseout.

Cette propriété remplit deux fonctions différentes selon l'événement utilisé. Avec l'événement mouseout, elle vous fournira l'objet de l'élément sur lequel le curseur vient d'entrer. Avec l'événement mouseover, elle vous fournira l'objet de l'élément dont le curseur vient de sortir.

**Récupérer les touches frappées par l'utilisateur**

La récupération des touches frappées se fait par le biais de trois événements différents.

Les événements keyup et keydown sont conçus pour capter toutes les frappes de touches. Ainsi, il est parfaitement possible de détecter l'appui sur la touche A voire même sur la touche Ctrl. Avec ces deux événements, toutes les touches retournant un caractère retourneront un caractère majuscule, que la touche Maj soit pressée ou non.

L'événement keypress, lui, est d'une toute autre utilité : il sert uniquement à capter les touches qui écrivent un caractère (donc pas les touches Ctrl, Alt et autres qui n'affichent pas de caractère). Don avantage réside dans sa capacité à détecter les combinaisons de touches ! Ainsi, si nous faisons la combinaison Maj + A, l'événement keypress détectera bien un A majuscule là où les événements keyup et keydown se déclencheront deux fois, une fois pour la touche Maj et une deuxième fois pour la touche A.

Si nous devions énumérer toutes les propriétés capables de fournir une valeur permettant d’identifier la touche appuyée, il y en aurait trois : keyCode, charCode et which. Ces propriétés renvoient chacune un code ASCII correspondant à la touche pressée. Cependant, la propriété keyCode est amplement suffisante dans tous les cas.

Pour récupérer un caractère et non un code, il n'existe qu'une seule solution : la méthode fromCharCode(). Elle prend en paramètre une infinité d'arguments. Cependant, pour des raisons un peu particulières qui ne seront abordées que plus tard dans ce cours, que cette méthode s'utilise avec le préfixe String. : String.fromCharCode(/\* valeur \*/);. Cette méthode est donc conçue pour convertir les valeurs ASCII vers des caractères lisibles. Il faut donc faire attention à n'utiliser cette méthode qu'avec un événement keypress afin d'éviter d'afficher, par exemple, le caractère d'un code correspondant à la touche Ctrl (ce qui ne fonctionnerait pas).

**Bloquer l'action par défaut de certains événements**

Nous avons vu qu'il est possible de bloquer l'action par défaut de certains événements, comme la redirection d'un lien vers une page Web. Sans le DOM-2, cette opération était très simple vu qu'il suffisait d'écrire return false;. Avec l'objet Event, c'est quasiment tout aussi simple puisqu'il suffit juste d'appeler la méthode preventDefault(). Par exemple :

<a id="link" href="http://www.siteduzero.com">Cliquez-moi !</a>

<script>

var link = document.getElementById('link');

link.addEventListener('click', function(e) {

e.preventDefault(); // On bloque l'action par défaut de cet événement

alert('Vous avez cliqué !');

}); </script>

**Résoudre les problèmes d'héritage des événements**

Prenez donc les codes HTML et CSS suivants :

<div id="myDiv">

<div>Texte 1</div>

<div>Texte 2</div>

<div>Texte 3</div>

<div>Texte 4</div>

</div>

<div id="results"></div>

#myDiv, #results {

margin: 50px;

}

#myDiv {

padding: 10px;

width: 200px;

text-align: center;

background-color: #000;

}

#myDiv div {

margin: 10px;

background-color: #555;

}

Notre but objectif est de faire en sorte de détecter quand le curseur entre sur notre élément #myDiv et quand il en ressort. Nous pouvons donc penser qu’il suffirait d’écrire :

var myDiv = document.getElementById('myDiv'),

results = document.getElementById('results');

myDiv.addEventListener('mouseover', function() {

results.innerHTML += "Le curseur vient d'entrer.<br />";

});

myDiv.addEventListener('mouseout', function() {

results.innerHTML += "Le curseur vient de sortir.<br />";

});

Lorsque l’on passe le curseur sur toute la surface du <div>#myDiv, il y a quelques lignes en trop qui s'affichent dans nos résultats. Cela vient du fait que comme nous l’avons dit précédemment, les enfants héritent des propriétés de certains événements appliqués aux éléments parents. Ainsi, lorsque nous déplaçons notre curseur depuis le <div>#myDiv jusqu'à un <div> enfant, nous allons déclencher l'événement mouseout sur #myDiv et l'événement mouseover sur le <div> enfant.

**La solution**

Afin de pallier ce problème, il existe une solution assez tordue. La propriété relatedTarget abordée a pour but de détecter quel est l'élément vers lequel le curseur se dirige ou de quel élément il provient.

Ainsi, nous avons deux cas de figure :

* Dans le cas de l'événement mouseover, nous devons détecter la provenance du curseur. Si le curseur vient d'un enfant de #myDiv alors le code de l'événement ne devra pas être exécuté. S'il provient d'un élément extérieur à #myDiv alors l'exécution du code peut s'effectuer.
* Dans le cas de mouseout, le principe est similaire, si ce n'est que là nous devons détecter la destination du curseur. Dans le cas où la destination du curseur est un enfant de #myDiv alors le code de l'événement n'est pas exécuté, sinon il s'exécutera sans problème.

La solution consiste à remonter tout le long des éléments parents du div jusqu'à tomber soit sur myDiv, soit sur l'élément <body> qui désigne l'élément HTML le plus haut dans notre document. Il va donc nous falloir une boucle while. Il nous suffit alors d'insérer une condition qui exécutera le code de notre événement uniquement dans le cas où la variable relatedTarget ne pointe pas sur l'élément myDiv.

Cependant, il reste encore un cas de figure qui n'a pas été géré et qui peut être source de problèmes. La balise <body> ne couvre pas forcément la page Web complète de notre navigateur, ce qui fait que notre curseur peut provenir d'un élément situé encore plus haut que la balise <body>. Cet élément correspond à la balise <html> — soit l'élément document en JavaScript. Il nous faut donc faire une petite modification afin de bien préciser que si le curseur provient de document il ne peut forcément pas provenir de myDiv :

myDiv.addEventListener('mouseover', function(e) {

var relatedTarget = e.relatedTarget;

while (relatedTarget != myDiv && relatedTarget.nodeName != 'BODY' && relatedTarget != document) {

relatedTarget = relatedTarget.parentNode;

}

if (relatedTarget != myDiv) {

results.innerHTML += "Le curseur vient d'entrer.";

}

});

Il suffit alors de faire la même chose pour le deuxième événement en remplaçant mousover par mouseout.

## Les formulaires

Il est possible d'accéder à n'importe quelle propriété d'un élément HTML juste en tapant son nom. Il en va donc de même pour des propriétés spécifiques aux éléments d'un formulaire comme value, disabled, checked, etc.

**Une propriété classique : value**

Cette propriété permet de définir une valeur pour différents éléments d'un formulaire comme les <input>, les <button> etc. On lui assigne une valeur (une chaîne de caractères ou un nombre qui sera alors converti implicitement) et elle est immédiatement affichée sur notre élément HTML :

<input id="text" type="text" size="60" value="Vous n'avez pas le focus !" />

<script>

var text = document.getElementById('text');

text.addEventListener('focus', function(e) {

e.target.value = "Vous avez le focus !";

});

text.addEventListener('blur', function(e) {

e.target.value = "Vous n'avez pas le focus !";

});

</script>

Petite précision : cette propriété s'utilise aussi avec un élément <textarea>. En effet, en HTML, on prend souvent l'habitude de mettre du texte dans un <textarea> en écrivant : <textarea>Et voilà du texte !</textarea>. En JavaScript, on est donc souvent tenté d'utiliser innerHTML pour récupérer le contenu de notre <textarea>, cependant cela ne fonctionne pas : il faut bien utiliser value à la place !

**Les booléens avec disabled, checked et readonly**

Contrairement à la propriété value, les trois propriétés disabled, checked et readonly ne s'utilisent pas de la même manière qu'en HTML où il suffit d'écrire, par exemple, <input type="text" disabled="disabled" /> pour désactiver un champ de texte. En JavaScript, ces trois propriétés deviennent booléennes :

<input id="text" type="text" />

<script>

var text = document.getElementById('text');

text.disabled = true;

</script>

La propriété checked avec une checkbox fonctionne de la même manière qu'avec la propriété disabled. En revanche, les boutons de type radio, chaque bouton radio coché se verra attribuer la valeur true à sa propriété checked. Il va donc nous falloir utiliser une boucle for pour vérifier quel bouton radio a été sélectionné :

<label><input type="radio" name="check" value="1" /> Case n°1</label><br />

<label><input type="radio" name="check" value="2" /> Case n°2</label><br />

<input type="button" value="Afficher la case cochée" onclick="check();" />

<script>

function check() {

var inputs = document.getElementsByTagName('input'),

inputsLength = inputs.length;

for (var i = 0; i < inputsLength; i++) {

if (inputs[i].type === 'radio' && inputs[i].checked) {

alert('La case cochée est la n°' + inputs[i].value);

}

}

}

</script>

Il est possible de simplifier ce code grâce à la méthode querySelectorAll()  :

function check() {

var inputs = document.querySelectorAll('input[type=radio]:checked'),

inputsLength = inputs.length;

for (var i = 0; i < inputsLength; i++) {

alert('La case cochée est la n°' + inputs[i].value);

}

}

Toutes les vérifications concernant le type du champ et le fait qu'il soit coché ou non sont faites au niveau de querySelectorAll(). On peut ainsi supprimer l'ancienne condition.

**Les listes déroulantes avec selectedIndex et options**

Les listes déroulantes possèdent elles aussi leurs propres propriétés. Nous allons en retenir seulement deux parmi toutes celles qui existent : selectedIndex, qui nous donne l'index (l'identifiant) de la valeur sélectionnée, et options qui liste dans un tableau les éléments <option> de notre liste déroulante :

<select id="list">

<option>Sélectionnez votre sexe</option>

<option>Homme</option>

<option>Femme</option>

</select>

<script>

var list = document.getElementById('list');

list.addEventListener('change', function() {

// On affiche le contenu de l'élément <option> ciblé par la propriété selectedIndex

alert(list.options[list.selectedIndex].innerHTML);

});

</script>

Dans le cadre d'un <select> multiple, la propriété selectedIndex retourne l'index du premier élément sélectionné.

**Les méthodes et un retour sur quelques événements**

Les formulaires ne possèdent pas uniquement des propriétés, ils possèdent également des méthodes dont certaines sont bien pratiques.

**Les méthodes spécifiques à l'élément <form>**

Un formulaire, ou plus exactement l'élément <form>, possède deux méthodes intéressantes. La première, submit(), permet d'effectuer l'envoi d'un formulaire sans l'intervention de l'utilisateur. La deuxième, reset(), permet de réinitialiser tous les champs d'un formulaire. Ces deux méthodes ont le même rôle que les éléments <input> de type submit ou reset.

L'utilisation de ces deux méthodes est très simple, il suffit juste de les appeler sans aucun paramètre (elles n'en ont pas) :

var element = document.getElementById('un\_id\_de\_formulaire');

element.submit(); // Le formulaire est expédié

element.reset(); // Le formulaire est réinitialisé

Il existe également deux événements des mêmes noms : submit et reset. Il est important de préciser une chose : envoyer un formulaire avec la méthode submit() du JavaScript ne déclenchera jamais l'événement submit !

**La gestion du focus et de la sélection**

Il existe deux méthodes focus() et blur() permettant respectivement de donner et retirer le focus à un élément. Leur utilisation est très simple :

<input id="text" type="text" value="Entrez un texte" />

<br /><br />

<input type="button" value="Donner le focus" onclick="document.getElementById('text').focus();" /><br />

<input type="button" value="Retirer le focus" onclick="document.getElementById('text').blur();" />

Il existe aussi la méthode select() qui, en plus de donner le focus à l'élément, sélectionne le texte de celui-ci si cela est possible. Cette méthode ne fonctionne que sur des champs de texte comme un <input> de type text ou bien un <textarea>.

**Explications sur l'événement change**

il est bon de savoir que cet événement attend que l'élément auquel il est attaché perde le focus avant de se déclencher (s'il y a eu modification du contenu de l'élément). Donc, si nous souhaitons vérifier l'état d'un input à chacune de ses modifications sans attendre la perte de focus, il vous faudra plutôt utiliser d'autres événements du style keyup (et ses variantes) ou click, cela dépend du type d'élément vérifié.

Deuxièmement, cet événement est bien entendu utilisable sur n'importe quel input dont l'état peut changer, par exemple une checkbox ou un <input type="file" />.

## Manipuler le CSS

Comme nous venons de le voir, il y a deux manières de modifier le CSS d'un élément HTML, nous allons ici aborder la méthode la plus simple et la plus utilisée : l'utilisation de la propriété style. Cela se fait de la manière suivante :

element.style; // On accède à la propriété « style » de l'élément « element »

Une fois que l'on a accédé à notre propriété, comment modifier les styles CSS ? Eh bien tout simplement en écrivant leur nom et en leur attribuant une valeur, par exemple :

element.style.width = '150px'; // On modifie la largeur de notre élément à 150px

Comment accède-t-on à une propriété CSS qui possède un nom composé (par exemple background-color ) ? En JavaScript, les tirets sont interdits dans les noms des propriétés. La solution est simple : supprimer les tirets et chaque mot suivant normalement un tiret voit sa première lettre devenir une majuscule : element.style.backgroundColor = 'blue' ;.

L'édition du CSS d'un élément n'est pas bien compliquée. Cependant, il y a une limitation de taille : la lecture des propriétés CSS ! Par exemple :

<style type="text/css">

#myDiv {

background-color: orange;

}

</style>

<div id="myDiv">Je possède un fond orange.</div>

<script>

var myDiv = document.getElementById('myDiv');

alert('Selon le JavaScript, la couleur de fond de ce <div> est : ' + myDiv.style.backgroundColor); // On affiche la couleur de fond

</script>

En écrivant ce code, nous n’obtiendrons rien. En effet, notre code va lire uniquement les valeurs contenues dans la propriété style. C'est-à-dire, rien du tout dans notre exemple, car nous avons modifié les styles CSS depuis une feuille de style, et non pas depuis l'attribut style. En revanche, en modifiant le CSS avec l'attribut style, on retrouve sans problème la couleur de notre fond :

<div id="myDiv" style="background-color: orange">Je possède un fond orange.</div>

<script>

var myDiv = document.getElementById('myDiv');

alert('Selon le JavaScript, la couleur de fond de ce DIV est : ' + myDiv.style.backgroundColor); // On affiche la couleur de fond

</script>

**Récupérer les propriétés CSS venant d’une feuille de style**

La fonction getComputedStyle() va se charger de récupérer, à notre place, la valeur de n'importe quel style CSS. Qu'il soit déclaré dans la propriété style, une feuille de style ou bien même encore calculé automatiquement, cela importe peu : getComputedStyle() la récupérera sans problème. A noter que toutes les valeurs obtenues par le biais de getComputedStyle() ou currentStyle sont en lecture seule !

<style>

#text {

color: red;

}

</style>

<span id="text"></span>

<script>

var text = document.getElementById('text'),

color = getComputedStyle(text).color;

alert(color);

</script>

**Les propriétés de type offset**

Certaines valeurs de positionnement ou de taille des éléments ne pourront pas être obtenues de façon simple avec getComputedStyle(). Pour pallier ce problème il existe les propriétés offset qui sont, dans notre cas, au nombre de cinq :

|  |  |
| --- | --- |
| **Nom de l'attribut** | **Contient…** |
| offsetWidth | Contient la largeur complète (width + padding + border) de l'élément. |
| offsetHeight | Contient la hauteur complète (height + padding + border) de l'élément. |
| offsetLeft | Surtout utile pour les éléments en position absolue. Contient la position de l'élément par rapport au bord gauche de son élément parent. |
| offsetTop | Surtout utile pour les éléments en position absolue. Contient la position de l'élément par rapport au bord supérieur de son élément parent. |
| offsetParent | Utile que pour un élément en position absolue ou relative ! Contient l'objet de l'élément parent par rapport auquel est positionné l'élément actuel. |

Leur utilisation ne se fait pas de la même manière que n'importe quel style CSS, tout d'abord parce que ce ne sont pas des styles CSS ! Ce sont juste des propriétés (en lecture seule) mises à jour dynamiquement qui concernent certains états physiques d'un élément. Pour les utiliser, on les lit directement sur l'objet de notre élément HTML : alert(el.offsetHeight);.

Attention : les valeurs contenues dans ces propriétés (à part offsetParent) sont exprimées en pixels et sont donc de type Number, pas comme les styles CSS qui sont de type String et pour lesquelles les unités sont explicitement spécifiées (px, cm, em, etc.).

**La propriété offsetParent**

Lorsque nous décidons de mettre un de nos éléments HTML en positionnement absolu, celui-ci est sorti du positionnement par défaut des éléments HTML et va aller se placer tout en haut à gauche de notre page Web, par-dessus tous les autres éléments. Seulement, ce principe n'est applicable que lorsque notre élément n'est pas déjà lui-même placé dans un élément en positionnement absolu. Si cela arrive, alors notre élément se positionnera non plus par rapport au coin supérieur gauche de la page Web, mais par rapport au coin supérieur gauche du précédent élément placé en positionnement absolu, relatif ou fixe.

Si offsetParent existe, c'est parce que les propriétés offsetTop et offsetLeft contiennent le positionnement de notre élément par rapport à son précédent élément parent et non pas par rapport à la page ! Si nous voulons obtenir son positionnement par rapport à la page, il faudra alors aussi ajouter les valeurs de positionnement de son (ses) élément(s) parent(s). Pour calculer la position de notre élément dans la page, il suffit d’écrire une fonction JavaScript :

function getOffset(element) { // Notre fonction qui calcule le positionnement complet

var top = 0,

left = 0;

do {

top += element.offsetTop;

left += element.offsetLeft;

} while (element = element.offsetParent); // Tant que « element » reçoit un « offsetParent »

valide alors on additionne les valeurs des offsets

return { // On retourne un objet, cela nous permet de retourner les deux valeurs calculées

top: top,

left: left

};

}

**Application : système de drag & drop sur des div**

Partie HTML :

<div class="draggableBox">1</div>

<div class="draggableBox">2</div>

<div class="draggableBox">3</div>

Styles CSS :

.draggableBox {

position: absolute;

width: 80px; height: 60px;

padding-top: 10px;

text-align: center;

font-size: 40px;

background-color: #222;

color: #CCC;

cursor: move;

}

Script :

(function() { // On utilise une IIFE pour ne pas polluer l'espace global

var storage = {}; // Contient l'objet de la div en cours de déplacement

function init() { // La fonction d'initialisation

var elements = document.querySelectorAll('.draggableBox'),

elementsLength = elements.length;

for (var i = 0; i < elementsLength; i++) {

elements[i].addEventListener('mousedown', function(e) { // Initialise le drag & drop

var s = storage;

s.target = e.target;

s.offsetX = e.clientX - s.target.offsetLeft;

s.offsetY = e.clientY - s.target.offsetTop;

});

elements[i].addEventListener('mouseup', function() { // Termine le drag & drop

storage = {};

});

}

document.addEventListener('mousemove', function(e) { // Permet le suivi du drag & drop

var target = storage.target;

if (target) {

target.style.top = e.clientY - storage.offsetY + 'px';

target.style.left = e.clientX - storage.offsetX + 'px';

}

});

}

init(); // On initialise le code avec notre fonction toute prête.

})();

On notera ici la ligne : document.addEventListener('mousemove', function(e)). On applique l’événement mousmove au document car si nous appliquions cet événement à l'élément ciblé, que se passerait-il ? Dès que l'on bougerait la souris, l'événement se déclencherait et tout se passerait comme on le souhaite. Mais si nous bougions la souris trop rapidement, le curseur sortirait de notre élément avant que celui-ci n'ait eu le temps de se déplacer, ce qui fait que l'événement ne se déclenchera plus tant que l'on ne replacerait pas notre curseur sur l'élément.

Un autre problème pourrait aussi surgir : dans notre code actuel, nous ne gérons pas le style CSS z-index, ce qui fait que lorsqu'on déplace le premier élément et que l'on place notre curseur sur un des deux autres éléments, le premier élément se retrouve alors en dessous d'eux. Si nous avions appliqué le mousemove sur notre élément au lieu du document alors cet événement ne se déclencherait pas vu que l'on bouge notre curseur sur un des deux autres éléments et non pas sur notre élément en cours de déplacement.

La solution est donc de mettre l'événement mousemove sur notre document. Vu que cet événement se propage aux enfants, nous sommes sûrs qu'il se déclenchera à n'importe quel déplacement du curseur sur la page.

Enfin, il nous a fallu enregistrer la position du curseur par rapport au coin supérieur gauche de notre élément dès l'initialisation du drag & drop :
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Si nous ne le faisions pas, à chaque fois que nous déplacerions notre élément, celui-ci placerait son bord supérieur gauche sous notre curseur et ce n'est clairement pas ce que l'on souhaite.

## Les objets

L'utilisation des objets se fait en deux temps :

* On définit l'objet via un constructeur, cette étape permet de définir un objet qui pourra être réutilisé par la suite. Cet objet ne sera pas directement utilisé car nous en utiliserons une « copie » : on parle alors d'**instance**.
* À chaque fois que l'on a besoin d'utiliser notre objet, on crée une instance de celui-ci.

**Définition via un constructeur**

Le constructeur va contenir la structure de base de notre objet. En programmation orientée objet dans un langage tel que le Java ce constructeur ressemble, sur le principe, à une classe. La syntaxe d'un constructeur est la même que celle d'une fonction :

function Person() {

// Code du constructeur

}

De manière générale on met une majuscule à la première lettre d'un constructeur. Cela permet de mieux le différencier d'une fonction « normale ».

Le code du constructeur va contenir une petite particularité : le mot-clé this. Si on utilise this au sein du constructeur Person, this pointe vers Person. Grâce à this, nous allons pouvoir définir les propriétés de l'objet Person :

function Person(nick) {

this.nick = nick;

}

Les paramètres de notre constructeur vont être détruits à la fin de l'exécution de ce dernier, alors que les propriétés définies par le biais de this vont rester présentes.

**Utilisation de l'objet**

Pour pouvoir utiliser un objet, on définit une variable qui va contenir une instance cet objet. Pour indiquer au JavaScript qu'il faut utiliser une instance, on utilise le mot-clé new.

// Définition de l'objet Person via un constructeur

function Person(nick) {

this.nick = nick;

}

// On crée des variables qui vont contenir une instance de l'objet Person :

var lau = new Person('Laurence');

alert(lau.nick); // Affiche : « Laurence »

Il est possible de faire un test pour savoir si la variable lau est une instance de Person :

alert(lau instanceof Person); // Affiche true

**Modifier les données**

Une fois une variable définie, on peut modifier les propriétés exactement comme s'il s'agissait d'un objet littéral : lau.nick = 'Bastien'; // On change le prénom.

**Ajouter des méthodes**

Il y a deux manières de définir une méthode pour un objet : dans le constructeur ou via prototype. Définir les méthodes directement dans le constructeur est facile puisque c'est nous qui créons le constructeur. La définition de méthodes via prototype est utile surtout si on n'a pas créé le constructeur : ce sera alors utile pour ajouter des méthodes à des objets natifs, comme String ou Array.

**Définir une méthode dans le constructeur**

On procède comme pour les propriétés, sauf qu'il s'agit d'une fonction :

function Person(friends) {

this.friends = friends;

this.addFriend = function(nick, age, sex, parent, work, friends) {

this.friends.push(new Person(nick, age, sex, parent, work, friends));

};

}

**Ajouter une méthode via prototype**

Lorsque l’on définit un objet, il possède automatiquement un sous-objet appelé prototype. Cet objet prototype va nous permettre d'ajouter des méthodes à un objet :

Person.prototype.addFriend = function(nick, age, sex, parent, work, friends) {

this.friends.push(new Person(nick, age, sex, parent, work, friends));

}

Le this fait ici aussi référence à l'objet dans lequel il s'exécute, c'est-à-dire l'objet Person. L'ajout de méthodes par prototype est particulier, car les méthodes ajoutées ne seront pas copiées dans les instances de notre objet. Autrement dit, en ajoutant la méthode addFriend() par prototype, une instance comme lau ne possèdera pas la méthode directement dans son propre objet, elle sera obligée d'aller la chercher au sein de son objet constructeur, ici Person. Cela veut dire que si nous faisons une modification sur une méthode contenue dans un prototype alors nous affecterons toutes les instances de notre objet (y compris celles qui sont déjà créées), cette solution est donc à privilégier.

**Ajouter des méthodes aux objets natifs**

Les objets natifs possèdent eux aussi un objet prototype autorisant donc la modification de leurs méthodes. Par exemple, créons une méthode qui afficherait le contenu d'un objet littéral via alert(), mais de façon plus élégante :

var family = {

self: 'Sébastien',

sister: 'Laurence',

};

Comme il s'agit d'un objet, le type natif est Object. Nous allons utiliser son sous-objet prototype pour lui ajouter la méthode voulue :

// Testons si cette méthode n'existe pas déjà !

if (!Object.prototype.debug) {

// Créons la méthode

Object.prototype.debug = function() {

var text = 'Object {\n';

for (var i in this) {

if (i !== 'debug') {

text += ' [' + i + '] => ' + this[i] + '\n';

}

}

alert(text + '}');

}

}

On test si i est différent de 'debug' parce qu'en ajoutant la méthode debug() aux objets, elle s'ajoute même aux objets littéraux. Autrement dit, debug() va se lister elle-même ce qui n'a pas beaucoup d'intérêt.

Nous avons ajouté ici une méthode à Object pour l'exemple, mais ceci ne doit jamais être reproduit dans un vrai script. En effet, après ajout d'une méthode ou d'une propriété à Object, celle-ci sera listée à chaque fois que nous utiliserons un for in.

**Remplacer des méthodes**

Quand nous utilisons prototype, nous affectons une fonction. Cela veut donc dire qu'il est possible de modifier les méthodes natives des objets en leur affectant une nouvelle méthode. Cela peut se révéler très utile dans certains cas.

**Limitations**

En théorie, chaque objet peut se voir attribuer des méthodes via prototype. Si cela fonctionne avec les objets natifs génériques comme String, Date, Array, Object, Number, Boolean et de nombreux autres, cela fonctionne moins bien avec les objets natifs liés au DOM comme Node, Element ou encore HTMLElement, en particulier dans Internet Explorer.

**Les namespaces**

En informatique, un **namespace** est un ensemble fictif qui contient des informations, généralement des propriétés et des méthodes, ainsi que des sous-namespaces. Le but d'un namespace est de s'assurer de l'unicité des informations qu'il contient.

Par exemple, Sébastien et Johann habitent tous deux au numéro 42. Sébastien dans la rue de Belgique et Johann dans la rue de France. Les numéros de leurs maisons peuvent être confondus, puisqu'il s'agit du même. Ainsi, si Johann dit « J'habite au numéro 42 », c'est ambigu, car Sébastien aussi. Alors, pour différencier les deux numéros, nous allons toujours donner le nom de la rue. Ce nom de rue peut être vu comme un namespace : il permet de différencier deux données identiques.

En programmation, quelque chose d'analogue peut se produire : imaginons que nous développions une fonction myBestFunction(), et que nous trouvions un script tout fait pour réaliser un effet quelconque. Nous ajoutons alors ce script au nôtre. Problème : dans ce script tout fait, une fonction myBestFunction() est aussi présente. Notre fonction se retrouve écrasée par l'autre, et notre script ne fonctionnera plus correctement.

Pour éviter ce genre de désagrément, nous allons utiliser un namespace ! Le JavaScript, au contraire de langages comme le C# ou le Java, ne propose pas de vrai système de namespace. Ce que l'on étudie ici est un système pour reproduire plus ou moins correctement un tel système.

**Définir un namespace**

On commence par créer un objet littéral appelé myNamespace. Ensuite on définit une méthode : myBestFunction() :

var myNamespace = {

myBestFunction: function() {

alert('Ma meilleure fonction !');

}

};

// On exécute la fonction :

myNamespace.myBestFunction();

Pour appeler myBestFunction(), il faut obligatoirement passer par l'objet myNamespace, ce qui limite très fortement la probabilité de voir notre fonction écrasée par une autre. Notre namespace doit être original pour être certain qu'un autre développeur n'utilise pas le même. Cette technique n'est donc pas infaillible, mais réduit considérablement les problèmes.

**Un style de code**

Utiliser un namespace est aussi élégant, car cela permet d'avoir un code visuellement propre et structuré. Une grande majorité des « gros » scripts sont organisés via un namespace, notamment car il est possible de décomposer le script en catégories. Par exemple pour un script qui gère un webmail:

var thundersebWebMail = {

// Propriétés

version: 1.42,

lang: 'english',

// Initialisation

init: function() { /\* initialisation \*/ },

// Gestion des mails

mails: {

list: function() { /\* affiche la liste des mails \*/ },

show: function() { /\* affiche un mail \*/ },

trash: function() { /\* supprime un mail \*/ },

// et cætera…

},

};

Structurer son code de cette manière est propre et lisible, ce qui n'est pas toujours le cas d'une succession de fonctions. Voici l'exemple que nous venons de voir mais cette fois-ci sans namespaces :

var webmailVersion = 1.42,

webmailLang = 'english';

function webmailInit() { /\* initialisation \*/ }

function webmailMailsList() { /\* affiche la liste des mails \*/ }

function webmailMailsShow() { /\* affiche un mail \*/ }

function webmailMailsTrash() { /\* supprime un mail \*/ }

**L'emploi de this**

Le mot-clé this s'utilise ici exactement comme dans les objets vus précédemment. Mais attention, si nous utilisons this dans un sous-namespace, celui-ci pointera vers ce sous-namespace, et non vers le namespace parent.

**Vérifier l'unicité du namespace**

Une sécurité supplémentaire est de vérifier l'existence du namespace : s'il n'existe pas, on le définit et dans le cas contraire, on ne fait rien pour ne pas risquer d'écraser une version déjà existante, tout en retournant un message d'erreur :

// On vérifie l'existence de l'objet myNamespace

if (typeof myNamespace === 'undefined') {

var myNamespace = {

// Tout le code

};

} else {

alert('myNamespace existe déjà !');

}

**Modifier le contexte d'une méthode**

Commençons par étudier la différence entre une fonction et une méthode. Une fonction est indépendante et ne fait partie d'aucun objet (ou presque, n'oublions pas window). La fonction alert() est dans cette catégorie, car nous pouvons l'appeler sans la faire précéder du nom d'un objet : alert('Test !');. Une méthode, en revanche, est dépendante d'un objet. C'est le cas par exemple de la méthode push() qui est dépendante de l'objet Array. Le fait qu'elle soit dépendante est à la fois un avantage et un inconvénient :

* Un avantage car nous n'avons pas à spécifier quel objet la méthode doit modifier.
* Un inconvénient car cette méthode ne pourra fonctionner que sur l'objet dont elle est dépendante.

Cet inconvénient peut être résolu grâce à deux méthodes nommées apply() et call(). Une méthode utilise généralement le mot-clé this pour savoir à quel objet elle appartient, c'est ce qui fait qu'elle est dépendante. Les deux méthodes apply()et call()existent pour permettre de rediriger la référence du mot-clé this vers un autre objet.

La méthode toString() a pour but de fournir une représentation d'un objet sous forme de chaîne de caractères, c'est elle qui est appelée par la fonction alert() lorsque nous lui passons un objet en paramètre. Elle possède cependant un fonctionnement différent selon l'objet sur lequel elle est utilisée :

alert(['test']); // Affiche : « test »

alert({0:'test'}); // Affiche : « [object Object] »

Comme vous avez pu le constater, la méthode toString() renvoie un résultat radicalement différent selon l'objet. Dans le cas d'un tableau, elle retourne son contenu, mais quand il s'agit d'un objet, elle retourne son type converti en chaîne de caractères. Notre objectif va être de faire en sorte d'appliquer la méthode toString() de l'objet Object sur un objet Array, et ce afin d'obtenir sous forme de chaîne de caractères le type de notre tableau au lieu d'obtenir son contenu.

C'est là qu'entrent en jeu les méthodes apply() et call(). Elles vont nous permettre de redéfinir le mot-clé this de la méthode toString(). Ces deux méthodes fonctionnent quasiment de la même manière, elles prennent toutes les deux en paramètre un premier argument obligatoire qui est l'objet vers lequel va pointer le mot-clé this. Les deux méthodes se différencient sur les arguments facultatifs.

Dans notre exemple actuel, nous voulons modifier la méthode toString() de l'objet Object. Il faut alors écrire :

var result = Object.prototype.toString.call(['test']);

alert(result); // Affiche : « [object Array] »

La méthode toString() de Object a bien été appliquée à notre tableau, nous obtenons donc son type et non pas son contenu.

Revenons maintenant sur les arguments facultatifs de nos deux méthodes apply() et call(). La première prend en paramètre facultatif un tableau de valeurs, tandis que la deuxième prend une infinité de valeurs en paramètres. Ces arguments facultatifs servent à la même chose : ils seront passés en paramètres à la méthode souhaitée. Ainsi, si nous écrivons :

var myArray = [];

myArray.push.apply(myArray, [1, 2, 3]);

Cela revient au même que si nous avions écrit :

var myArray = [];

myArray.push.call(myArray, 1, 2, 3);

Le tout correspondant à :

var myArray = [];

myArray.push(1, 2, 3);

**L'héritage**

Pour appliquer le principe d’héritage au JavaScript, créons par exemple un constructeur Vehicle:

function Vehicle(licensePlate, tankSize) {

this.engineStarted = false; // Notre véhicule est-il démarré ?

this.licensePlate = licensePlate; // La plaque d'immatriculation de notre véhicule.

this.tankSize = tankSize; // La taille de notre réservoir en litres.

}

// Permet de démarrer notre véhicule.

Vehicle.prototype.start = function() {

this.engineStarted = true;

};

// Permet d'arrêter notre véhicule.

Vehicle.prototype.stop = function() {

this.engineStarted = false;

};

Maintenant que notre objet Vehicle  est prêt, nous pouvons l'exploiter. L'héritage va ici consister à créer des objets constructeurs qui vont tous hériter de Vehicle. Par exemple pour une voiture :

function Car(licensePlate, tankSize, trunkSize) {

// On appelle le constructeur de « Vehicle » par le biais de la méthode

// call() afin qu'il affecte de nouvelles propriétés à « Car ».

Vehicle.call(this, licensePlate, tankSize);

// Une fois le constructeur parent appelé, l'initialisation de notre objet peut continuer.

this.trunkOpened = false; // Notre coffre est-il ouvert ?

this.trunkSize = trunkSize; // La taille de notre coffre en mètres cube.

}

// L'objet prototype de « Vehicle » doit être copié au sein du prototype

// de « Car » afin que ce dernier puisse bénéficier des mêmes méthodes.

Car.prototype = Object.create(Vehicle.prototype, {

// Le prototype copié possède une référence vers son constructeur, actuellement

// défini à « Vehicle », nous devons changer sa référence pour « Car »

// tout en conservant sa particularité d'être une propriété non-énumerable.

constructor: {

value: Car,

enumerable: false,

writable: true,

configurable: true

}

});

// Il est bien évidemment possible d'ajouter de nouvelles méthodes.

Car.prototype.openTrunk = function() {

this.trunkOpened = true;

};

La méthode create() permet de créer un nouvel objet avec l’objet prototype et les propriétés spécifiés.

Il est maintenant possible d'instancier une nouvelle voiture de manière tout à fait classique :

var myCar = new Car('AA-555-AA', 70, 2.5);

## Les chaînes de caractères

Pour créer une chaîne de caractères, on utilise généralement cette syntaxe :

var myString = "Chaîne de caractères primitive";

Cet exemple crée ce que l'on appelle une chaîne de caractères primitive, qui n'est pas un objet String. Pour instancier un objet String, il faut faire comme ceci :

var myRealString = new String("Chaîne");

Cela est valable pour les autres objets : Array, Object, Boolean, Number. La différence entre type primitif et instance est minime pour nous, développeurs. Prenons l'exemple de la chaîne de caractères : à chaque fois que nous allons faire une opération sur une chaîne primitive, le JavaScript va automatiquement convertir cette chaîne en une instance temporaire de String, de manière à pouvoir utiliser les propriétés et méthodes fournies par l'objet String. Une fois les opérations terminées, l'instance temporaire est détruite. Au final, utiliser un type primitif ou une instance revient au même du point de vue de l'utilisation. Mais il subsiste de légères différences avec l'opérateur instanceof qui peut retourner de drôles de résultats.

Pour une raison ou une autre, imaginons que l'on veuille savoir de quelle instance est issu un objet :

var myString = 'Chaîne de caractères';

if (myString instanceof String) {

// Faire quelque chose

}

Ici, la condition sera fausse. C’est normal puisque myString est une chaîne primitive et non une instance de String. Pour tester le type primitif, il convient d'utiliser l'opérateur typeof :

if (typeof myString === 'string') {

// Faire quelque chose

}

typeof permet de vérifier le type primitif (en anglais on parle de datatype). Mais il faut ici aussi faire attention à un piège, car la forme primitive d'une instance de String est object. Il est même d'ailleurs déconseillé de faire ce genre de tests vu le nombre de problèmes que cela peut causer. La seule valeur retournée par typeof dont on peut être sûr est "undefined".

**L'objet String**

String ne possède qu'une seule propriété, length, qui retourne le nombre de caractères contenus dans une chaîne. Les espaces, les signes de ponctuation, les chiffres sont considérés comme des caractères.

Il n'est pas toujours obligatoire de déclarer une variable pour utiliser les propriétés et les méthodes d'un objet. En effet, nous pouvons écrire directement le contenu de notre variable et utiliser une de ses propriétés ou de ses méthodes, comme c'est le cas ici : alert('Ceci est une chaîne !'.length);. Cependant cela ne fonctionne pas avec les nombres sous forme primitive car le point est le caractère permettant d'ajouter une ou plusieurs décimales. Ainsi, ce code générera une erreur : 0.toString();.

**La casse et les caractères**

toLowerCase() et toUpperCase() permettent respectivement de convertir une chaîne en minuscules et en majuscules : myString = myString.toUpperCase();.

La méthode charAt() permet de récupérer un caractère en fonction de sa position dans la chaîne de caractères. La méthode reçoit en paramètre la position du caractère : var first = myString.charAt(0);.

La méthode charCodeAt() fonctionne comme charAt() à la différence que ce n'est pas le caractère qui est retourné mais le code ASCII du caractère.

fromCharCode() permet de faire plus ou moins l'inverse de charCodeAt() : instancier une nouvelle chaîne de caractères à partir d'une chaîne ASCII, dont chaque code est séparé par une virgule. Son fonctionnement est particulier puisqu'il est nécessaire d'utiliser l'objet String lui-même : var myString = String.fromCharCode(74, 97, 118, 97, 83, 99, 114, 105, 112, 116); // le mot JavaScript en ASCII.

trim() sert à supprimer les espaces avant et après une chaîne de caractères. C'est particulièrement utile quand on récupère des données saisies dans une zone de texte, car l'utilisateur est susceptible d'avoir laissé des espaces avant et après son texte.

**Rechercher, couper et extraire**

La méthode indexOf() est utile dans deux cas de figure :

* Savoir si une chaîne de caractères contient un caractère ou un morceau de chaîne.
* Savoir à quelle position se trouve le premier caractère de la chaîne recherchée.

indexOf() retourne la position du premier caractère/chaine de caractères trouvé, et s'il n'y en a pas la valeur -1 est retournée. lastIndexOf() retourne la position de la dernière occurrence trouvée. Ces deux fonctions possèdent chacune un deuxième argument qui permet de spécifier à partir de quel index la recherche doit commencer.

**Utiliser le tilde avec indexOf() et lastIndexOf()**

Une particularité intéressante et relativement méconnue du JavaScript est son caractère tilde ~. Il s'agit de l'opérateur binaire « NOT » qui a pour rôle d'inverser tous les bits d'une valeur. Comme le binaire ne nous sert pas à grand chose dans le cadre de notre apprentissage, il est plus logique d'expliquer son influence sur les nombres en base décimale : le tilde incrémente la valeur qui le suit et y ajouter une négation : alert(~2); // Affiche : « -3 ».

**Extraire une chaîne avec substring(), substr() et slice()**

substring(a, b) permet d'extraire une chaîne à partir de la position a (incluse) jusqu'à la position b (exclue).

Une autre manière de procéder serait d'utiliser substr(), la méthode sœur de substring(). substr(a, n) accepte deux paramètres : le premier est la position de début, et le deuxième le nombre de caractères à extraire. Cela suppose donc de connaître le nombre de caractères à extraire.

Une dernière méthode d'extraction existe : slice(). slice() ressemble très fortement à substring(), mais avec une option en plus. Une valeur négative est transmise pour la position de fin. slice() va extraire la chaîne jusqu'à la fin, en décomptant le nombre de caractères indiqué. Par exemple, si on ne veut récupérer que « Thunder », on peut faire comme ceci : var nick\_1 = 'Thunderseb'.slice(0, -3);.

**Couper une chaîne en un tableau avec split()**

La méthode split() permet de couper une chaîne de caractères à chaque fois qu'une sous-chaîne est rencontrée. Les « morceaux » résultant de la coupe de la chaîne sont placés dans un tableau :

var splitted = myString.split(','); // On coupe à chaque fois qu'une virgule est rencontrée

**Tester l'existence d'une chaîne de caractères**

La méthode valueOf(), héritée de Object, renvoie la valeur primitive de n'importe quel objet. Ainsi, si on crée une instance de String :

var string\_1 = new String('Test');

et que l'on récupère le résultat de sa méthode valueOf() dans la variable string\_2 :

var string\_2 = string\_1.valueOf();

alors l'instruction typeof montre bien que string\_1 est une instance de String et que string\_2 est une valeur primitive :

alert(typeof string\_1); // Affiche : « object »

alert(typeof string\_2); // Affiche : « string »

Grâce à cette méthode, il devient simple de vérifier si une variable contient une chaîne de caractères :

function isString(variable) {

return typeof variable.valueOf() === 'string'; // Si le type de la valeur primitive est « string » alors on retourne « true »

}

Si on passe une valeur primitive à notre fonction, celle-ci renverra la même valeur. valueOf() retourne la valeur primitive d'un objet, mais si cette méthode est utilisée sur une valeur qui est déjà de type primitif, alors elle va retourner la même valeur primitive.

Enfin, il est aussi possible d'obtenir une instanciation d'objet à partir d'un type primitif. Il suffit de procéder de cette manière : var myString = Object('Mon texte');. En créant une instance de Object avec un type primitif en paramètre, l'objet instancié sera de même type que la valeur primitive. Si nous passons en paramètre un type primitif string alors nous obtiendrons une instance de l'objet String avec la même valeur passée en paramètre.

## Les expressions régulières

Les regex ne s'utilisent pas seules, et il y a deux manières de s'en servir : soit par le biais de RegExp qui est l'objet qui gère les expressions régulières, soit par le biais de certaines méthodes de l'objet String :

* match() : retourne un tableau contenant toutes les occurrences recherchées.
* search() : retourne la position d'une portion de texte (semblable à indexOf() mais avec une regex).
* split() : la méthode split()avec une regex en paramètre.
* replace() : effectue un rechercher/remplacer.

L'instanciation d'un objet RegExp se fait comme ceci : var myRegex = /contenu\_à\_rechercher/;. Si notre regex contient elle-même des slashs, il faudra les échapper en utilisant un anti-slash.

La méthode test() de l’objet RegExp renvoie true en cas de réussite du test, sinon false :

var myRegex = /contenu\_à\_rechercher/;

if (myRegex.test('Chaîne de caractères dans laquelle effectuer la recherche')) {

// Retourne true si le test est réussi

} else {

// Retourne false dans le cas contraire

}

On peut aussi écrire if (/contenu\_à\_rechercher/.test('Chaîne de caractères bla bla bla')).

**Recherches de mots**

Pour chercher si dans une phrase le mot « raclette » apparaît on écrit :

if (/raclette/.test('Je mangerais bien une raclette savoyarde !')) {

alert('Ça semble parler de raclette');

} else {

alert('Pas de raclette à l\'horizon');

}

Dans ce cas précis, la casse est importante. Il est possible, grâce aux options, de dire à la regex d'ignorer la casse. Cette option s'appelle i, et comme chaque option, elle se place juste après le slash de fermeture de la regex : /Raclette/i.

Pour effectuer une recherche sur des mots différents, nous disposons de l'opérateur OU, représenté par la barre verticale pipe | : /Raclette|Tartiflette|Fondue|Croziflette/.

**Début et fin de chaîne**

Les symboles ^ et $ permettent respectivement de représenter le début et la fin d'une chaîne de caractères. Si un de ces symboles est présent, il indique à la regex que ce qui est recherché commence ou termine la chaîne : /^raclette savoyarde$/. Voici un tableau avec divers tests qui sont effectués pour montrer l'utilisation de ces deux symboles :

|  |  |  |
| --- | --- | --- |
| **Chaîne** | **Regex** | **Résultat** |
| Raclette savoyarde | /^Raclette savoyarde$/ | true |
| Une raclette savoyarde | /^Raclette/ | false |
| Une raclette savoyarde | /savoyarde$/ | true |
| Une raclette savoyarde ! | /raclette savoyarde$/ | false |

**Les caractères et leurs classes**

Une classe de caractères est écrite entre crochets et sa signification est simple : une des lettres qui se trouve entre les crochets peut convenir. Cela veut donc dire que l'exemple suivant va trouver les mots « gras » et « gros », car la classe, à la place de la voyelle, contient aux choix les lettres a et o : /gr[ao]s/.

**Les intervalles de caractères**

Toujours au sein des classes de caractères, il est possible de spécifier un intervalle de caractères. Si nous voulons trouver les lettres allant de a à o, on écrira [a-o]. Si n'importe quelle lettre de l'alphabet peut convenir, il est donc inutile de les écrire toutes, écrire [a-z] suffit.

Plusieurs intervalles peuvent être écrits au sein d'une même classe. Ainsi, la classe [a-zA-Z] va rechercher toutes les lettres de l'alphabet, qu'elles soient minuscules ou majuscules. Si un intervalle fonctionne avec des lettres, il fonctionne aussi avec des chiffres. La classe [0-9] trouvera donc un chiffre allant de 0 à 9. Il est bien évidemment possible de combiner des chiffres et des lettres : [a-z0-9] trouvera une lettre minuscule ou un chiffre.

**Exclure des caractères**

Si au sein d'une classe on peut inclure des caractères, on peut aussi en exclure. Pour cela, il suffit de faire figurer un accent circonflexe au début de la classe, juste après le premier crochet. Ainsi cette classe ignorera les voyelles : [^aeiouy]. L'exclusion d'un intervalle est possible aussi : [^b-y].

Il faut prendre en compte le fait que la recherche n'ignore pas les caractères accentués. Ainsi, [a-z] trouvera a, b, i, o… mais ne trouvera pas â, ï ou encore ê. S'il s'agit de trouver un caractère accentué, il faut l'indiquer explicitement : [a-zâäàéèùêëîïôöçñ]. Il n'y a toutefois pas besoin d'écrire les variantes en majuscules si l'option i est utilisée : /[a-zâäàéèùêëîïôöçñ]/i.

Enfin, Le point permet de trouver n'importe quel caractère, à l'exception des sauts de ligne (les retours à la ligne) : /gr.s/.

**Les quantificateurs**

Les quantificateurs permettent de dire combien de fois un caractère doit être recherché. Il est possible de dire qu'un caractère peut apparaître 0 ou 1 fois, 1 fois ou une infinité de fois :

* ? : ce symbole indique que le caractère qui le précède peut apparaître 0 ou 1 fois.
* + : ce symbole indique que le caractère qui le précède peut apparaître 1 ou plusieurs fois ;
* \* : ce symbole indique que le caractère qui le précède peut apparaître 0, 1 ou plusieurs fois.

**Les accolades**

À la place des trois symboles vus précédemment, on peut utiliser des accolades pour définir explicitement combien de fois un caractère peut être répété :

* {n} : le caractère est répété n fois.
* {n,m} : le caractère est répété de n à m fois. Par exemple, si on a {0, 5}, le caractère peut être présent de 0 à 5 fois.
* {n,} : le caractère est répété de n fois à l'infini.

Par exemple :

|  |  |  |
| --- | --- | --- |
| **Chaîne** | **Regex** | **Résultat** |
| Hellowwwwwwwww | /Hellow+/ | true |
| Goooooogle | /Go{2,}gle/ | true |
| Le 1er septembre | /Le [1-9][a-z]{2,3} septembre/ | true |
| Le 1er septembre | /Le [1-9][a-z]{2,3}[a-z]+/ | false |

La dernière regex est fausse à cause de l'espace. En effet, la classe [a-z] ne trouvera pas l'espace.

**Les métacaractères**

Les caractères suivants sont ce que l'on appelle des **métacaractères**, et en voici la liste complète :

! ^ $ ( ) [ ] { } ? + \* . / \ |

Si on veut chercher la présence d'un **métacaractères** dans une chaîne, il suffit de l'échapper au moyen d'un anti-slash. Il faut même penser à échapper l'anti-slash avec… un anti-slash. Par exemple : /\/ et un anti-slash \\/ renverra true pour « Un slash / et un anti-slash \ ».

Au sein d'une classe de caractères, il n'y a pas besoin d'échapper les métacaractères, à l'exception des crochets (qui délimitent le début et la fin d'une classe), du tiret (qui est utilisé pour définir un intervalle) et de l'anti-slash (qui sert à échapper). Concernant le tiret, il existe une petite exception : il n'a pas besoin d'être échappé s'il est placé en début ou en fin de classe. Par exemple : /[a-z!?\/\\]/.

**Types génériques et assertions**

Les types génériques s'écrivent tous de la manière suivante : \x, où x représente une lettre. Voici la liste de tous les types génériques :

|  |  |
| --- | --- |
| **Type** | **Description** |
| \d | Trouve un caractère décimal (un chiffre) |
| \D | Trouve un caractère qui n'est pas décimal (donc pas un chiffre) |
| \s | Trouve un caractère blanc |
| \S | Trouve un caractère qui n'est pas un caractère blanc |
| \w | Trouve un caractère « de mot » : une lettre, accentuée ou non, ainsi que l'underscore |
| \W | Trouve un caractère qui n'est pas un caractère « de mot » |

En plus de cela existent les caractères de type « espace blanc » :

|  |  |
| --- | --- |
| **Type** | **Description** |
| \n | Trouve un retour à la ligne |
| \t | Trouve une tabulation |

Ces deux caractères sont reconnus par le type générique \s.

**Les assertions**

Les assertions s'écrivent comme les types génériques mais ne fonctionnent pas tout à fait de la même façon. Un type générique recherche un caractère, tandis qu'une assertion recherche entre deux caractères :

|  |  |
| --- | --- |
| **Type** | **Description** |
| \b | Trouve une limite de mot |
| \B | Ne trouve pas de limite de mot |

Il faut faire attention avec l'utilisation de \b, car cette assertion reconnaît les caractères accentués comme des « limites de mots ».

**Construire une regex**

Pour construire une regex, il suffit de procéder par étapes. Par exemple, vérifierions si une chaîne de caractères correspond à une adresse e-mail. On écrit tout d'abord la partie locale, qui n'est composée que de lettres, de chiffres et éventuellement d'un tiret, un trait de soulignement et un point. Tous ces caractères peuvent être répétés plus d'une fois, il faut donc utiliser le quantificateur + : /^[a-z0-9.\_-]+$/. On ajoute l'arobase. Ce n'est pas un métacaractère, donc pas besoin de l'échapper : /^[a-z0-9.\_-]+@$/. Après vient le label du nom de domaine, lui aussi composé de lettres, de chiffres, de tirets et de traits de soulignement. Ne pas oublier le point, car il peut s'agir d'un sous-domaine (par exemple @cours.openclassrooms.com) : /^[a-z0-9.\_-]+@[a-z0-9.\_-]+$/. Puis vient le point de l'extension du domaine : attention à ne pas oublier de l'échapper, car il s'agit d'un métacaractère : /^[a-z0-9.\_-]+@[a-z0-9.\_-]+\.$/. Et pour finir, l'extension ! Une extension de nom de domaine ne contient que des lettres, au minimum 2, au maximum 6. Ce qui nous fait : /^[a-z0-9.\_-]+@[a-z0-9.\_-]+\.[a-z]{2,6}$/.

**L'objet RegExp**

L'objet RegExp est l'objet qui gère les expressions régulières. Il y a donc deux façons de déclarer une regex : via RegExp ou via son type primitif que nous avons utilisé jusqu'à présent :

var myRegex1 = /^Raclette$/i;

var myRegex2 = new RegExp("^Raclette$", "i");

Le constructeur RegExp reçoit deux paramètres : le premier est l'expression régulière sous la forme d'une chaîne de caractères, et le deuxième est l'option de recherche, ici i. L'intérêt d'utiliser RegExp est qu'il est possible d'inclure des variables dans la regex, chose impossible en passant par le type primitif :

var nickname = "Laura";

var myRegex = new RegExp("Mon prénom est " + nickname, "i");

Il est conseillé d'utiliser la notation littérale (le type primitif) quand l'utilisation du constructeur RegExp n'est pas nécessaire.

**Méthodes**

RegExp ne possède que deux méthodes : test() et exec(). La méthode test() a déjà été utilisée et permet de tester une expression régulière. Elle renvoie true si le test est réussi ou false si le test échoue. De son côté, exec() applique également une expression régulière, mais renvoie un tableau dont le premier élément contient la portion de texte trouvée dans la chaîne de caractères. Si rien n'est trouvé, null est renvoyé.

var sentence = "Si ton tonton";

var result = /\bton\b/.exec(sentence); // On cherche à récupérer le mot « ton »

if (result) { // On vérifie que ce n'est pas null

alert(result); // Affiche « ton »

}

**Propriétés**

L'objet RegExp contient neuf propriétés, appelées $1, $2, $3… jusqu'à $9. Il est possible d'utiliser une regex pour extraire des portions de texte, et ces portions sont accessibles via les propriétés $1 à $9.

**Les parenthèses**

Pour définir les informations à extraire, on utilise des parenthèses, que l'on appelle **parenthèses capturantes**. Par exemple :

var birth = 'Je suis né en mars';

/^Je suis né en (\S+)$/.exec(birth);

alert(RegExp.$1); // Affiche : « mars »

Dans un premier temps, on crée la regex avec les fameuses parenthèses. Comme les mois sont faits de caractères qui peuvent être accentués, on peut directement utiliser le type générique \S. \S+ indique qu'on recherche une série de caractères, jusqu'à la fin de la chaîne (délimitée, pour rappel, par $) : ce sera le mois. On englobe ce « mois » dans des parenthèses pour faire comprendre à l'interpréteur JavaScript que leur contenu devra être extrait. Le premier couple de parenthèses sera enregistré dans la propriété $1, le deuxième dans $2 et ainsi de suite, jusqu'au neuvième, dans $9. Et pour accéder aux propriétés, il suffit de faire RegExp.$1, RegExp.$2, etc.

**Les parenthèses non capturantes**

Il se peut que dans des regex assez longues et complexes, il y ait besoin d'utiliser beaucoup de parenthèses. Toutes ces parenthèses n'ont peut-être pas besoin de capturer quelque chose, elles peuvent juste être là pour proposer un choix. Par exemple, si on vérifie une URL, on peut commencer la regex comme ceci : /(https|http|ftp|steam):\/\//. Mais on n'a pas besoin que ce soit une parenthèse capturante. Pour la rendre non capturante il suffit d’ajouter ?: au début de la parenthèse : /(?:https|http|ftp|steam):\/\//.

**Les recherches non-greedy**

En JavaScript, les regex sont généralement gourmandes, ce qui veut dire que lorsqu'on utilise un quantificateur comme le +, le maximum de caractères est recherché, alors que ce n'est pas toujours le comportement espéré. Nous allons construire une regex qui va extraire l'adresse Web à partir de cette portion HTML sous forme de chaîne de caractères :

var html = '<a href="www.mon-adresse.be">Mon site</a>';

Voici la regex qui peut être construite : /<a href="(.+)">/. Et ça marche :

/<a href="(.+)">/.exec(html);

alert(RegExp.$1); // www.mon-adresse.be

Maintenant, supposons que la chaîne de caractères ressemble à ceci :

var html = '<a href="www.mon-adresse.be"><strong class="web">Mon site</strong></a>';

Ceci affichera :

![La valeur renvoyée n'est pas celle qu'on attendait](data:image/png;base64,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)

En spécifiant .+ comme quantificateur, on demande de rechercher le plus possible de caractères jusqu'à rencontrer les caractères « "> », et c'est ce que le JavaScript fait :

![JavaScript s'arrête à la dernière occurrence souhaitée](data:image/png;base64,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)

Le JavaScript va trouver la partie surlignée : il cherche jusqu'à ce qu'il tombe sur la dernière apparition des caractères « "> ». Pour pallier ce problème, nous allons écrire le quantificateur directement suivi du point d'interrogation :

var html = '<a href="www.mon-adresse.be"><strong class="web">Mon site</strong></a>';

/<a href="(.+?)">/.exec(html);

alert(RegExp.$1);

Le point d'interrogation va faire en sorte que la recherche soit moins gourmande et s'arrête une fois que le minimum requis est trouvé , d'où l’appellation non-greedy (« non gourmande »).

**Rechercher et remplacer**

Une fonctionnalité intéressante des regex est de pouvoir effectuer des « rechercher-remplacer ». Rechercher-remplacer signifie qu'on recherche des portions de texte dans une chaîne de caractères et qu'on remplace ces portions par d'autres. Un rechercher-remplacer se fait au moyen de la méthode replace() de l'objet String. Elle reçoit deux arguments : la regex et une chaîne de caractères qui sera le texte de remplacement :

var sentence = 'Je m\'appelle Laura’;

var result = sentence.replace(/Laura/, 'Johann');

alert(result); // Affiche : « Je m'appelle Johann »

**Utilisation de replace() sans regex**

À la place d'une regex, il est aussi possible de fournir une simple chaîne de caractères :

var result = 'Je m\'appelle Laura'.replace('Laura', 'Johann');

alert(result); // Affiche : « Je m'appelle Johann »

**L'option g**

L’option, g signifie « rechercher plusieurs fois ». Par défaut, la regex de l’exemple précédent ne sera exécutée qu'une fois : dès que « Laura » sera trouvé, il sera remplacé, et c'est tout. Donc si le prénom « Sébastien » est présent deux fois, seul le premier sera remplacé. Pour éviter ça, on utilisera l'option g qui va dire de continuer la recherche jusqu'à ce que plus rien ne soit trouvé :

var sentence = 'Elle s\'appelle Laura. Laura écrit un tutoriel.';

var result = sentence.replace(/Laura/g, 'Johann');

alert(result); // Elle s'appelle Johann. Johann écrit un tutoriel.

Ainsi, toutes les occurrences de « Laura » sont correctement remplacées par « Johann ».

**Rechercher et capturer**

Il est possible d'utiliser les parenthèses capturantes pour extraire des informations et les réutiliser au sein de la chaîne de remplacement. Par exemple, nous avons une date au format américain : 05/26/2011, et nous souhaitons la convertir au format jour/mois/année. Rien de plus simple :

var date = '05/26/2011';

date = date.replace(/^(\d{2})\/(\d{2})\/(\d{4})$/, 'Le $2/$1/$3');

alert(date); // Le 26/05/2011

Pour placer un simple caractère $ dans la chaîne de remplacement, il suffit de le doubler :

var total = 'J\'ai 25 dollars en liquide.';

alert(total.replace(/dollars?/, '$$'); // J'ai 25 $ en liquide

Un point d'interrogation a été placé après le « s » pour pouvoir trouver soit « dollars » soit « dollar ».

Voici un autre exemple illustrant ce principe. L'idée ici est de convertir une balise BBCode de mise en gras ([b]un peu de texte[/b]) en un formatage HTML de ce type : <strong>un peu de texte</strong> :

var text = 'bla bla [b]un peu de texte[/b] bla [b]bla bla en gras[/b] bla bla';

text = text.replace(/\[b\]([\s\S]\*?)\[\/b\]/g, '<strong>$1</strong>');

Pourquoi avoir utilisé [\s\S] et non pas juste le point ? Parce qu’il s'agit ici de trouver tous les caractères qui se trouvent entre les balises. Or, le point ne trouve que des caractères et des espaces blanc hormis le retour à la ligne. C'est la raison pour laquelle on utilisera souvent la classe comprenant \s et \S quand il s'agira de trouver du texte comportant des retours à la ligne.

Cette petite regex de remplacement est la base d'un système de prévisualisation du BBCode :

<script>

function preview() {

var value = document.getElementById("text").value;

value = value.replace(/\[b\]([\s\S]\*?)\[\/b\]/g, '<strong>$1</strong>'); // Gras

value = value.replace(/\[i\]([\s\S]\*?)\[\/i\]/g, '<em>$1</em>'); // Italique

value = value.replace(/\[s\]([\s\S]\*?)\[\/s\]/g, '<del>$1</del>'); // Barré

value = value.replace(/\[u\]([\s\S]\*?)\[\/u\]/g, '<span style="text-decoration: underline">$1</span>'); // Souligné

document.getElementById("output").innerHTML = value;

}

</script>

<form>

<textarea id="text"></textarea><br />

<button type="button" onclick="preview()">Prévisualiser</button>

<div id="output"></div>

</form>

**Utiliser une fonction pour le remplacement**

À la place d'une chaîne de caractères, il est possible d'utiliser une fonction pour gérer le ou les remplacements. Cela permet, par exemple, de réaliser des opérations sur les portions capturées. Les paramètres de la fonction sont soumis à une petite règle, car ils doivent respecter un certain ordre (mais leurs noms peuvent bien évidemment varier) : function(str, p1, p2, p3 /\* ... \*/, offset, s). Les paramètres p1, p2, p3… représentent les $1, $2, $3. S'il n'y a que trois parenthèses capturantes, il n'y aura que trois « p ». S'il y en a cinq, il y aura cinq « p » :

* Le paramètre str contient la portion de texte trouvée par la regex.
* Les paramètres p\* contiennent les portions capturées par les parenthèses.
* Le paramètre offset contient la position de la portion de texte trouvée.
* Le paramètre s contient la totalité de la chaîne.

Si on n'a besoin que de p1 et de p2 et pas des deux derniers paramètres, ces deux derniers peuvent être omis.

Pour illustrer cela, nous allons réaliser un script qui recherchera des nombres dans une chaîne et les transformera en toutes lettres. La transformation se fera au moyen de de la fonction num2Letters() (non explicitée ici) :

var sentence = 'Dans 22 jours, j\'aurai 24 ans';

var result = sentence.replace(/(\d+)/g, function(str, p1) {

p1 = parseInt(p1);

if (!isNaN(p1)) {

return num2Letters(p1);

}

});

alert(result); // Affiche : « Dans vingt-deux jours, j'aurai vingt-quatre ans »

L'exemple utilise une fonction anonyme, mais il est bien évidemment possible de déclarer une fonction :

function convertNumbers(str) {

str = parseInt(str);

if (!isNaN(str)) {

return num2Letters(str);

}

}

var sentence = 'Dans 22 jours, j\'aurai 24 ans';

var result = sentence.replace(/(\d+)/g, convertNumbers);

**Autres recherches**

Il reste deux méthodes de String à voir, search() et match().

**Rechercher la position d'une occurrence**

La méthode search(), toujours de l'objet String, ressemble à indexOf() mis à part le fait que le paramètre est une expression régulière. search() retourne la position de la première occurrence trouvée. Si aucune occurrence n'est trouvée, -1 est retourné.

**Récupérer toutes les occurrences**

La méthode match() de l'objet String fonctionne comme search(), à la différence qu'elle retourne un tableau de toutes les occurrences trouvées.

**Couper avec une regex**

Nous avions vu que la méthode split() recevait une chaîne de caractères en paramètre. Mais il est également possible de transmettre une regex. C'est très pratique pour découper une chaîne à l'aide de plusieurs caractères distincts : /[,:;]/.

## Les données numériques

La gestion des données numériques en JavaScript se fait essentiellement par le biais des objets Number et Math.

**L'objet Number**

Cet objet possède des fonctions intéressantes comme, par exemple, celle permettant de faire des conversions depuis une chaîne de caractères jusqu'à un nombre en instanciant un nouvel objet Number : var myNumber = new Number('3'). Cependant, cette conversion est imprécise dans le sens où on ne sait pas si on obtiendra un nombre entier ou flottant en retour. On lui préfère donc les fonctions parseInt() et parseFloat().De plus, parseInt() utilise un second argument permettant de spécifier la base (2 pour le système binaire, 10 pour le système décimal...) du nombre écrit dans la chaîne de caractères.

Cet objet possède des propriétés accessibles directement sans aucune instanciation (on appelle cela des propriétés propres à l'objet constructeur). Elles sont au nombre de cinq :

* NaN : Not A Number permet, généralement, d'identifier l'échec d'une conversion de chaîne de caractères en un nombre. À noter que cette propriété est aussi disponible dans l'espace global. Passer par l'objet Number pour y accéder n'a donc que peu d'intérêt, surtout qu'il est rare d'utiliser cette propriété car on lui préfère la fonction isNaN(), plus fiable.
* MAX\_VALUE : cette propriété représente le nombre maximum pouvant être stocké dans une variable en JavaScript. Cette constante peut changer selon la version du JavaScript utilisée.
* MIN\_VALUE : identique à la constante MAX\_VALUE sauf que qu’il s'agit de la valeur minimale.
* POSITIVE\_INFINITY : il s'agit d'une constante représentant l'infini positif. Il est possible de l'obtenir en résultat d'un calcul si nous divisons une valeur positive par 0. Cependant, son utilisation est rare car on lui préfère la fonction isFinite(), plus fiable.
* NEGATIVE\_INFINITY : identique à POSITIVE\_INFINITY sauf qu’il s'agit de l'infini négatif. Il est possible d’obtenir cette constante en résultat d'un calcul si nous divisons une valeur négative par 0.

Exemple :

var max = Number.MAX\_VALUE, // Nous n'instancions pas d'objet, comme pour un accès au « prototype »

inf = Number.POSITIVE\_INFINITY;

if (max < inf) {

alert("La valeur maximum est inférieure à l'infini ! Surprenant, n'est-ce pas ?");

}

L'objet Number n'est pas très intéressant concernant les méthodes qu’il possède, celles-ci sont déjà supportées par l'objet Math.

**L'objet Math**

Toutes les propriétés et méthodes de cet objet sont accessibles directement sans aucune instanciation, on appelle cela des méthodes et propriétés statiques.

**Les propriétés**

Les propriétés de l'objet Math sont des constantes qui définissent certaines valeurs mathématiques comme le nombre pi (π) ou le nombre d'Euler (e) :

alert(Math.PI); // Affiche la valeur du nombre pi

alert(Math.E); // Affiche la valeur du nombre d'Euler

**Les méthodes**

La méthode floor() retourne le plus grand entier inférieur ou égal à la valeur passée en paramètre : Math.floor(33.95); // Retourne : 33.

La méthode ceil()retourne le plus petit entier supérieur ou égal à la valeur passée en paramètre :

Math.ceil(33.15); // Retourne : 34.

La méthode round()fait un arrondi classique : Math.round(33.15); // Retourne : 33.

La méthode pow() permet de calculer une puissance : Math.pow(3, 2); // Le premier paramètre est la base, le deuxième est l'exposant.

La méthode sqrt()permet de calculer une racine carré : Math.sqrt(9); // Retourne : 3.

Il existe des méthodes permettant de travailler sur des angles : cos(), sin(), acos() et asin().es résultats obtenus sont exprimés en radians.

Les méthodes max() et min() permettent de retrouver les valeurs maximum et minimum dans une liste de nombres : Math.max(42, 4, 38, 1337, 105); // Retourne : 1337.

La méthode random() permet d’obtenir un nombre décimal aléatoire entre 0 (inclus) et 1 (exclu) :

alert(Math.random());. Il suffit donc de créer un script pour obtenir un nombre aléatoire contenu dans un intervalle donné :

function rand(min, max, integer) {

if (!integer) {

return Math.random() \* (max - min) + min;

} else {

return Math.floor(Math.random() \* (max - min + 1) + min);

}

}

Le troisième paramètre sert à définir si l'on souhaite obtenir un nombre entier ou non.

**Les inclassables**

En JavaScript, certaines fonctions globales permettent de faire quelques conversions et contrôles de données poussés.

Les fonctions parseInt() et parseFloat()permettent de convertir une chaîne de caractères en un nombre. La première possède deux arguments tandis que la seconde en possède un seul :

* Le premier argument est obligatoire, il s'agit de la chaîne de caractère à convertir en nombre.
* Le deuxième argument est facultatif. Il permet de spécifier la base que le nombre utilise dans la chaîne de caractères.

L'importance du deuxième argument est simple à démontrer avec un exemple :

var myString = '08';

alert(parseInt(myString)); // Affiche : 0

alert(parseInt(myString, 10)); // Affiche : 8

En l'absence d'un second argument, les fonctions parseInt() et parseFloat() vont tenter de deviner la base utilisée par le nombre écrit dans la chaîne de caractères. Ici, la chaîne de caractères commence par un 0, ce qui est caractéristique du système octal, on obtient donc 0 en retour.

La fonction isNaN() permet de savoir si notre variable contient un nombre. Renvoie true si la variable ne contient pas de nombre.

La fonction isFinite() permet de déterminer si le nombre est fini. Renvoie true si le nombre ne tend pas vers l'infini.

## La gestion du temps

La gestion du temps est importante en JavaScript. Elle permet de temporiser un code et donc de créer des animations, des compteurs à rebours etc…

**Le système de datation**

L'objet Date fournit un grand nombre de méthodes pour lire ou écrire une date.

Le constructeur de Date prend en paramètre de nombreux arguments et s'utilise de différentes manières. Voici les quatre manières de l'utiliser :

new Date();

new Date(timestamp);

new Date(dateString);

new Date(année, mois, jour [, heure, minutes, secondes, millisecondes ]);

À chaque instanciation de l'objet Date, ce dernier enregistre soit la date actuelle si aucun paramètre n'est spécifié, soit une date que nous avons choisie.

Détaillons l'utilisation de notre constructeur :

* La première ligne instancie un objet Date dont la date est fixée à celle de l'instant même de l'instanciation.
* La deuxième ligne permet de spécifier le timestamp à utiliser pour notre instanciation.
* La troisième ligne prend en paramètre une chaîne de caractères qui doit être interprétable par la méthode parse().
* Enfin, la dernière ligne permet de spécifier manuellement chaque composant qui constitue une date. Nous retrouvons en paramètres obligatoires l'année, le mois et le jour. Les quatre derniers paramètres sont facultatifs (c'est pour cela qu’il y a des crochets, ils signifient que les paramètres sont facultatifs). Ils seront initialisés à 0 s'ils ne sont pas spécifiés.

L'objet Date possède une méthode statique appelée parse(). Celle-ci prend en unique paramètre une chaîne de caractères représentant une date et renvoie le timestamp associé. Cependant, il faut respecter une certaine syntaxe qui se présente de la manière suivante :

Sat, 04 May 1991 20:00:00 GMT+02:0. Ainsi nous aurons :

var timestamp = Date.parse('Sat, 04 May 1991 20:00:00 GMT+02:00');

alert(timestamp); // Affiche : 673380000000

**Les méthodes des instances de l'objet Date**

* getFullYear() : renvoie l'année sur 4 chiffres.
* getMonth() : renvoie le mois (0 à 11).
* getDate() : renvoie le jour du mois (1 à 31).
* getDay() : renvoie le jour de la semaine (0 à 6, la semaine commence le dimanche).
* getHours() : renvoie l'heure (0 à 23).
* getMinutes() : renvoie les minutes (0 à 59).
* getSeconds() : renvoie les secondes (0 à 59).
* getMilliseconds() : renvoie les millisecondes (0 à 999).

Ces huit méthodes possèdent chacune une fonction homologue de type « set ».

Chacune de ces méthodes s'utilise après instanciation d’un objet Date :

var myDate = new Date('Sat, 04 May 1991 20:00:00 GMT+02:00');

alert(myDate.getMonth()); // Affiche : 4

alert(myDate.getDay()); // Affiche : 6

Deux autres méthodes pourront aussi être utiles :

* La méthode getTime() renvoie le timestamp de la date de notre objet.
* La méthode setTime()permet de modifier la date de notre objet en lui passant en unique paramètre un timestamp.

**Mise en pratique : calculer le temps d'exécution d'un script**

Si nous avons une fonction slow() que nous soupçonnons d'être assez lente, nous pouvons vérifier sa vitesse d'exécution. Pour cela, nous allons récupérer le timestamp avant l'exécution de la fonction puis après son exécution :

var firstTimestamp = new Date().getTime(); // On obtient le timestamp avant l'exécution

slow(); // La fonction travaille…

var secondTimestamp = new Date().getTime(), // On récupère le timestamp après l'exécution

result = secondTimestamp - firstTimestamp; // On fait la soustraction

alert("Le temps d'exécution est de : " + result + " millisecondes.");

**Les fonctions temporelles**

Les fonctions setTimeout() et setInterval permettent respectivement de déclencher un code au bout d'un temps donné et de déclencher un code à un intervalle régulier que nous aurons spécifié.

Ces deux fonctions ont exactement les mêmes paramètres : le premier est la fonction à exécuter, le deuxième est le temps en millisecondes.

**Avec un simple appel de fonction**

Concernant le premier paramètre, il y a deux manières de le spécifier :

* En passant la fonction en référence : setTimeout(myFunction, 2000); // myFunction sera exécutée au bout de 2 secondes.
* En définissant une fonction anonyme :

setTimeout(function() {

// Code…

}, 2000);

En ce qui concerne le deuxième paramètre, il s'agit du temps à spécifier (en millisecondes).

**Avec une fonction nécessitant des paramètres**

Nos deux fonctions temporelles possèdent toutes les deux deux paramètres spécifiques, mais il est possible d'en attribuer autant que l'on veut. Les paramètres supplémentaires seront alors passés à la fonction appelée par la fonction temporelle : setTimeout(myFunction, 2000, param1, param2);. Ainsi, au terme du temps passé en deuxième paramètre, notre fonction myFunction() sera appelée de la manière suivante : myFunction(param1, param2);.

Cependant, cette technique ne fonctionne pas sur les versions d'Internet Explorer antérieures à la 10, il faut donc ruser :

setTimeout(function() {

myFunction(param1, param2);

}, 2000);

**Annuler une action temporelle**

Il se peut que nous ayons parfois besoin d'annuler une action temporelle. Par exemple, nous avons utilisé la fonction setTimeout() pour qu'elle déclenche une alerte si l'utilisateur n'a pas cliqué sur une image dans les dix secondes qui suivent. Si l'utilisateur clique sur l'image il va alors falloir annuler notre action temporelle avant son déclenchement. C'est là qu'entrent en jeu les fonctions clearTimeout() et clearInterval(). La première s'utilise pour la fonction setTimeout() et la deuxième pour setInterval().

Ces deux fonctions prennent toutes les deux un seul argument : l'identifiant de l'action temporelle à annuler. Cet identifiant (qui est un simple nombre entier) est retourné par les fonctions setTimeout() et setInterval() :

<button id="myButton">Annuler le compte à rebours</button>

<script>

(function() {

var button = document.getElementById('myButton');

var timerID = setTimeout(function() { // On crée notre compte à rebours

alert("Vous n'êtes pas très réactif vous !");

}, 5000);

button.addEventListener('click', function() {

clearTimeout(timerID); // Le compte à rebours est annulé

alert("Le compte à rebours a bien été annulé."); // Et on prévient l'utilisateur

});

})();

</script>

**Mise en pratique : les animations !**

Une animation, c'est la modification progressive de l'état d'un objet. Prenons l'exemple de la transparence. On veut que notre image passe d'une opacité de 1 à 0,2. Nous voulons que cela soit fait de manière progressive afin de générer une animation. Pour cela, nous devons faire :

var myImg = document.getElementById('myImg');

for (var i = 0.9; i >= 0.2; i -= 0.1) {

myImg.style.opacity = i;

}

Tout ceci se passe en une fraction de seconde. C'est là que les actions temporelles vont entrer en action et afin de temporiser notre code et de lui laisser le temps d'afficher la progression à l'utilisateur. Dans notre cas, nous allons utiliser la fonction setTimeout() :

var myImg = document.getElementById('myImg');

function anim() {

var s = myImg.style,

result = s.opacity = parseFloat(s.opacity) - 0.1;

if (result > 0.2) {

setTimeout(anim, 50); // La fonction anim() fait appel à elle-même si elle n'a pas terminé son travail

}

}

anim(); // Et on lance la première phase de l'animation

Nous avons utilisé la fonction setTimeout() au lieu de setInterval() pour réaliser notre animation. setTimeout() est en fait bien plus « stable » que setInterval(), ce qui fait que nous obtiendrons des animations bien plus fluides. Dans l'ensemble, mieux vaut se passer de setInterval() et utiliser setTimeout() en boucle, quel que soit le cas d'application.

## Les tableaux

L'objet Array est à la base de tout tableau. Il possède toutes les méthodes et les propriétés nécessaires à leur utilisation et à leur modification. Cet objet ne concerne que les tableaux itératifs, les objets littéraux ne sont pas des tableaux, ce sont des objets.

**Le constructeur**

Cet objet peut être instancié de trois manières différentes. Cependant, l'utilisation de son type primitif est préférable à l'instanciation de son objet :

* Instanciation sans arguments : var myArray = new Array();.
* Instanciation en spécifiant chaque valeur à attribuer : var myArray = new Array('valeur1', 'valeur2', …, 'valeurX');. Ce code revient à créer un tableau de cette manière : var myArray = ['valeur1', 'valeur2', …, 'valeurX'];.
* Instanciation en spécifiant la longueur du tableau : var myArray = new Array(longueur\_du\_tableau);.

**Les propriétés**

Les tableaux ne possèdent qu'une seule propriété (accessible uniquement après instanciation) : length. Cette propriété est en lecture seule et indique combien d'éléments existent dans notre tableau.

**Les méthodes**

Le JavaScript ne permet pas l'utilisation de l'opérateur + pour concaténer plusieurs tableaux entre eux. Si on tente de s'en servir, on obtient en sortie une chaîne de caractères contenant tous les éléments des tableaux. Les tableaux possèdent une méthode nommée concat() qui permet d'obtenir le résultat souhaité : var myArray = ['test1', 'test2'].concat(['test3', 'test4']);.

**Parcourir un tableau**

La méthode forEach() prend pour paramètre deux arguments. Le premier reçoit la fonction à exécuter pour chaque index existant et le deuxième (qui est facultatif) reçoit un objet qui sera pointé par le mot-clé this dans la fonction que vous spécifiée pour le premier argument. La méthode forEach() n'est pas supportée par les versions d'Internet Explorer antérieures à la 9.

La fonction passée en paramètre sera exécutée pour chaque index existant (dans l'ordre) et recevra en paramètres trois arguments :

* Le premier contient la valeur contenue à l'index actuel.
* Le deuxième contient l'index actuel.
* Le troisième est une référence au tableau actuellement parcouru.

var myArray = ["C'est", "un", "test"];

myArray.forEach(function(value, index, array) {

alert(

'Index : ' + index + '\n' +

'Valeur : ' + value

);

});

Cette méthode ne fonctionne qu'avec des tableaux, elle n'existe pas pour les collections d'éléments retournées par le DOM. Ainsi cela ne fonctionne pas sur la propriété classList ou encore les tableaux retournés par les méthodes de sélection telles querySelectorAll()  ou getElementsByTagName().

**Rechercher un élément dans un tableau**

Les tableaux possèdent aussi les fonctions indexOf() et lastIndexOf().Elles fonctionnent de la même manière que pour les chaines de caractères, sauf qu'au lieu de ne chercher qu'une chaîne de caractères nous pouvons faire une recherche pour n'importe quel type de valeur, que ce soit une chaîne de caractères, un nombre ou un objet. La valeur retournée par la fonction est l'index du tableau dans lequel se trouve l’élément recherché. En cas d'échec la fonction retourne toujours la valeur -1.

Ces deux fonctions possèdent aussi un second paramètre permettant de spécifier à partir de quel index nous souhaitons faire débuter la recherche.

**La méthode reverse()**

Cette méthode ne prend aucun argument en paramètre et ne retourne aucune valeur, son seul rôle est d'inverser l'ordre des valeurs de notre tableau :

var myArray = [1, 2, 3, 4, 5];

myArray.reverse();

alert(myArray); // Affiche : 5,4,3,2,1

**La méthode sort()**

Par défaut cette méthode trie un tableau par ordre alphabétique uniquement. Mais elle possède aussi un argument facultatif permettant de spécifier l'ordre à définir. Prenons un exemple :

var myArray = [3, 1, 5, 10, 4, 2];

myArray.sort();

alert(myArray); // Affiche : 1,10,2,3,4,5

Cette méthode commence par convertir toutes les données du tableau en chaînes de caractères et ce n'est qu'après ça qu'elle applique son tri alphabétique. Ainsi dans l’exemple précédent, si nous essayons de remplacer nos chiffres par des caractères cela devient plus logique : 0 = a ; 1 = b ; 2 = c.

L'argument facultatif de sort() a pour but de réaliser un tri personnalisé. Il doit contenir une référence vers une fonction que nous avons créée, cette dernière devant posséder deux arguments qui seront spécifiés par la méthode sort(). La fonction devra alors dire si les valeurs transmises en paramètres sont de même valeur, ou bien si l'une des deux est supérieure à l'autre. La méthode sort() ne convertit pas les données du tableau en chaînes de caractères lorsque nous avons défini l'argument facultatif, ce qui fait que les valeurs que nous recevrons de l’exemple précédent seront bien de type Number et non pas de type String.

Pour lui indiquer à la méthode sort() qu'une valeur est inférieure, supérieure ou égale à l'autre, il faut lui renvoyer :

* -1 lorsque a est inférieur à b.
* 1 lorsque a est supérieur à b.
* 0 quand les valeurs sont égales.

Pour trier notre tableau de chiffres, nous devons donc écrire :

var myArray = [3, 1, 5, 10, 4, 2];

myArray.sort(function(a, b) {

if (a < b) {

return -1;

} else if (a > b) {

return 1;

} else {

return 0;

}

});

alert(myArray); // Affiche : 1,2,3,4,5,10

**Extraire une partie d'un tableau**

La méthode slice() est faite pour extraire une partie d'un tableau. Elle prend en paramètre deux arguments, dont le deuxième est facultatif. Le premier est l'index (inclus) à partir duquel nous souhaitons commencer l'extraction du tableau, le deuxième est l'index (exclu) auquel l'extraction doit se terminer. S'il n'est pas spécifié, l'extraction continue jusqu'à la fin du tableau.

var myArray = [1, 2, 3, 4, 5];

alert(myArray.slice(1, 3)); // Affiche : 2,3

alert(myArray.slice(2)); // Affiche : 3,4,5

**Remplacer une partie d'un tableau**

splice() reçoit deux arguments obligatoires, puis une infinité d'arguments facultatifs. Le premier argument est l'index à partir duquel nous souhaitons effectuer nos opérations, le deuxième est le nombre d'éléments que nous souhaitons supprimer à partir de cet index :

var myArray = [1, 2, 3, 4, 5];

var result = myArray.splice(1, 2); // On retire 2 éléments à partir de l'index 1

alert(myArray); // Affiche : 1,4,5

alert(result); // Affiche : 2,3

Les arguments qui suivent les deux premiers contiennent les éléments qui doivent être ajoutés en remplacement de ceux effacés :

var myArray = [1, null, 4, 5];

myArray.splice(1, 1, 2, 3);

alert(myArray); // Affiche : 1,2,3,4,5

Si nous ajoutons des éléments dans le tableau, nous pouvons mettre le deuxième argument à 0, ce qui aura pour effet d'ajouter des éléments sans être obligé d'en supprimer d'autres. Cette méthode splice() peut donc être utilisée comme une méthode d'insertion de données.

**Tester l'existence d'un tableau**

Les tableaux possèdent une méthode propre à l'objet constructeur nommée isArray(). Elle permet de tester si la variable passée en paramètre contient un tableau : alert(Array.isArray(['test']));.

**Les piles et les files**

Les piles et les files sont deux manières de manipuler nos tableaux. Ceux-ci peuvent être vus comme une pile de livres où le dernier posé sera au final le premier récupéré, ou bien comme une file d'attente, où le dernier entré sera le dernier sorti.

**Retour sur les méthodes étudiées**

Quatre méthodes ont été étudiées au cours des premiers chapitres de ce cours :

* push() : ajoute un ou plusieurs éléments à la fin du tableau (un argument par élément ajouté) et retourne la nouvelle taille de ce dernier.
* pop() : retire et retourne le dernier élément d'un tableau.
* unshift() : ajoute un ou plusieurs éléments au début du tableau (un argument par élément ajouté) et retourne la nouvelle taille de ce dernier.
* shift() : retire et retourne le premier élément d'un tableau.

**Les piles**

Les piles partent du principe que le premier élément ajouté sera le dernier retiré, comme une pile de livres. Elles sont utilisables de deux manières différentes : soit avec les deux méthodes push() et pop(), soit avec les deux restantes unshift() et shift(). Dans le premier cas, la pile sera empilée et dépilée à la fin du tableau, dans le deuxième cas, les opérations se feront au début du tableau.

**Les files**

Le premier élément ajouté est le premier sorti, comme une file d'attente. Elles sont, elles aussi, utilisables de deux manières différentes : soit avec le couple push()/shift(), soit avec le couple unshift()/pop().

En JavaScript, les files sont bien moins utilisées que les piles, car elles sont dépendantes des méthodes unshift() et shift(), qui souffrent d'un manque de performance.

**Quand les performances sont absentes : unshift() et shift()**

Les deux méthodes unshift() et shift() utilisent chacune un algorithme qui fait qu'en retirant ou en ajoutant un élément en début de tableau, elles vont devoir réécrire tous les index des éléments qui suivent.

## Les images

L’objet Image permet de faire des manipulations assez sommaires sur une image de savoir si elle a été entièrement téléchargée.

**Le constructeur**

Le constructeur de l'objet Image ne prend aucun argument en paramètre : var myImg = new Image();.

**Propriétés**

|  |  |
| --- | --- |
| **Nom de la propriété** | **Contient** |
| width | Contient la largeur originale de l'image. Nous pouvons redéfinir cette propriété pour modifier la taille de l'image. |
| height | Contient la hauteur originale de l'image. Nous pouvons redéfinir cette propriété pour modifier la taille de l'image. |
| src | Cette propriété sert à spécifier l'adresse (absolue ou relative) de l'image. Une fois que cette propriété est spécifiée, l'image commence immédiatement à être chargée. |

**Événements**

L'objet Image ne possède qu'un seul événement nommé load. Il est très utile, notamment lorsque l'on souhaite créer un script de type Lightbox, car il permet de savoir quand une image est chargée. Son utilisation se fait comme tout événement :

var myImg = new Image();

myImg.src = 'adresse\_de\_mon\_image';

myImg.addEventListener('load', function() {

// Etc.

});

Dans ce cas, notre événement pourrait ne jamais se déclencher. Nous avons spécifié l'adresse de notre image avant même d'avoir spécifié notre événement, ce qui fait que si l'image a été trop rapidement chargée, l'événement load se sera déclenché avant même que nous n'ayons eu le temps de le modifier. Il suffit de spécifier l'adresse de notre image après avoir modifié notre événement :

var myImg = new Image();

myImg.addEventListener('load', function() { // Étape 1 : on modifie notre événement

// Etc.

});

myImg.src = 'adresse\_de\_mon\_image'; // Étape 2 : on spécifie l'adresse de notre image

**Particularités**

L'objet Image est un peu spécial dans le sens où nous pouvons l'ajouter à notre arbre DOM comme nous le ferions avec la valeur retournée par la méthode document.createElement(). Ce comportement est spécial et ne peut se révéler utile que dans de très rares cas d'application :

var myImg = new Image();

myImg.src = 'adresse\_de\_mon\_image';

document.body.appendChild(myImg); // L'image est ajoutée au DOM

**Mise en pratique**

Nous allons voir ici le prince d’une Lightbox. Le principe d'une Lightbox est de permettre l'affichage d'une image en taille réelle directement dans la page Web où se trouvent les miniatures de toutes nos images.

Pour cela il nous faut tout d'abord mettre en place un overlay. En développement Web, il s'agit généralement d'une surcouche sur la page Web, permettant de différencier deux couches de contenu. Pour l'overlay, nous allons avoir besoin d'une balise supplémentaire dans notre code HTML : <div id="overlay"></div>.

Puis nous lui donnons un style CSS afin qu'il puisse couvrir toute la page Web :

#overlay {

display : none; /\* Par défaut, on cache l'overlay \*/

position: absolute;

top: 0; left: 0;

width: 100%; height: 100%;

text-align: center; /\* Pour centrer l'image que l'overlay contiendra \*/

/\* Ci-dessous, nous appliquons un background de couleur noire et d'opacité 0.6. Il s'agit d'une propriété CSS3. \*/

background-color: rgba(0,0,0,0.6);

}

Maintenant, le principe va être d'afficher l'overlay quand on cliquera sur une miniature. Il faudra mettre un message pour faire patienter le visiteur pendant le chargement de l'image. Une fois l'image chargée, il ne restera plus qu'à supprimer le texte et à ajouter l'image originale à la place :

function displayImg(link) {

var img = new Image(),

overlay = document.getElementById('overlay');

img.addEventListener('load', function() {

overlay.innerHTML = '';

overlay.appendChild(img);

});

img.src = link.href;

overlay.style.display = 'block';

overlay.innerHTML = '<span>Chargement en cours...</span>';

}

Nous allons maintenant permettre de fermer l'overlay pour choisir une autre image. La solution est simple, il suffit de quitter l'overlay lorsque l'on clique quelque part dessus :

document.getElementById('overlay').addEventListener('click', function(e) {

// currentTarget est utilisé pour cibler l'overlay et non l'image

e.currentTarget.style.display = 'none';

});

Reste enfin le code html des images miniatures :

<p>

<a href="imgs/1.jpg" title="Afficher l'image originale"><img src="imgs/1\_min.jpg" alt="Miniature" /></a>

<a href="imgs/2.jpg" title="Afficher l'image originale"><img src="imgs/2\_min.jpg" alt="Miniature" /></a>

</p>

Pour finir, nous devons parcourir les liens et bloquer leurs redirections :

var links = document.getElementsByTagName('a'),

linksLen = links.length;

for (var i = 0; i < linksLen; i++) {

links[i].addEventListener('click', function(e) {

e.preventDefault(); // On bloque la redirection

// On appelle notre fonction pour afficher les images

// currentTarget est utilisé pour cibler le lien et non l'image

displayImg(e.currentTarget);

});

}

Pour finir, nous noterons que ce script est actuellement inutilisable sur un site en production. Cependant, si nous souhaitons l’améliorer afin de le publier, il est conseillé d'étudier ces quelques points :

* Éviter d'appliquer l'événement click à tous les liens de la page. Ajouter un élément différenciateur aux liens de la Lightbox, tel qu'une classe ou un attribut name.
* Redimensionner dynamiquement les images originales afin d'éviter qu'elles ne débordent de la page. Utiliser soit un redimensionnement fixe (très simple à faire), soit un redimensionnement variant selon la taille de l'écran.
* Implémenter l'utilisation des touches fléchées : flèche droite pour l'image suivante, flèche gauche pour la précédente.

## Les polyfills et les wrappers

**Introduction aux polyfills**

Certaines technologies récentes sont plus ou moins bien supportées par certains navigateurs, voire même pas du tout. Pour réaliser nos projets, il nous faut utiliser des conditions permettant de tester si le navigateur actuel supporte telle ou telle technologie. Dans le cas contraire il nous faut alors déployer des solutions dont certaines sont peu pratiques.

Il existe un moyen de se faciliter plus ou moins la tâche, cela s'appelle les **polyfills**. Un polyfill est un script qui a pour but de fournir une technologie à tous les navigateurs existants. Une fois implémenté dans notre code, un polyfill a deux manières de réagir :

* Le navigateur est récent et supporte la technologie souhaitée, le polyfill ne va alors strictement rien faire et va nous laisser utiliser cette technologie comme elle devrait l'être nativement.
* Le navigateur est trop vieux et ne supporte pas la technologie souhaitée, le polyfill va alors « imiter » cette technologie grâce à diverses astuces et nous permettra de l'utiliser comme si elle était disponible nativement.

Par exemple, le script suivant marchera avec un navigateur récent comme sur un vieux navigateur ne supportant pas la méthode isArray() :

if (!Array.isArray) { // Si isArray() n'existe pas, alors on crée notre méthode alternative :

Array.isArray = function(element) {

return Object.prototype.toString.call(element) == '[object Array]';

};

}

alert(Array.isArray([])); // Affiche : « true »

alert(Array.isArray({})); // Affiche : « false »

La méthode isArray() fonctionne maintenant sur tous les navigateurs. Pas besoin de vérifier à chaque fois si elle existe, il suffit juste de s'en servir comme à notre habitude et notre polyfill s'occupera de tout.

La plupart d'entre nous n'aura pratiquement jamais à réaliser nos propres polyfills, car ils sont déjà nombreux à avoir été créés par d'autres développeurs JavaScript. Pour trouver des polyfills adaptés, il suffira d’effectuer une recherche sur le net.

**Introduction aux wrappers**

Il se peut que, par moments, nous ayons besoin de créer une méthode supplémentaire pour certains objets natifs du JavaScript. Nous avons vu que cela fonctionnait bien avec les objets natifs génériques (String, Date), mais moins bien avec les objets natifs liés au DOM. De plus, la modification d'un objet natif est déconseillée car cela risque de modifier une méthode déjà existante.

La solution apportée est nommée « **wrapper** ». Un wrapper est un code qui a pour but d'encadrer l'utilisation de certains éléments du JavaScript. Il peut ainsi contrôler la manière dont ils sont employés et peut réagir en conséquence pour fournir des fonctionnalités supplémentaires aux développeurs. Il s'agit en fait d'une surcouche par laquelle nous allons passer pour pouvoir contrôler nos éléments. Dans l'idéal, un wrapper doit permettre au développeur de se passer de l'élément original, ainsi le travail ne s'effectuera que par le biais de la surcouche que constitue le wrapper.

Pour l’exemple, nous allons tenter d’effectuer un wrapper sur la propriété complete de l’objet Image. Celle-ci ayant un comportement hasardeux, nous allons tenter de permettre son support. Puisque notre wrapper doit servir de surcouche de A à Z, celui-ci va se présenter sous forme d'objet qui sera instancié à la place de l'objet Image. Notre but étant de permettre le support de la propriété complete, nous allons devoir créer par défaut un événement load qui se chargera de modifier la propriété complete lors de son exécution. Il nous faut aussi assurer le support de l'événement load pour les développeurs :

function Img() {

var obj = this; // Nous faisons une petite référence vers notre objet Img. Cela nous facilitera la tâche.

this.originalImg = new Image(); // On instancie l'objet original, le wrapper servira alors d'intermédiaire

this.complete = false;

this.onload = function() {}; // Voici l'événement que les développeurs pourront modifier

this.originalImg.onload = function() {

obj.complete = true; // L'image est chargée !

obj.onload(); // On exécute l'événement éventuellement spécifié par le développeur

};

}

Actuellement, notre wrapper fait ce qu'on voulait qu'il fasse : assurer un support de la propriété complete. Cependant, il nous est actuellement impossible de spécifier les propriétés standards de l'objet original sans passer par notre propriété originalImg, or ce n'est pas ce que l'on souhaite car le développeur pourrait compromettre le fonctionnement de notre wrapper, par exemple en modifiant la propriété onload de l'objet original. Il va donc nous falloir créer une méthode permettant l'accès à ces propriétés sans passer par l'objet original. Nous allons pour cela ajouter deux méthodes set() et get() assurant le support des propriétés d'origine. Afin que notre wrapper soit une surcouche « transparent », nous allons faire passer les modifications/lectures des propriétés par les méthodes set() et get() dans tous les cas, y compris lorsqu'il s'agit de propriétés appartenant au wrapper.

Img.prototype.set = function(name, value) {

var allowed = ['width', 'height', 'src'], // On spécifie les propriétés dont on autorise la modification

wrapperProperties = ['complete', 'onload'];

if (allowed.indexOf(name) != -1) {

this.originalImg[name] = value; // Si la propriété est autorisée alors on la modifie

} else if (wrapperProperties.indexOf(name) != -1) {

this[name] = value; // Ici, la propriété appartient au wrapper et non pas à l'objet original

}

};

Img.prototype.get = function(name) {

// Si la propriété n'existe pas sur le wrapper, on essaye alors sur l'objet original :

return typeof this[name] != 'undefined' ? this[name] : this.originalImg[name];

};

Il nous reste maintenant une dernière chose à mettre en place qui peut se révéler pratique : pouvoir spécifier l'adresse de l'image dès l'instanciation de l'objet. On modifie donc notre wrapper de la manière suivante :

function Img(src) { // On ajoute un paramètre « src »

var obj = this; // Nous faisons une petite référence vers notre objet Img. Cela nous facilitera la tâche.

this.originalImg = new Image(); // On instancie l'objet original, le wrapper servira alors d'intermédiaire

this.complete = false;

this.onload = function() {}; // Voici l'événement que les développeurs pourront modifier

this.originalImg.onload = function() {

obj.complete = true; // L'image est chargée !

obj.onload(); // On exécute l'événement éventuellement spécifié par le développeur

};

if (src) {

this.originalImg.src = src; // Si elle est spécifiée, on défini alors la propriété src

}

}

Il suffit d’ajouter dans ce wrapper les fonctions get() et set() écrites précédemment pour le rendre fonctionnel.

## Les closures

Commençons par étudier un peu plus en profondeur de quelle manière sont gérées les variables par le JavaScript.

function area() {

var myVar = 1;

function show() {

alert(myVar);

}

setTimeout(show, 1000);

}

area();

Ce code fonctionnera même si la méthode show() est exécutée une seconde après la méthode area(). Donc la méthode show() a été capable d’accéder à la variable myVar même après la disparition de l’espace où elle a été définie. Ceci est dû au fait que le JavaScript « passe une variable par référence ». Ainsi, une variable peut posséder plusieurs références. Dans notre fonction area(), nous avons une première référence vers notre variable, car elle y est déclarée sous le nom myVar. Dans la fonction show(), nous avons une deuxième référence du même nom, myVar.

Quand une fonction termine son exécution, la référence vers la variable est détruite, rendant son accès impossible. C’est ce qui se produit avec notre fonction area(). La variable en elle-même continue à exister tant qu'il reste encore une référence qui est susceptible d'être utilisée. C'est aussi ce qui se produit avec la fonction show(). Puisque celle-ci possède une référence vers notre variable, cette dernière n'est pas détruite.

**Comprendre le problème**

Les problèmes que les closures sont supposées résoudre ne sont pas simples à comprendre. Prenons l’exemple suivant :

var number = 1;

setTimeout(function() {

alert(number);

}, 100);

number++;

La fonction alert() affichera la valeur 2, alors que nous avons fait appel à setTimeout() avant le changement de valeur. Cela vient du fait que ce n'est que la fonction setTimeout() qui a été exécutée avant le changement de valeur. La fonction anonyme, elle, n'est exécutée que 100 millisecondes après l'exécution de setTimeout(), laisse le temps à la valeur de number de changer.

Prenons un cas concret en exemple. Le code suivant serait sensé ajouter 10 balises <div> à notre page :

var divs = document.getElementsByTagName('div'),

divsLen = divs.length;

for (var i = 0; i < divsLen; i++) {

setTimeout(function() {

divs[i].style.display = 'block';

}, 200 \* i); // Le temps augmentera de 200 ms à chaque élément

}

La console d'erreurs, signalera que la variable divs[i] est indéfinie, et ce dix fois de suite, ce qui correspond à nos dix itérations de boucle. Si nous regardons d'un peu plus près le problème, nous constatons alors que la variable i vaut toujours 10 à chaque fois qu'elle est utilisée dans les fonctions anonymes, ce qui correspond à sa valeur finale une fois que la boucle a terminé son exécution. Notre fonction anonyme ne prend en compte que la valeur finale de notre variable. Heureusement les closures peuvent contourner ce désagrément.

**Explorer les solutions**

Une **closure**, en JavaScript, est une fonction ayant pour but de capter des données susceptibles de changer au cours du temps, de les enregistrer dans son espace fonctionnel et de les fournir en cas de besoin.

Pour que l’exemple précédent fonctionne il faut que nous créions notre variable currentI déclarée en dehors de l'espace global de notre code. Il suffirait de le faire dans une IIFE, rendant impossible sa réécriture depuis l'extérieur. Cette variable étant inaccessible depuis l’extérieure, il faudra utiliser la méthode setTimeout()dans la fonction contenant la variable :

var divs = document.getElementsByTagName('div'),

divsLen = divs.length;

for (var i = 0; i < divsLen; i++) {

(function() {

var currentI = i;

setTimeout(function() {

divs[currentI].style.display = 'block';

}, 200 \* i);

})();

}

Il est fréquent de tomber sur des closures écrites de cette manière :

var divs = document.getElementsByTagName('div'),

divsLen = divs.length;

for (var i = 0; i < divsLen; i++) {

(function(currentI) {

setTimeout(function() {

divs[currentI].style.display = 'block';

}, 200 \* i);

})(i);

}

Ici, nous avons tout créé un argument currentI pour notre IIFE et nous lui passons en paramètre la valeur de i. Cette modification fait gagner un peu d'espace et permet de mieux organiser le code, on distingue plus facilement ce qui constitue la closure ou non.

Nous pouvons également remplacer le nom de currentI par i. Cela est bien plus pratique à gérer et prête moins à confusion pour peu que l'on ait compris que dans la closure nous utilisons une variable i différente de celle située en-dehors de la closure.

**Une autre utilité, les variables statiques**

Les variables statiques sont déclarées à la première exécution de la fonction, mais ne sont pas supprimées à la fin des exécutions. Elles sont conservées pour les prochaines utilisations de la fonction.

C'est comme si nous déclarions une variable globale en JavaScript et que nous l'utilisions dans notre fonction : la variable et sa valeur ne seront jamais détruites. En revanche, la variable globale est accessible par toutes les fonctions, tandis qu'une variable statique n'est accessible que pour la fonction qui a fait sa déclaration (il est à noter que le mot-clé static est réservé par le JavaScript, mais qu’il ne sert à rien).

Pour mimer le comportement des variables static, nous pouvons utiliser les closures. Pour accéder à notre fonction anonyme, il suffira de la retourner avec le mot-clé return et passer sa référence à une variable. Voici une fonction avec une variable statique nommée myVar :

var display = (function() {

var myVar = 0; // Déclaration de la variable pseudo-statique

return function(value) {

if (typeof value != 'undefined') {

myVar = value;

}

alert(myVar);

};

})();

display(); // Affiche : 0

display(42); // Affiche : 42

display(); // Affiche : 42

## Qu'est-ce que l'AJAX ?

**AJAX** est l'acronyme d'Asynchronous JavaScript and XML. Derrière ce nom se cache un ensemble de technologies destinées à réaliser de rapides mises à jour du contenu d'une page Web, sans qu'elles nécessitent le moindre rechargement visible par l'utilisateur de la page Web. Les technologies employées sont diverses et dépendent du type de requêtes que l'on souhaite utiliser, mais d'une manière générale le JavaScript est constamment présent. Le transfert de données est géré exclusivement par le JavaScript, et utilise certaines technologies de formatage de données, comme le XML ou le JSON.

**Les formats de données**

L'AJAX est un ensemble de technologies visant à effectuer des transferts de données. Dans ce cas, il faut savoir structurer nos données. Il existe de nombreux formats pour transférer des données, nous verrons ici les quatre principaux :

* Le format texte (le plus simple) : il ne possède aucune structure prédéfinie. Il sert essentiellement à transmettre une phrase à afficher à l'utilisateur, comme un message d'erreur ou autre.
* Le HTML : c’est aussi une manière de transférer facilement des données. Généralement, il a pour but d'acheminer des données qui sont déjà formatées par le serveur puis affichées directement dans la page sans aucun traitement préalable de la part du JavaScript.
* Le XML : il permet de stocker les données dans un langage de balisage semblable au HTML. Il est très pratique pour stocker de nombreuses données ayant besoin d'être formatées, tout en fournissant un moyen simple d'y accéder.
* Le plus courant est le JSON : acronyme de JavaScript Object Notation. Il a pour particularité de segmenter les données dans un objet JavaScript. Il est très avantageux pour de petits transferts de données segmentées et est de plus en plus utilisé dans de très nombreux langages.

**Les formats classiques**

Nous désignons ici le texte et le HTML. Ces deux formats n'ont rien de bien particulier, nous récupérons leur contenu et l'affichons là où il faut. Ils ne nécessitent aucun traitement.

**Le XML**

Le XML permet de structurer des données de la même manière qu'en HTML, mais avec des balises personnalisées. Là où l'utilisation du XML est intéressante, c'est que, en utilisant la requête appropriée, nous pouvons parcourir ce code XML avec les mêmes méthodes que celle qui nous utilisons pour le DOM HTML, comme getElementsByTagName() par exemple. Cela est dû au fait que suite à notre requête, le JavaScript va recevoir une chaîne de caractères contenant notre code XML. Une fois la requête terminée et toutes les données reçues, un parseur (ou analyseur syntaxique) va se mettre en route pour analyser le code reçu, le décomposer, et enfin le reconstituer sous forme d'arbre DOM qu'il sera possible de parcourir.

**Le JSON**

Le JSON est le format le plus utilisé et le plus pratique pour nous. Il s'agit d'une représentation des données sous forme d'objet JavaScript. Essayons, par exemple, de représenter une liste de membres ainsi que leurs informations :

{

Membre1: {

posts: 6230,

inscription: '22/08/2003'

},

Membre2: {

posts: 200,

inscription: '04/06/2011'

}

}

Tout comme avec le XML, nous recevrons ce code sous forme de chaîne de caractères. Cependant, le parseur ne se déclenche pas automatiquement pour ce format. Il faut utiliser l'objet nommé JSON, qui possède deux méthodes très pratiques :

* parse() : prend en paramètre la chaîne de caractères à analyser et retourne le résultat sous forme d'objet JSON.
* stringify() : permet de faire l'inverse. Elle prend en paramètre un objet JSON et retourne son équivalent sous forme de chaîne de caractères.

Voici un exemple d'utilisation de ces deux méthodes :

var obj = {

index: 'contenu'

},

string;

string = JSON.stringify(obj);

alert(typeof string + ' : ' + string); // Affiche : « string : {"index":"contenu"} »

obj = JSON.parse(string);

alert(typeof obj + ' : ' + obj); // Affiche : « object : [object Object] »

## XMLHttpRequest

Nous allons maintenant mettre le principe de l'AJAX en pratique avec l'objet XMLHttpRequest. Cette technique AJAX est la plus courante et est définitivement incontournable.

Le principe de l’objet XMLHttpRequest est classique : une requête HTTP est envoyée à l'adresse spécifiée, une réponse est alors attendue en retour de la part du serveur. Une fois la réponse obtenue, la requête s'arrête et peut éventuellement être relancée. L'objet que nous allons étudier dans ce chapitre possède deux versions majeures. La première version est celle issue de la standardisation de l'objet d'origine et son support est assuré par tous les navigateurs. La deuxième version est supportée par la plupart des navigateurs, sauf IE version 9 et antérieures.

**Première version : les bases**

L'utilisation de l'objet XHR se fait en deux étapes bien distinctes :

* Préparation et envoi de la requête.
* Réception des données.

**Préparation et envoi de la requête**

Pour commencer à préparer notre requête, il nous faut tout d'abord instancier un objet XHR :

var xhr = new XMLHttpRequest();

La préparation de la requête se fait par le biais de la méthode open(), qui prend en paramètres cinq arguments différents, dont trois facultatifs :

* Le premier argument contient la méthode d'envoi des données, les trois méthodes principales sont GET, POST et HEAD.
* Le deuxième argument est l'URL à laquelle nous souhaitons soumettre notre requête, par exemple : 'http://mon\_site\_web.com'.
* Le troisième argument est un booléen facultatif dont la valeur par défaut est true. À true, la requête sera de type asynchrone, à false elle sera synchrone (la différence est expliquée plus tard).
* Les deux derniers arguments sont à spécifier en cas d'identification nécessaire sur le site Web (à cause d'un .htaccess par exemple). Le premier contient le nom de l'utilisateur, tandis que le deuxième contient le mot de passe.

Voici une utilisation basique et courante de la méthode open() :

xhr.open('GET', 'http://mon\_site\_web.com/ajax.php');

Cette ligne de code prépare une requête afin que cette dernière contacte la page ajax.php sur le nom de domaine mon\_site\_web.com par le biais du protocole http. Tout paramètre spécifié à la requête sera transmis par le biais de la méthode GET. Après préparation de la requête, il ne reste plus qu'à l'envoyer avec la méthode send(). Cette dernière prend en paramètre un argument obligatoire que nous étudierons plus tard. Dans l'immédiat, nous lui spécifions la valeur null : xhr.send(null);.

Si nous travaillons avec des requêtes asynchrones, il existe une méthode abort() permettant de stopper toute activité. La connexion au serveur est alors interrompue et notre instance de l'objet XHR est remise à zéro. Son utilisation est très rare, mais elle peut servir si nous avons des requêtes qui prennent trop de temps.

**Synchrone ou asynchrone ?**

Une requête synchrone va bloquer notre script tant que la réponse n'aura pas été obtenue, tandis qu'une requête asynchrone laissera continuer l'exécution de notre script et nous préviendra de l'obtention de la réponse par le biais d'un événement. La requête asynchrone permet de gérer notre interface pendant que nous attendons la réponse du serveur. Nous pouvons donc indiquer au client de patienter ou nous occuper d'autres tâches en attendant.

**Transmettre des paramètres**

Les méthodes HEAD est une méthode de réception : en spécifiant cette méthode, nous ne recevrons pas le contenu du fichier dont nous avons spécifié l'URL, mais juste son en-tête (son header, d'où le HEAD). Cette utilisation est pratique quand nous souhaitons simplement vérifier, par exemple, l'existence d'un fichier sur un serveur.

Revenons maintenant aux deux autres méthodes qui sont, elles, conçues pour l'envoi de données. Il est possible de transmettre des paramètres par le biais de la méthode GET. La transmission de ces paramètres se fait de la même manière qu'avec une URL classique, il faut les spécifier avec les caractères ? et & dans l'URL que nous passons à la méthode open() :

xhr.open('GET', 'http://mon\_site\_web.com/ajax.php?param1=valeur1&param2=valeur2');

Il est cependant conseillé, quelle que soit la méthode utilisée (GET ou POST), d'encoder toutes les valeurs que passées en paramètre grâce à la fonction encodeURIComponent(), afin d'éviter d'écrire d'éventuels caractères interdits dans une URL :

var value1 = encodeURIComponent(value1),

value2 = encodeURIComponent(value2);

xhr.open('GET', 'http://mon\_site\_web.com/ajax.php?param1=' + value1 + '&param2=' + value2);

En ce qui concerne la méthode POST, les paramètres ne sont pas à spécifier avec la méthode open() mais avec la méthode send() :

xhr.open('POST', 'http://mon\_site\_web.com/ajax.php');

xhr.send('param1=' + value1 + '&param2=' + value2);

Cependant, la méthode POST consiste généralement à envoyer des valeurs contenues dans un formulaire, il faut donc modifier les en-têtes d'envoi des données afin de préciser qu'il s'agit de données provenant d'un formulaire (même si, à la base, ce n'est pas le cas) :

xhr.open('POST', 'http://mon\_site\_web.com/ajax.php');

xhr.setRequestHeader("Content-Type", "application/x-www-form-urlencoded");

xhr.send('param1=' + value1 + '&param2=' + value2);

La méthode setRequestHeader() permet l'ajout ou la modification d'un en-tête, elle prend en paramètres deux arguments : le premier est l'en-tête concerné et le deuxième est la valeur à lui attribuer.

**Réception des données**

La réception des données d'une requête se fait par le biais de nombreuses propriétés. Cependant, les propriétés à utiliser diffèrent selon que la requête est synchrone ou non.

**Requête asynchrone : spécifier la fonction de callback**

Dans le cas d'une requête asynchrone, il nous faut spécifier une fonction de callback afin de savoir quand la requête s'est terminée. Pour cela, l'objet XHR possède un événement nommé readystatechange auquel il suffit d'attribuer une fonction :

xhr.addEventListener('readystatechange', function() {

// Notre code…

});

Cet événement ne se déclenche pas seulement lorsque la requête est terminée, mais plutôt, comme son nom l'indique, à chaque changement d'état. Il existe cinq états différents représentés par des constantes spécifiques à l'objet XMLHttpRequest :

|  |  |  |
| --- | --- | --- |
| **Constante** | **Valeur** | **Description** |
| UNSENT | 0 | L'objet XHR a été créé, mais pas initialisé (la méthode open() n'a pas encore été appelée). |
| OPENED | 1 | La méthode open() a été appelée, mais la requête n'a pas encore été envoyée par la méthode send(). |
| HEADERS\_RECEIVED | 2 | La méthode send() a été appelée et toutes les informations ont été envoyées au serveur. |
| LOADING | 3 | Le serveur traite les informations et a commencé à renvoyer les données. Tous les en-têtes des fichiers ont été reçus. |
| DONE | 4 | Toutes les données ont été réceptionnées. |

L'utilisation de la propriété readyState est nécessaire pour connaître l'état de la requête. L'état qui nous intéresse est le cinquième (la constante DONE), car nous voulons simplement savoir quand notre requête est terminée. Il existe deux manières pour vérifier que la propriété readyState contient bien une valeur indiquant que la requête est terminée, la première consiste à utiliser la constante elle-même :

xhr.addEventListener('readystatechange', function() {

if (xhr.readyState === XMLHttpRequest.DONE) { // La constante DONE appartient à l'objet XMLHttpRequest, elle n'est pas globale

// Notre code…

}

});

Tandis que la deuxième manière de faire consiste à utiliser directement la valeur de la constante, soit 4 pour la constante DONE :

xhr.addEventListener('readystatechange', function() {

if (xhr.readyState === 4) {

// Notre code…

}

});

De cette manière, notre code ne s'exécutera que lorsque la requête aura terminé son travail. Toutefois, même si la requête a terminé son travail, cela ne veut pas forcément dire qu'elle l'a mené à bien, pour cela nous allons devoir consulter le statut de la requête grâce à la propriété status. Cette dernière renvoie le code correspondant à son statut, comme le fameux 404 pour les fichiers non trouvés. Le statut qui nous intéresse est le 200, qui signifie que tout s'est bien passé :

xhr.addEventListener('readystatechange', function() {

if (xhr.readyState === XMLHttpRequest.DONE && xhr.status === 200) {

// Votre code…

}

});

iIl existe aussi une propriété nommée statusText contenant une version au format texte du statut de la requête en anglais. Par exemple, un statut 404 donnera « Not Found ».

Nous avons traité ici le cas d'une requête asynchrone. Pour une requête synchrone il n'y a qu'à vérifier le statut de notre requête.

**Traitement des données**

Une fois la requête terminée, il faut récupérer les données obtenues. Ici, deux possibilités s'offrent à nous :

* Les données sont au format XML, nous pouvons alors utiliser la propriété responseXML qui permet de parcourir l'arbre DOM des données reçues.
* Les données sont dans un format autre que le XML, il faut alors utiliser la propriété responseText, qui fournit toutes les données sous forme d'une chaîne de caractères. C'est à nous qu'incombe la tâche de faire d'éventuelles conversions, par exemple avec un objet JSON :

var response = JSON.parse(xhr.responseText);.

Les deux propriétés nécessaires à l'obtention des données sont responseText et responseXML. Cette dernière est particulière, dans le sens où elle contient un arbre DOM que nous pouvons facilement parcourir. Par exemple, si nous recevons l'arbre DOM suivant :

<?xml version="1.0" encoding="utf-8"?>

<table>

<line>

<cel>Ligne 1 - Colonne 1</cel>

<cel>Ligne 1 - Colonne 2</cel>

</line>

<line>

<cel>Ligne 2 - Colonne 1</cel>

<cel>Ligne 2 - Colonne 2</cel>

</line>

</table>

vous pouvez récupérer toutes les balises <cel> de la manière suivante :

var cels = xhr.responseXML.getElementsByTagName('cel');

**Récupération des en-têtes de la réponse**

Il se peut que nous ayons besoin de récupérer les valeurs des en-têtes fournis avec la réponse de notre requête. Pour cela, nous pouvons utiliser deux méthodes. La première se nomme getAllResponseHeaders() et retourne tous les en-têtes de la réponse en vrac. Voici ce que cela peut donner :

Date: Sat, 17 Sep 2011 20:09:46 GMT

Server: Apache

Vary: Accept-Encoding

Content-Encoding: gzip

Content-Length: 20

Keep-Alive: timeout=2, max=100

Connection: Keep-Alive

Content-Type: text/html; charset=utf-8

La deuxième méthode, getResponseHeader(), permet la récupération d'un seul en-tête. Il suffit d'en spécifier le nom en paramètre et la méthode retournera sa valeur :

var xhr = new XMLHttpRequest();

xhr.open('HEAD', 'http://mon\_site\_web.com/', false);

xhr.send(null);

alert(xhr.getResponseHeader('Content-type')); // Affiche : « text/html; charset=utf-8 »

**Mise en pratique**

Nous allons pour l’exemple créer une page qui va s'occuper de charger le contenu de deux autres fichiers selon le choix de l'utilisateur.

Voici la page HTML correspondante :

<p>

Veuillez choisir quel est le fichier dont vous souhaitez voir le contenu :

</p>

<p>

<input type="button" value="file1.txt" />

<input type="button" value="file2.txt" />

</p>

<p id="fileContent">

<span>Aucun fichier chargé</span>

</p>

Puis le code JavaScript qui sera appelée lors d'un clic sur un des deux boutons, elle sera chargée de s'occuper du téléchargement et de l'affichage du fichier passé en paramètre :

function loadFile(file) {

var xhr = new XMLHttpRequest();

// On souhaite juste récupérer le contenu du fichier, la méthode GET suffit amplement :

xhr.open('GET', file);

xhr.addEventListener('readystatechange', function() { // On gère ici une requête asynchrone

if (xhr.readyState === XMLHttpRequest.DONE && xhr.status === 200) { // Si le fichier est chargé sans erreur

document.getElementById('fileContent').innerHTML = '<span>' + xhr.responseText + '</span>'; // Et on affiche !

}

});

xhr.send(null); // La requête est prête, on envoie tout !

}

Une fois les événements de type click sur les boutons gérés, le fait de cliquer sur l’un ou l’autre bouton permettra d’afficher le contenu du fichier correspondant dans la balise <span> du HTML.

**XHR et les tests locaux**

L'exemple précédent ne fonctionnera pas en local. En effet, nous utilisons la propriété status  pour savoir si la requête HTTP a abouti. Cependant en local, il n'y a pas de requête http. Et donc, status vaudra 0 . Pour qu'un code XHR fonctionne en local, il faut donc gérer le cas où status  peut valoir 0. Il faudra penser à retirer cette condition lorsque notre script sera sur notre serveur, car la valeur 0  est une valeur d'erreur.

**Gestion des erreurs**

Le code de l'exercice que nous venons de réaliser ne sait pas prévenir en cas d'erreur. La gestion d’une erreur se fera dans via l’événement readystatechange :

xhr.addEventListener('readystatechange', function() { // On gère ici une requête asynchrone

if (xhr.readyState === XMLHttpRequest.DONE && xhr.status === 200) { // Si le fichier est chargé sans erreur

document.getElementById('fileContent').innerHTML = '<span>' + xhr.responseText + '</span>'; // On l'affiche !

} else if (xhr.readyState === XMLHttpRequest.DONE && xhr.status != 200) { // En cas d'erreur !

alert('Une erreur est survenue !\n\nCode :' + xhr.status + '\nTexte : ' + xhr.statusText);

}

});

**Résoudre les problèmes d'encodage**

L'encodage des caractères est une manière de représenter les caractères en informatique. Lorsque nous tapons un caractère sur notre ordinateur, il est enregistré au format binaire dans la mémoire de l'ordinateur. Ce format binaire est un code qui représente notre caractère. Ce code ne représente qu'un seul caractère, mais peut très bien désigner des caractères très différents selon les normes utilisées.

La norme UTF-8 stocke les caractères sur un nombre variable de bits, ce qui permet par exemple d’afficher deux langues très différentes (français et japonais) dans un même fichier. Un caractère classique, comme la lettre A, sera stocké sur 8 bits (1 octet donc), mais un caractère plus exotique comme le A en japonais (あ) est stocké sur 24 bits (3 octets), le maximum de bits utilisables par l'UTF-8 étant 32, soit 4 octets. En clair, l'UTF-8 est une norme qui sait s'adapter aux différentes langues et est probablement la norme d'encodage la plus aboutie de notre époque.

**L'encodage et le développement Web**

Nous allons étudier quelles sont les étapes pour bien définir son encodage des caractères sur le Web. Dans le monde du Web, il faut spécifier quel est l'encodage que nous souhaitons utiliser pour nos fichiers, alors que les navigateurs pourraient le détecter d'eux-mêmes. Prenons l'exemple d'un fichier PHP contenant du HTML et listons les différentes manières pour définir le bon encodage sur la machine du client :

* Une étape toujours nécessaire est de bien encoder ses fichiers. Cela se fait dans les paramétrages de l'éditeur de texte que nous utilisons.
* Le serveur HTTP (généralement Apache) peut indiquer quel est l'encodage utilisé par les fichiers du serveur. Cela est généralement paramétré de base, mais nous pouvons redéfinir ce paramétrage avec un fichier .htaccess (fichier de configuration Apache) contenant la ligne : AddDefaultCharset UTF-8.
* Le langage serveur peut aussi définir l'encodage utilisé dans les en-têtes du fichier. Si un encodage est spécifié par le PHP, alors il va remplacer celui indiqué par Apache. Cela se fait grâce à la ligne suivante : <?php header('Content-Type: text/html; charset=utf-8'); ?>.
* Le HTML permet de spécifier l'encodage de notre fichier, mais cela n'est généralement que peu nécessaire, car les encodages spécifiés par Apache ou le PHP font que le navigateur ignore ce qui est spécifié par le document HTML. Cela dit, mieux vaut le spécifier pour le support des très vieux navigateurs. Cela se fait dans la balise <head> avec la ligne suivante : <meta http-equiv="Content-Type" content="text/html; charset=utf-8" />.

Remarque : Dans l’éditeur de texte, il se peut qu’il y ait deux types d'encodage UTF-8 proposés : un nommé « UTF-8 avec BOM », et l'autre nommé « UTF-8 sans BOM ». Il faut utiliser en permanence l'encodage sans BOM. Le BOM est une indication de l'ordre des octets qui est ajoutée au tout début du fichier, ce qui fait que, si nous souhaitons appeler la fonction header() en PHP, nous ne pourrons pas le faire, car des caractères auront déjà été envoyés, en l’occurrence les caractères concernant le BOM.

**L'AJAX et l'encodage des caractères**

Lorsque nous faisons une requête AJAX, toutes les données sont envoyées avec un encodage UTF-8, quel que soit l'encodage du fichier HTML qui contient le script pour la requête AJAX ! Cela pose problème si nous travaillons autrement qu'en UTF-8 côté serveur. Si le fichier PHP appelé par la requête AJAX est encodé, par exemple, en ISO 8859-1, alors il se doit de travailler avec des données ayant le même encodage, ce que ne fournira pas une requête AJAX. Ainsi, nous allons

nous retrouver avec des caractères étranges en lieu et place de certains caractères situés dans le texte d'origine, particulièrement pour les caractères accentués.

**Comprendre la démarche de l'AJAX**

Voici les étapes d'encodage d'une requête avec des fichiers en ISO 8859-1 (que nous allons abréger ISO) :

* La requête est envoyée, les données sont alors converties proprement de l'ISO à l'UTF-8. Ainsi, le ê en ISO est toujours un ê en UTF-8, l'AJAX sait faire la conversion d'encodage sans problème.
* Les données arrivent sur le serveur, c'est là que se pose le problème : elles arrivent en UTF-8, alors que le serveur attend des données ISO, cette erreur d'encodage n'étant pas détectée, le caractère ê n'est plus du tout le même vis-à-vis du serveur, il s'agit alors des deux caractères Ãª (car ê est encodé sur 2 octets en UTF-8, alors que les caractères en ISO 8859-1 ne sont encodés que sur un seul octet).
* Le serveur renvoie des données au format ISO, mais celles-ci ne subissent aucune modification d'encodage lors du retour de la requête. Les données renvoyées par le serveur en ISO seront bien réceptionnées en ISO.

Ainsi, une requête AJAX n'opère en UTF-8 que lors de l'envoi des données, le problème d'encodage ne survient donc que lorsque les données sont réceptionnées par le serveur, et non pas quand le client reçoit les données renvoyées par le serveur.

**Deux solutions**

Il existe deux solutions pour éviter ce problème d'encodage sur nos requêtes AJAX.

La première, qui est de loin la plus simple et la plus pérenne, consiste à ce que notre site soit entièrement encodé en UTF-8. Ainsi, les requêtes AJAX envoient des données en UTF-8 qui seront reçues par un serveur demandant à traiter de l'UTF-8, donc sans aucun problème. Un site en UTF-8 implique que tous nos fichiers textes soient encodés en UTF-8, que le serveur indique au client le bon encodage, et que nos ressources externes, comme les bases de données, soient aussi en UTF-8.  
Cette solution est vraiment la meilleure, mais est difficile à mettre en place sur un projet Web déjà bien entamé.

La deuxième solution, encore souvent rencontrée, est plus adaptée si notre projet est déjà bien entamé et que nous ne pouvons pas nous permettre de faire une conversion complète de son encodage. Il s'agit de décoder les caractères reçus par le biais d'une requête AJAX avec la fonction PHP utf8\_decode().

Admettons que nous envoyions une requête AJAX à la page suivante :

<?php

header('Content-Type: text/plain; charset=iso-8859-1'); // On précise bien qu'il s'agit d'une page en ISO 8859-1

echo $\_GET['parameter'];

?>

Si la requête AJAX envoie en paramètre la chaîne de caractères « Drôle de tête », le serveur va alors vous renvoyer ceci : DrÃ´le de tÃªte. La solution consiste donc à décoder l'UTF-8 reçu pour le convertir en ISO 8859-1, la fonction utf8\_decode() intervient donc ici :

<?php

header('Content-Type: text/plain; charset=iso-8859-1'); // On précise bien qu'il s'agit d'une page en ISO 8859-1

echo utf8\_decode($\_GET['parameter']);

?>

Si nous travaillons dans un encodage autre que l'ISO 8859-1, il faudra utiliser la fonction mb\_convert\_encoding().

**Deuxième version : usage avancé**

La deuxième version du XHR ajoute de nombreuses fonctionnalités intéressantes. Le XHR2 ne fait pas partie de la spécification du HTML5 mais utilise de nombreuses technologies liées au HTML5.

* L'objet utilisé pour la deuxième version est le même que celui utilisé pour la première, à savoir XMLHttpRequest.
* Toutes les fonctionnalités présentes dans la première version sont présentes dans la deuxième.

**Les requêtes cross-domain**

Les requêtes **cross-domain** sont des requêtes effectuées depuis un nom de domaine A vers un nom de domaine B. Elles sont pratiques, mais absolument inutilisables avec la première version du XHR en raison de la présence d'une sécurité basée sur le principe de la same origin policy. Cette sécurité étant appliquée aux différents langages utilisables dans un navigateur Web, le JavaScript est donc concerné. Il est important de comprendre en quoi elle consiste et comment elle peut-être « contournée », car les requêtes cross-domain sont au cœur du XHR2.

Bien que la same origin policy soit une sécurité contre de nombreuses failles, elle est un véritable frein pour le développement Web, car elle a pour principe de n'autoriser les requêtes XHR qu'entre les pages Web possédant le même nom de domaine. Si, par exemple, nous nous trouvons sur notre site personnel dont le nom de domaine est mon\_site\_perso.com et que nous tentons de faire une requête XHR vers google.com, nous allons alors rencontrer une erreur et la requête ne sera pas exécutée, car les deux noms de domaine sont différents.

Cette sécurité s'applique aussi dans d'autres cas, comme deux sous-domaines différents. Afin de présenter rapidement et facilement les différents cas concernés ou non par cette sécurité, voici un tableau largement réutilisé sur le Web. Il illustre différents cas où les requêtes XHR sont possibles ou non. Les requêtes sont exécutées depuis la page http://www.example.com/dir/page.html :

|  |  |  |
| --- | --- | --- |
| **URL appelée** | **Résultat** | **Raison** |
| http://www.example.com/dir/page.html | Succès | Même protocole et même nom de domaine0 |
| http://www.example.com/dir2/other.html | Succès | Même protocole et même nom de domaine, seul le dossier diffère0 |
| http://www.example.com:81/dir/other.html | Échec | Même protocole et même nom de domaine, mais le port est différent (80 par défaut) |
| https://www.example.com/dir/other.html | Échec | Protocole différent (HTTPS au lieu de HTTP)0 |
| http://en.example.com/dir/other.html | Échec | Sous-domaine différent0 |
| http://example.com/dir/other.html | Échec | Si l'appel est fait depuis un nom de domaine dont les « www » sont spécifiés, alors il faut faire de même pour la page appelée. |

Cette sécurité est impérative, mais il se peut que nous possédions deux sites Web dont les noms de domaine soient différents, mais dont la connexion doit se faire par le biais des requêtes XHR. La deuxième version du XHR introduit donc un système simple et efficace permettant l'autorisation des requêtes cross-domain.

**Autoriser les requêtes cross-domain**

Il existe une solution implémentée dans la deuxième version du XHR, qui consiste à ajouter un simple en-tête dans la page appelée par la requête pour autoriser le cross-domain. Cet en-tête se nomme Access-Control-Allow-Origin et permet de spécifier un ou plusieurs domaines autorisés à accéder à la page par le biais d'une requête XHR.

Pour spécifier un nom de domaine, il suffit d'écrire :

Access-Control-Allow-Origin: http://example.com. Ainsi, le domaine example.com aura accès à la page qui retourne cet en-tête. Il est impossible de spécifier plusieurs noms de domaine mais il est possible d'autoriser tous les noms de domaine à accéder à votre page en utilisant \*.

Il ne reste ensuite plus qu'à ajouter cet en-tête aux autres en-têtes de notre page Web, comme ici en PHP :

<?php

header('Access-Control-Allow-Origin: \*');

?>

Cependant, il faut prendre garde à l'utilisation de cet astérisque. Il ne faut l’utiliser que si nous n'avons pas le choix, car, lorsque nous autorisons un nom de domaine à faire des requêtes cross-domain sur notre page, c'est comme si nous désactivions une sécurité contre le piratage vis-à-vis de ce domaine.

**Éviter les requêtes trop longues**

Il se peut que, de temps en temps, certaines requêtes soient excessivement longues. Afin d'éviter ce problème, il est parfaitement possible d'utiliser la méthode abort() couplée à setTimeout(). Cependant, le XHR2 fournit une solution bien plus simple à mettre en place. Il s'agit de la propriété timeout, qui prend pour valeur un temps en millisecondes. Une fois ce temps écoulé, la requête se terminera :

xhr.timeout = 10000; // La requête se terminera si elle n'a pas abouti au bout de 10 secondes

**Forcer le type de contenu**

Vous souvenez-vous lorsque nous avions abordé le fait qu'il fallait bien spécifier le type MIME de vos documents afin d'éviter que vos fichiers XML ne soient pas parsés ?

Si nous n'avons pas la possibilité de spécifier le type MIME de nos documents afin d'éviter que nos fichiers XML ne soient pas parsés (par exemple, si nous n'avons pas accès au code de la page que nous appelons), nous pouvons réécrire le type MIME reçu afin de parser correctement le fichier. Ceci se réalise avec la nouvelle méthode overrideMimeType(), qui prend en paramètre un seul argument contenant le type MIME exigé :

var xhr = new XMLHttpRequest();

xhr.open('GET', 'http://example.com');

xhr.overrideMimeType('text/xml'); // L'envoi de la requête puis le traitement des données reçues peuvent se faire

Cette méthode ne peut être utilisée que lorsque la propriété readyState possède les valeurs 1 ou 2. Autrement dit, lorsque la méthode open() vient d'être appelée ou bien lorsque les en-têtes viennent d'être reçus, ni avant, ni après.

**Accéder aux cookies et aux sessions avec une requête cross-domain**

Il est possible pour une page appelée par le biais d'une requête XHR (versions 1 et 2) d'accéder aux cookies ou aux sessions du navigateur. Cela se fait sans contrainte. Nous pouvons, par exemple, accéder aux cookies comme nous le faisons d'habitude :

<?php

echo $\_COOKIE['cookie1']; // Aucun problème !

?>

Cependant, cette facilité d'utilisation est loin d'être présente lorsque nous souhaitons accéder à ces ressources avec une requête cross-domain, car aucune valeur ne sera retournée par les tableaux $\_COOKIE et $\_SESSION. Il s’agit ici d’une sécurité, car vous allez devoir autoriser le navigateur et le serveur à gérer ces données. Quand nous parlons du serveur, nous voulons surtout parler de la page appelée par la requête. Nous allons devoir y spécifier l'en-tête suivant pour autoriser l'envoi des cookies et des sessions : Access-Control-Allow-Credentials: true.

Côté serveur, cela ne suffira pas si nous avons spécifié l'astérisque \* pour l'en-tête Access-Control-Allow-Origin. Il faut absolument spécifier un seul nom de domaine. Nous devrions donc avoir une page PHP commençant par un code de ce genre :

<?php

header('Access-Control-Allow-Origin: http://example.com');

header('Access-Control-Allow-Credentials: true');

?>

Cependant, nous obtiendrons des valeurs nulles pour les cookies ou les sessions. La raison est simple : le serveur est configuré pour permettre l'accès à ces données, mais le navigateur ne les envoie pas. Pour pallier ce problème, il suffit d'indiquer à notre requête que l'envoi de ces données est nécessaire. Cela se fait après initialisation de la requête et avant son envoi (autrement dit, entre l'utilisation des méthodes open() et send()) avec la propriété withCredentials :

xhr.open( … );

xhr.withCredentials = true; // Avec « true », l'envoi des cookies et des sessions est bien effectué

xhr.send( … );

Ici, si nous avons une page Web nommée client.php située sur un nom de domaine A, et que depuis cette page, nous appelons la page server.php située sur le domaine B grâce à une requête cross-domain, les cookies et les sessions reçus par la page server.php seront ceux du domaine B. Si nous faisons une requête cross-domain, les cookies et les sessions envoyés seront constamment ceux qui concernent le domaine de la page appelée. Cela s'applique aussi si nous utilisons la fonction PHP setcookie() dans la page appelée : les cookies modifiés seront ceux du domaine de cette page, et non pas ceux du domaine d'où provient la requête.

Remarque : ce qui a été étudié ne nous concerne que lorsque nous faisons une requête cross-domain. Dans le cas d'une requête dite « classique », nous n'avons pas à faire ces manipulations, tout fonctionne sans cela, même pour une requête XHR1.

**Quand les événements s'affolent**

La première version du XHR ne comportait qu'un seul événement, la deuxième en comporte maintenant huit si on compte l'événement readystatechange. Ces ajouts ont été faits parce que le XHR1 ne permettait clairement pas de faire un suivi correct de l'état d'une requête.

**Les événements classiques**

Commençons par trois événements simples : loadstart, load et loadend. Le premier se déclenche lorsque la requête démarre (lorsque nous appelons la méthode send()). Les deux derniers se déclenchent lorsque la requête se termine, mais avec une petite différence : si la requête s'est correctement terminée (pas d'erreur 404 ou autre), alors load se déclenche, tandis que loadend se déclenche dans tous les cas. L'avantage de l'utilisation de load et loadend, c'est que nous pouvons alors nous affranchir de la vérification de l'état de la requête avec la propriété readyState, comme nous le ferions pour l'événement readystatechange.

Les deux événements suivants sont error et abort. Le premier se déclenche en cas de non-aboutissement de la requête (quand readyState n'atteint même pas la valeur finale : 4), tandis que le deuxième s'exécutera en cas d'abandon de la requête avec la méthode abort() ou bien avec le bouton « Arrêt » de l'interface du navigateur Web.

Concernant la propriété timeout, il existe un événement du même nom qui se déclenche quand la durée maximale spécifiée dans la propriété associée est atteinte.

**Le cas de l'événement progress**

Son rôle est de se déclencher à intervalles réguliers pendant le rapatriement du contenu exigé par notre requête. Son utilisation n'est nécessaire que dans les cas où le fichier rapatrié est assez volumineux. Cet événement a pour particularité de fournir un objet en paramètre à la fonction associée. Cet objet contient deux propriétés nommées loaded et total. Elles indiquent, respectivement, le nombre d'octets actuellement téléchargés et le nombre d'octets total à télécharger. Leur utilisation se fait de cette manière :

xhr.addEventListener('progress', function(e) {

element.innerHTML = e.loaded + ' / ' + e.total;

});

**L'objet FormData**

Cet objet consiste à faciliter l'envoi des données par le biais de la méthode POST des requêtes XHR. Comme nous l'avons dit plus tôt dans ce chapitre, l'envoi des données par le biais de POST est une chose assez fastidieuse, car il faut spécifier un en-tête dont on ne se souvient que très rarement de tête.

Au-delà de son côté pratique en terme de rapidité d'utilisation, l'objet FormData est aussi un formidable outil permettant de faire un envoi de données binaires au serveur. Ce qui, concrètement, veut dire qu'il est possible de faire de l'upload de fichiers par le biais des requêtes XHR. Cependant, l'upload de fichiers nécessite des connaissances approfondies sur le HTML5, cela sera donc traité plus tard. Nous allons tout d'abord nous contenter d'une utilisation relativement simple. Tout d'abord, l'objet FormData doit être instancié : var form = new FormData();.

Une fois instancié, Nous pouvons nous servir de son unique méthode : append(). Celle-ci ne retourne aucune valeur et prend en paramètres deux arguments obligatoires : le nom d'un champ (qui correspond à l'attribut name des éléments d'un formulaire) et sa valeur. Son utilisation est donc très simple :

form.append('champ1', 'valeur1');

form.append('champ2', 'valeur2');

C'est là que cet objet est intéressant : pas besoin de spécifier un en-tête particulier pour dire que l'on envoie des données sous forme de formulaire. Il suffit juste de passer notre objet de type FormData à la méthode send(), ce qui donne ceci sur un code complet :

var xhr = new XMLHttpRequest();

xhr.open('POST', 'script.php');

var form = new FormData();

form.append('champ1', 'valeur1');

form.append('champ2', 'valeur2');

xhr.send(form);

Et côté serveur, nous pouvons récupérer les données tout aussi simplement que d'habitude :

<?php

echo $\_POST['champ1'] . ' - ' . $\_POST['champ2']; // Affiche : « valeur1 - valeur2 »

?>

Revenons rapidement sur le constructeur de cet objet, car celui-ci possède un argument bien pratique. Si nous passer en paramètre un élément de formulaire, notre objet FormData sera alors prérempli avec toutes les valeurs de ce formulaire. Voici un exemple simple :

<form id="myForm">

<input id="myText" name="myText" type="text" value="Test ! Un, deux, un, deux !" />

</form>

<script>

var xhr = new XMLHttpRequest();

xhr.open('POST', 'script.php');

var myForm = document.getElementById('myForm'),

form = new FormData(myForm);

xhr.send(form);

</script>

Ce qui, côté serveur, donne ceci :

<?php

echo $\_POST['myText']; // Affiche : « Test ! Un, deux, un, deux ! »

?>

## Upload via une iframe

L'élément HTML <iframe> permet d'insérer une page Web dans une autre. Voici un petit rappel de la syntaxe d'une iframe :

<iframe src="file.html" name="myFrame" id="myFrame"></iframe>

**Accéder au contenu**

Pour accéder au contenu de l'iframe, il faut d'abord accéder à l'iframe elle-même et ensuite passer par la propriété contentDocument :

var frame = document.getElementById('myFrame').contentDocument;

Une fois que l'on a accédé au contenu de l'iframe, c'est-à-dire à son document, on peut naviguer dans le DOM comme s'il s'agissait d'un document « normal » :

var frame\_links = frame.getElementsByTagName('a').length;

Concernant la règle de sécurité same origin policy, celle-ci s'applique aussi aux iframes ! Cela veut dire que si nous sommes sur une page d'un domaine A et que nous appelons une page d'un domaine B par le biais d'une iframe, alors nous ne pourrons pas accéder au contenu de la page B depuis la page A.

**Chargement de contenu**

Il y a deux techniques pour charger une page dans une iframe. La première est de tout simplement changer l’attribut src de l'iframe via le JavaScript, la deuxième est d'ouvrir un lien dans l'iframe. Cette action est rendue possible via l'attribut target (standardisé en HTML5) que l'on peut utiliser sur un lien ou sur un formulaire. C'est cette dernière technique que nous utiliserons pour la réalisation du système d'upload.

**Charger une iframe en changeant l'URL**

On change simplement l'URL de l'iframe en changeant sa propriété src. Cette technique est simple et permet de transmettre des paramètres directement dans l'URL :

document.getElementById('myFrame').src = 'request.php?nick=Thunderseb';

**Avec target et un formulaire**

L'intérêt d'utiliser un formulaire est que nous allons pouvoir envoyer des données via la méthode POST. L'utilisation de POST va nous permettre d'envoyer des fichiers, ce qui nous sera utile pour un upload de fichiers. En fait, pour cette technique, il n'y a pas vraiment besoin du JavaScript, c'est du HTML pur :

<form id="myForm" method="post" action="request.php" target="myFrame">

<div>

<!-- formulaire -->

<input type="submit" value="Envoyer" />

</div>

</form>

<iframe src="#" name="myFrame" id="myFrame"></iframe>

L'attribut target indique au formulaire que son contenu doit être envoyé au sein de l'iframe dont l'attribut name est myFrame (l'attribut name est donc obligatoire ici). De cette manière le contenu du formulaire y sera envoyé, et la page courante ne sera pas rechargée.

Le JavaScript pourra être utilisé comme méthode alternative pour envoyer le formulaire. Pour rappel, pour envoyer un formulaire, il faut utiliser la méthode submit() :

document.getElementById('myForm').submit();

**Détecter le chargement avec l'événement load**

Les iframes possèdent un événement load, déclenché une fois que le contenu de l'iframe est chargé. À chaque contenu chargé, load est déclenché. C'est un moyen efficace pour savoir si le document est chargé, et ainsi pouvoir le récupérer :

<iframe src="file.html" name="myFrame" id="myFrame" onload="trigger()"></iframe>

<script>

function trigger() {

var frame = document.getElementById('myFrame').contentDocument;

alert(frame.body.textContent);

}

</script>

**Avec une fonction de callback**

Quand une page Web est chargée dans l'iframe, son contenu est affiché et les scripts sont exécutés. Il est également possible, depuis l'iframe, d'appeler une fonction présente dans la page « mère », c'est-à-dire la page qui contient l'iframe. Pour appeler une fonction depuis l'iframe, il suffit d'utiliser :

window.top.window.nomDeLaFonction();

L'objet window.top pointe vers la fenêtre « mère », ce qui nous permet ici d'atteindre la page qui contient l'iframe. Par exemple, pour la page mère suivante :

<iframe src="file.html" name="myFrame" id="myFrame"></iframe>

<script>

function trigger() {

var frame = document.getElementById('myFrame').contentDocument;

alert('Page chargée !');

}

</script>

La page « fille » suivate, intégrée via la balise « iframe », pourra utiliser la fonctionner trigger() de la page mère pour indiquant la fin de son chargement :

<script>

window.top.window.trigger(); // On appelle ici notre fonction de callback

</script>

<p>Lorem ipsum dolor sit amet, consectetuer adipiscing elit. Suspendisse molestie suscipit arcu.</p>

**Récupérer du contenu**

Le chargement de données via une iframe a un gros avantage : il est possible de charger n'importe quoi comme données. Ça peut être une page Web complète, du texte brut ou même du JavaScript, comme le format JSON.

**Récupérer des données JavaScript**

Si on reprend l'exemple vu précédemment, avec le callback, il est possible de récupérer facilement des données JavaScript, comme un objet. Dans ce cas, il suffit d'utiliser du PHP pour construire un objet qui sera transmis en paramètre de la fonction de callback, comme ceci :

<?php

$fakeArray = array('Sébastien', 'Laurence', 'Ludovic');

?>

<script>

window.top.window.trigger(['<?php echo implode("','", $fakeArray) ?>']);

</script>

Ici, un tableau JavaScript est construit via le PHP et envoyé à la fonction trigger() en tant que paramètre.

**Le système d'upload**

Par le biais d'un formulaire et d'une iframe, créer un système d'upload n'est pas compliqué. Les éléments <form> possèdent un attribut enctype qui doit absolument contenir la valeur multipart/form-data. Pour faire simple, cette valeur indique que le formulaire est prévu pour envoyer de grandes quantités de données (les fichiers sont des données volumineuses). Notre formulaire d'upload peut donc être écrit comme ceci :

<form id="uploadForm" enctype="multipart/form-data" action="upload.php" target="uploadFrame" method="post">

<label for="uploadFile">Image :</label>

<input id="uploadFile" name="uploadFile" type="file" />

<br /><br />

<input id="uploadSubmit" type="submit" value="Upload !" />

</form>

Ensuite, on place l'iframe, ainsi qu'un autre <div> que nous utiliserons pour afficher le résultat de l'upload :

<div id="uploadInfos">

<div id="uploadStatus">Aucun upload en cours</div>

<iframe id="uploadFrame" name="uploadFrame"></iframe>

</div>

Et pour finir, notre JavaScript :

function uploadEnd(error, path) {

if (error === 'OK') {

document.getElementById('uploadStatus').innerHTML = '<a href="' + path + '">Upload done !</a><br /><br /><a href="' + path + '"><img src="' + path + '" /></a>';

} else {

document.getElementById('uploadStatus').innerHTML = error;

}

}

document.getElementById('uploadForm').addEventListener('submit', function() {

document.getElementById('uploadStatus').innerHTML = 'Loading...';

});

Dès que le formulaire est envoyé, la fonction anonyme de l'événement submit est exécutée. Celle-ci va remplacer le texte du <div>#uploadStatus pour indiquer que le chargement est en cours. Car, en fonction de la taille du fichier à envoyer, l'attente peut être longue. L'argument error contiendra soit « OK », soit une explication sur une erreur éventuelle. L'argument path contiendra l'URL du fichier venant d'être uploadé. L'appel vers la fonction uploadEnd() sera fait via l'iframe, comme nous le verrons plus loin.

**Le code côté serveur : upload.php**

Le JavaScript étant mis en place, il ne reste plus qu'à nous occuper de la page upload.php qui va réceptionner le fichier uploadé :

<?php

$error = NULL;

$filename = NULL;

if (isset($\_FILES['uploadFile']) && $\_FILES['uploadFile']['error'] === 0) {

$filename = $\_FILES['uploadFile']['name'];

$targetpath = getcwd() . '/' . $filename; // On stocke le chemin où enregistrer le fichier

// On déplace le fichier depuis le répertoire temporaire vers $targetpath

if (@move\_uploaded\_file($\_FILES['uploadFile']['tmp\_name'], $targetpath)) { // Si ça fonctionne

$error = 'OK';

} else { // Si ça ne fonctionne pas

$error = "Échec de l'enregistrement !";

}

} else {

$error = 'Aucun fichier réceptionné !';

}

// Et pour finir, on écrit l'appel vers la fonction uploadEnd :

?>

<script>

window.top.window.uploadEnd("<?php echo $error; ?>", "<?php echo $filename; ?>");

</script>

## Dynamic Script Loading

Au cours de ce chapitre vous allez découvrir une manière astucieuse de dialoguer avec un serveur. Elle possède un avantage considérable face à l'objet XMLHttpRequest : elle n'est en aucun cas limitée par le principe de la same origin policy.

**Un concept simple**

Avec le DOM, il est possible d'insérer n'importe quel élément HTML au sein d'une page Web, et cela vaut également pour un élément <script>. Il est donc possible de lier et d'exécuter un fichier JavaScript après que la page a été chargée :

window.addEventListener('load', function() {

var scriptElement = document.createElement('script');

scriptElement.src = 'url/du/fichier.js';

document.body.appendChild(scriptElement);

});

Avec ce code, un nouvel élément <script> sera inséré dans la page une fois que cette dernière aura été chargée.

**Un premier exemple**

Nous allons commencer par quelque chose de très simple : dans une page HTML, on va charger un fichier JavaScript qui exécutera une fonction. Cette fonction se trouve dans la page HTML :

<script>

function sendDSL() {

var scriptElement = document.createElement('script');

scriptElement.src = 'dsl\_script.js';

document.body.appendChild(scriptElement);

}

function receiveMessage(message) {

alert(message);

}

</script>

<p><button type="button" onclick="sendDSL()">Exécuter le script</button></p>

Voici maintenant le contenu du fichier dsl\_script.js :

receiveMessage('Ce message est envoyé par le serveur !');

Dès qu'on clique sur le bouton, la fonction sendDSL() va charger le fichier JavaScript qui contient un appel vers la fonction receiveMessage(), tout en prenant soin de lui passer un message en paramètre. Ainsi, via la fonction receiveMessage(), on est en mesure de récupérer du contenu. Évidemment, cet exemple n'est pas très intéressant puisque l'on sait à l'avance ce que le fichier JavaScript va renvoyer. Ce que nous allons faire, c'est créer le fichier JavaScript via du PHP !

**Avec des variables et du PHP**

Maintenant, au lieu d'appeler un fichier JavaScript, nous allons appeler une page PHP. Si on reprend le code donné précédemment, on peut modifier l'URL du fichier JavaScript :

scriptElement.src = 'dsl\_script.php?nick=' + prompt('Quel est votre pseudo ?');

En ce qui concerne le fichier PHP, il va falloir utiliser la fonction header() pour indiquer au navigateur que le contenu du fichier PHP est en réalité du JavaScript. Puis, il ne reste plus qu'à introduire la variable $\_GET['nick'] au sein du script JavaScript :

<?php header("Content-type: text/javascript"); ?>

var string = 'Bonjour <?php echo $\_GET['nick'] ?> !';

receiveMessage(string);

On constate maintenant que le script retourne bien le pseudo que l'utilisateur a entré.

### Le DSL et le format JSON

Le gros avantage du **Dynamic Script Loading** (DSL) est qu'il permet de récupérer du contenu sous forme d'objets JavaScript, comme un tableau ou tout simplement un objet littéral, et donc le fameux JSON. Si on récupère des données JSON via XMLHttpRequest, ces données sont livrées sous la forme de texte brut (récupérées via la propriété responseText). Il faut donc utiliser la méthode parse() de l'objet JSON pour pouvoir les interpréter. Avec le DSL, ce petit souci n'existe pas puisque c'est du JavaScript qui est transmis, et non du texte.

**Charger du JSON**

Comme dans l'exemple précédent, nous allons utiliser une page PHP pour générer le contenu du fichier JavaScript, et donc notre JSON. Les données JSON contiennent une liste d'éditeurs et pour chacun une liste de programmes qu'ils éditent :

<?php

header("Content-type: text/javascript");

echo 'var softwares = {

"Adobe": [

"Acrobat"

],

"Mozilla": [

"Firefox"

],

"Microsoft": [

"Office"

]

};';

?>

receiveMessage(softwares);

Au niveau de la page HTML, pas de gros changements. Nous allons juste coder une meilleure fonction receiveMessage() de manière à afficher, dans une alerte, les données issues du JSON. On utilise une boucle for in pour parcourir le tableau associatif, et une deuxième boucle for imbriquée pour chaque tableau :

<script>

function sendDSL() {

var scriptElement = document.createElement('script');

scriptElement.src = 'dsl\_script\_json.php';

document.body.appendChild(scriptElement);

}

function receiveMessage(json) {

var tree = '',

nbItems, i;

for (node in json) {

tree += node + "\n";

nbItems = json[node].length;

for (i = 0; i < nbItems; i++) {

tree += '\t' + json[node][i] + '\n';

}

}

alert(tree);

}

</script>

<p><button type="button" onclick="sendDSL()">Charger le JSON</button></p>

Avec ça, pas besoin de parser le JSON, c'est directement opérationnel ! Cette notion est souvent désignée par l'abréviation JSONP.

**Petite astuce pour le PHP**

Le PHP dispose de deux fonctions pour manipuler du JSON : json\_encode() et json\_decode(). La première, json\_encode(), permet de convertir une variable (un tableau associatif par exemple) en une chaîne de caractères au format JSON. La deuxième, json\_decode(), fait le contraire : elle recrée une variable à partir d'une chaîne de caractères au format JSON.

## TP : un système d'auto-complétion

Ce TP n'utilisera l'AJAX que par le biais de l'objet XMLHttpRequest. Cependant, il s'agit de la méthode la plus en vogue de nos jours, l'utilisation d'iframes et de DSL étant réservée à des cas bien plus particuliers.

Commençons tout d'abord par le code PHP du serveur :

<?php

$data = unserialize(file\_get\_contents('towns.txt')); // Récupération de la liste complète des villes

$dataLen = count($data);

sort($data); // On trie les villes dans l'ordre alphabétique

$results = array(); // Le tableau où seront stockés les résultats de la recherche

// La boucle ci-dessous parcourt tout le tableau $data, jusqu'à un maximum de 10 résultats

for ($i = 0 ; $i < $dataLen && count($results) < 10 ; $i++) {

if (stripos($data[$i], $\_GET['s']) === 0) { // Si la valeur commence par les mêmes caractères que la recherche

array\_push($results, $data[$i]); // On ajoute alors le résultat à la liste à retourner

}

}

echo implode('|', $results); // Et on affiche les résultats séparés par une barre verticale |

?>

Vient ensuite la structure HTML :

<!DOCTYPE html>

<html>

<head>

<meta charset="utf-8" />

<title>TP : Un système d'auto-complétion</title>

</head>

<body>

<input id="search" type="text" autocomplete="off" />

<div id="results"></div>

</body>

</html>

Et pour finir, voici le code JavaScript :

(function() {

var searchElement = document.getElementById('search'),

results = document.getElementById('results'),

selectedResult = -1, // Permet de savoir quel résultat est sélectionné : -1 signifie "aucune sélection"

previousRequest, // On stocke notre précédente requête dans cette variable

previousValue = searchElement.value; // On fait de même avec la précédente valeur

function getResults(keywords) { // Effectue une requête et récupère les résultats

var xhr = new XMLHttpRequest();

xhr.open('GET', './search.php?s='+ encodeURIComponent(keywords));

xhr.addEventListener('readystatechange', function() {

if (xhr.readyState == XMLHttpRequest.DONE && xhr.status == 200) {

displayResults(xhr.responseText);

}

});

xhr.send(null);

return xhr;

}

function displayResults(response) { // Affiche les résultats d'une requête

results.style.display = response.length ? 'block' : 'none'; // On cache le conteneur si

on n'a pas de résultats

if (response.length) { // On ne modifie les résultats que si on en a obtenu

response = response.split('|');

var responseLen = response.length;

results.innerHTML = ''; // On vide les résultats

for (var i = 0, div ; i < responseLen ; i++) {

div = results.appendChild(document.createElement('div'));

div.innerHTML = response[i];

div.addEventListener('click', function(e) {

chooseResult(e.target);

});

}

}

}

function chooseResult(result) { // Choisi un des résultats d'une requête et gère tout ce qui y est attaché

searchElement.value = previousValue = result.innerHTML; // On change le contenu du champ de recherche et on enregistre en tant que précédente valeur

results.style.display = 'none'; // On cache les résultats

result.className = ''; // On supprime l'effet de focus

selectedResult = -1; // On remet la sélection à "zéro"

searchElement.focus(); // Si le résultat a été choisi par le biais d'un clique alors le focus est perdu, donc on le réattribue

}

searchElement.addEventListener('keyup', function(e) {

var divs = results.getElementsByTagName('div');

if (e.keyCode == 38 && selectedResult > -1) { // Si la touche pressée est la flèche

"haut"

divs[selectedResult--].className = '';

if (selectedResult > -1) { // Cette condition évite une modification de childNodes[-1], qui n'existe pas, bien entendu

divs[selectedResult].className = 'result\_focus';

}

} else if (e.keyCode == 40 && selectedResult < divs.length - 1) { // Si la touche pressée est la flèche "bas"

results.style.display = 'block'; // On affiche les résultats

if (selectedResult > -1) { // Cette condition évite une modification de childNodes[-1], qui n'existe pas, bien entendu

divs[selectedResult].className = '';

}

divs[++selectedResult].className = 'result\_focus';

} else if (e.keyCode == 13 && selectedResult > -1) { // Si la touche pressée est "Entrée"

chooseResult(divs[selectedResult]);

} else if (searchElement.value != previousValue) { // Si le contenu du champ de recherche a changé

previousValue = searchElement.value;

if (previousRequest && previousRequest.readyState < XMLHttpRequest.DONE) {

previousRequest.abort(); // Si on a toujours une requête en cours, on l'arrête

}

previousRequest = getResults(previousValue); // On stocke la nouvelle requête

selectedResult = -1; // On remet la sélection à "zéro" à chaque caractère écrit

}

});

})();

## Qu'est-ce que le HTML5 ?

Alors que les langages HTML 4 et autres XHTML se focalisaient juste sur le contenu des pages Web, le HTML5 se focalise sur les applications Web et l'interactivité, sans toutefois délaisser l'accessibilité et la sémantique. Le HTML5 se positionne également comme concurrent des technologies Flash et Silverlight.

**Accessibilité et sémantique**

Le HTML5 apporte dès lors de nouveaux éléments comme <nav>, <header>, <article>, <figure> qui améliorent l'accessibilité, ainsi que des éléments comme <mark> ou <data> qui améliorent la sémantique (c'est-à-dire le sens qu'on donne aux textes).

**Applications Web et interactivité**

Le HTML5 apporte de nombreux éléments comme <video>, <datagrid>, <meter>, <progress>, <output> ainsi que de nouveaux types pour les éléments <input>, comme tel, url, date, number…

Le HTML5 spécifie aussi un certain nombre d'API JavaScript. Ces API JavaScript sont des techniques que nous allons pouvoir utiliser pour développer des applications Web et ajouter de l'interactivité. Parmi ces API JavaScript, on trouve par exemple l'API Drag & Drop. API signifie « Application Programming Interface ». Une API, dans le cadre d'une utilisation en JavaScript, est un ensemble d'objets, de méthodes et de propriétés réunis sous un même thème.

**Concurrencer Flash (et Silverlight)**

Le HTML5 se place en concurrent du Flash, en fournissant des outils analogues de façon native : <video>, <audio> et surtout <canvas>. Il est donc possible dès à présent de lire des vidéos en HTML5 sans nécessiter ni Flash, ni un autre plugin contraignant. L'élément <canvas> permettra de dessiner et donc de réaliser des animations, comme on le ferait avec Flash et Silverlight.

**Les API JavaScript**

Nous allons rapidement faire le tour des différentes API apportées par le HTML5.

**History : gérer l'historique**

Avec le JavaScript, il a toujours été possible d'avancer et de reculer dans l'historique de navigation, c'est-à-dire simuler l'effet des boutons Précédent et Suivant du navigateur. L'API History permet désormais de faire plus, notamment en stockant des données lors de la navigation. Cela est utile pour les applications basées sur l'AJAX, où il est rarement possible de revenir en arrière.

**Sélecteurs CSS : deux nouvelles méthodes**

Le HTML5 apporte les méthodes querySelector() et querySelectorAll(), qui permettent d'atteindre des éléments sur base de sélecteurs CSS, dont les nouveaux sélecteurs CSS3.

**Timers : rien ne change, mais c'est standardisé**

Le HTML5 standardise enfin les [fonctions temporelles](http://www.siteduzero.com/tutoriel-3-483967-la-gestion-du-temps.html#ss_part_2), comme setInterval(), clearInterval(), setTimeout() et clearTimeout().

**ContentEditable**

ContentEditable est une technique qui permet de rendre éditable un élément HTML. Cela permet à l'utilisateur d'entrer du texte dans un <div>, ou bien de créer une interface WYSIWYG, comme Word.

**Web Storage**

Cette API permet de conserver des informations dans la mémoire du navigateur, pendant le temps que de la navigation, ou pour une durée beaucoup plus longue. Les cookies fournissent plus ou moins 4 KB de stockage, alors que le Web Storage en propose 5 MB pour la plupart des navigateurs et 10 MB pour Internet Explorer. Cependant, le Web Storage n'est pas accessible par les serveurs Web, les cookies sont donc toujours de rigueur.

Pour enregistrer une valeur il suffit de faire :localStorage.setItem('nom-de-ma-cle', 'valeur de la clé');.

Il faut donc donner un nom à la clé pour pouvoir récupérer la valeur plus tard :

alert(localStorage.getItem('nom-de-ma-cle'));.

Si les données ne doivent être gardées en mémoire que pendant le temps de la navigation (elles seront perdues si l'utilisateur ferme son navigateur), il convient d'utiliser sessionStorage au lieu de localStorage.

**Web SQL Database**

C'est en quelque sorte une évolution du Web Storage. Le Web Storage ne permet que de stocker des valeurs sous forme de clé, alors que le Web SQL Database fournit une base de données complète ! C'est aussi plus complexe à utiliser, d'autant plus que Firefox ne l'implémente pas et utilise un autre type de base de données : IndexedDB.

**WebSocket**

Le WebSocket permet à une page Web de communiquer avec le serveur Web de façon bidirectionnelle : ça veut dire que le serveur peut envoyer des informations à la page, tout comme cette dernière peut envoyer des informations au serveur. C'est en quelque sorte une API approfondie du XMLHttpRequest. Cela nécessite un serveur adapté.

**Geolocation**

L'API de géolocalisation permet de détecter la position géographique du visiteur. Cela ne fonctionne que si l'utilisateur donne son accord, en réglant les paramètres de navigation de son navigateur.

**Workers et Messaging**

L'API Workers permet d'exécuter du code en tâche de fond. Ce code est alors exécuté en parallèle de celui de la page. Si le code de la page rencontre une erreur, ça n'affecte pas le code du Worker et inversement.

Le Worker est capable d'envoyer des messages au script principal via l'API Messaging. Le script principal peut aussi envoyer des messages au Worker. L'API Messaging peut aussi être utilisée pour envoyer et recevoir des messages entre une <iframe> et sa page mère, même si elles ne sont pas hébergées sur le même domaine.

**Offline Web Application**

Cette API sert à rendre disponible une page Web même si la connexion n'est pas active. Il suffit de spécifier une liste de fichiers que le navigateur doit garder en mémoire. Quand la page est hors ligne, il convient d'utiliser une API comme Web Storage pour garder en mémoire des données, comme des e-mails à envoyer une fois la connexion rétablie, dans le cas d'un webmail.

## L'audio et la vidéo

Les éléments <audio> et <video> permettent de jouer des sons et d'exécuter des vidéos, le tout nativement, c'est-à-dire sans plugins tels que Flash, QuickTime ou même Windows Media Player.

**L'audio**

Les éléments <audio> et <video> se ressemblent fortement.Ils sont représentés par le même objet, à savoir HTMLMediaElement. Comme ils dérivent du même objet, ils en possèdent les propriétés et méthodes.

L'insertion d'un élément <audio> est simple :

<audio id="audioPlayer" src="hype\_home.mp3"></audio>.

Ce bout de code suffit à insérer un lecteur audio qui lira le son hype\_home.mp3. Mais nous n'allons pas utiliser l'attribut src, mais plutôt deux éléments <source> :

<audio id="audioPlayer">

<source src="hype\_home.ogg">

<source src="hype\_home.mp3">

</audio>

De cette manière, si le navigateur est capable de lire le format .ogg, il le fera. Sans quoi, il lira le format .mp3.

Pour afficher un contrôleur de lecteur, il faut utiliser l'attribut booléen controls :

<audio controls="controls"></audio>

**Contrôles simples**

Ici, nous allons créer notre propre contrôleur de lecture. Voyons pour commencer comment recréer les boutons « Play », « Pause » et « Stop ». On commence par accéder à l'élément :

var player = document.querySelector('#audioPlayer');

Si on veut lancer la lecture, on utilise la méthode play() :

player.play();

Si on veut faire une pause, c'est la méthode pause() :

player.pause();

Par contre, il n'y a pas de méthode stop(). Si on appuie sur un bouton « Stop », la lecture s'arrête et se remet au début. Pour ce faire, il suffit de faire « Pause » et d'indiquer que la lecture doit se remettre au début, avec la propriété currentTime, exprimée en secondes :

player.pause();

player.currentTime = 0;

On va créer un petit lecteur, dont voici le code HTML de base :

<audio id="audioPlayer">

<source src="hype\_home.ogg">

<source src="hype\_home.mp3">

</audio>

<button class="control" onclick="play('audioPlayer', this)">Play</button>

<button class="control" onclick="resume('audioPlayer')">Stop</button>

Deux boutons ont été placés : le premier est un bouton « Play » et « Pause » en même temps (comme sur la plupart des lecteurs modernes), et le second permet de stopper et de rembobiner la lecture. Voici les fonctions play et resume :

function play(idPlayer, control) {

var player = document.querySelector('#' + idPlayer);

if (player.paused) {

player.play();

control.textContent = 'Pause';

} else {

player.pause();

control.textContent = 'Play';

}

}

function resume(idPlayer) {

var player = document.querySelector('#' + idPlayer);

player.currentTime = 0;

player.pause();

}

**Contrôle du volume**

L'intensité sonore se règle avec la propriété volume sur une échelle allant de 0 à 1. Si le volume est à 0, il est muet, et s'il est à 1, il est à fond. Pour le diminuer de moitié, on mettra 0,5. On va faire un système très simple : cinq barres verticales cliquables qui permettent de choisir un niveau sonore prédéfini :

<span class="volume">

<a class="stick1" onclick="volume('audioPlayer', 0)"></a>

<a class="stick2" onclick="volume('audioPlayer', 0.3)"></a>

<a class="stick3" onclick="volume('audioPlayer', 0.5)"></a>

<a class="stick4" onclick="volume('audioPlayer', 0.7)"></a>

<a class="stick5" onclick="volume('audioPlayer', 1)"></a>

</span>

Et la fonction associée :

function volume(idPlayer, vol) {

var player = document.querySelector('#' + idPlayer);

player.volume = vol;

}

**Barre de progression et timer**

Le HTML5 introduit un nouvel élément destiné à afficher une progression : l'élément <progress>. Il n'est toutefois utilisable qu'avec Firefox et Chrome. Mais nous n'allons pas l'utiliser ici, car cet élément n'est pas facilement personnalisable avec du CSS. Nous allons donc créer une barre de progression « à la main », avec des <div> et quelques calculs de pourcentages. Ajoutons ce code HTML après l'élément <audio> :

<div>

<div id="progressBarControl">

<div id="progressBar">Pas de lecture</div>

</div>

</div>

**Analyser la lecture**

Un élément HTMLMediaElement possède toute une série d'événements pour analyser et agir sur le lecteur. L'événement ontimeupdate va nous être utile pour détecter quand le média est en train d'être joué par le lecteur. Cet événement est déclenché continuellement pendant la lecture. Ajoutons donc cet événement sur notre élément <audio> :

<audio id="audioPlayer" ontimeupdate="update(this)">

Et commençons à coder la fonction update() :

function update(player) {

var duration = player.duration; // Durée totale

var time = player.currentTime; // Temps écoulé

var fraction = time / duration;

var percent = Math.ceil(fraction \* 100);

var progress = document.querySelector('#progressBar');

progress.style.width = percent + '%';

progress.textContent = percent + '%';

}

L'idée est de récupérer le temps écoulé et de calculer un pourcentage de manière à afficher la barre de progression (qui fait 100 % de large). Donc, si la chanson dure dix minutes et qu'on en est à une minute de lecture, on a lu 10 %. La propriété duration sert à récupérer la durée totale du média. Le calcul est simple : on divise le temps écoulé par la durée totale et on multiplie par 100. Comme ça ne tombera certainement pas juste, on arrondit avec Math.ceil(). Une fois le pourcentage récupéré, on définit la largeur de la barre de progression, et on affiche le pourcentage à l'intérieur.

**Améliorations**

L'interface réalisée précédemment est fonctionnelle, mais rudimentaire. Deux améliorations principales sont possibles :

* Afficher le temps écoulé.
* Rendre la barre de progression cliquable.

**Afficher le temps écoulé**

Il suffit d'utiliser la propriété currentTime. Le souci est que currentTime retourne le temps écoulé en secondes avec ses décimales. Il est donc possible de voir s'afficher un temps de lecture de 4,133968 secondes. Il convient donc de faire quelques opérations pour rendre ce nombre compréhensible :

function formatTime(time) {

var hours = Math.floor(time / 3600);

var mins = Math.floor((time % 3600) / 60);

var secs = Math.floor(time % 60);

if (secs < 10) {

secs = "0" + secs;

}

if (hours) {

if (mins < 10) {

mins = "0" + mins;

}

return hours + ":" + mins + ":" + secs; // hh:mm:ss

} else {

return mins + ":" + secs; // mm:ss

}

}

On peut donc ajouter ceci à notre fonction update() :

document.querySelector('#progressTime').textContent = formatTime(time);

Et modifier la barre de progression pour y ajouter un <span> dans lequel s'affichera le temps écoulé :

<div id="progressBarControl">

<div id="progressBar">Pas de lecture</div>

</div>

<span id="progressTime">00:00</span>

**Rendre la barre de progression cliquable**

Si on clique sur la barre de progression, le comportement attendu est la lecture du fichier audio à partir de cet endroit. Il va donc falloir calculer l'endroit où on a cliqué et positionner la lecture en conséquence, avec la propriété currentTime.

Pour savoir où l'on a cliqué au sein d'un élément, il faut connaître deux choses : les coordonnées de la souris et les coordonnées de l'élément. Ces coordonnées sont calculées à partir du coin supérieur gauche de la page :
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Pour connaître la distance représentée par la flèche turquoise, il suffit de soustraire la distance représentée par la flèche rouge (la position de la barre sur l'axe des X) à la distance représentée par la flèche bleue (la position X du curseur de la souris). L'exemple ici ne permet que de reculer dans la lecture, puisque seule la barre de progression est cliquable. Il est bien évidemment possible de coder un système pour avancer dans la lecture, en rendant cliquable le conteneur de la barre de progression.

**Récupérer les coordonnées du curseur de la souris**

Nous allons créer la fonction getMousePosition() qui recevra comme paramètre un événement et qui retournera les positions X et Y du curseur :

function getMousePosition(event) {

return {

x: event.pageX,

y: event.pageY

};

}

Les propriétés pageX et pageY de l'objet event permettent respectivement de récupérer les positions sur l'axe des X et sur l'axe des Y.

**Récupérer les coordonnées d'un élément**

Comme l'élément n'est pas positionné de façon absolue, il n'est pas possible de connaître les coordonnées de son coin supérieur gauche via le CSS. Il va donc falloir calculer le décalage entre lui et son élément parent, puis le décalage entre cet élément parent et son parent… et ainsi de suite, jusqu'à arriver à l'élément racine, c'est-à-dire <html> :

function getPosition(element){

var top = 0, left = 0;

do {

top += element.offsetTop;

left += element.offsetLeft;

} while (element = element.offsetParent);

return { x: left, y: top };

}

**On clique !**

Maintenant que nous avons nos deux fonctions getMousePosition() et getPosition(), nous pouvons écrire la fonction clickProgress(), qui sera exécutée dès que l'internaute cliquera sur la barre de progression :

function clickProgress(idPlayer, control, event) {

var parent = getPosition(control); // La position absolue de la progressBar

var target = getMousePosition(event); // L'endroit de la progressBar où on a cliqué

var player = document.querySelector('#' + idPlayer);

var x = target.x - parent.x;

var wrapperWidth = document.querySelector('#progressBarControl').offsetWidth;

var percent = Math.ceil((x / wrapperWidth) \* 100);

var duration = player.duration;

player.currentTime = (duration \* percent) / 100;

}

On récupère la distance x, qui est la distance entre le bord gauche de la barre et l'endroit où on a cliqué. On divise x par la largeur totale du conteneur de la barre de progression (avec offsetWidth) et on multiplie par 100 pour obtenir un pourcentage. Ensuite, on calcule le currentTime en multipliant le temps total de la chanson par le pourcentage, le tout divisé par 100.

Et n'oublions pas de modifier le code HTML en conséquence :

<div id="progressBar" onclick="clickProgress('audioPlayer', this, event)">Pas de lecture</div>

**La vidéo**

Le principe de fonctionnement est exactement le même que pour les lectures audio. L'élément <video> possède toutefois quelques propriétés en plus :

|  |  |
| --- | --- |
| **Propriété** | **Description** |
| height | Hauteur de la zone de lecture. |
| width | Largeur de la zone de lecture. |
| poster | Récupère l'attribut poster. |
| videoHeight | La hauteur de la vidéo. |
| videoWidth | La largeur de la vidéo. |

En dehors de ça, la création et la personnalisation de la lecture d'une vidéo est rigoureusement identique à celle d'une piste audio. Il peut être utile d'utiliser un framework JavaScript destiné à la lecture d'éléments <audio> et <video> afin se faciliter la vie. De plus, ce genre de framework propose généralement une solution en Flash si le navigateur n'est pas à la hauteur du HTML5.

## L'élément Canvas

L'élément <canvas> est une zone dans laquelle il va être possible de dessiner au moyen du JavaScript. Cet élément fait son apparition dans la spécification HTML5.

**Premières manipulations**

La première chose à faire est d'insérer le canvas :

<canvas id="canvas" width="150" height="150">

<p>Désolé, votre navigateur ne supporte pas Canvas. Mettez-vous à jour</p>

</canvas>

Dès que c'est fait, on accède au canvas :

var canvas = document.querySelector('#canvas');

var context = canvas.getContext('2d');

Une fois qu'on a le canvas, il faut accéder à ce qu'on appelle son contexte, avec getContext(). Il n'y a pour l'instant qu'un seul contexte disponible : la deux dimensions (2D). Il est prévu que les navigateurs gèrent un jour la 3D, mais cela reste expérimental à l'heure actuelle.

**Principe de fonctionnement**

Dessiner avec Canvas se fait par le biais de coordonnées. Le coin supérieur gauche du canvas est de coordonnées (0,0). Si on descend ou qu'on va vers la droite, on augmente les valeurs. Traçons un rectangle de 50 sur 80 pixels :

context.fillStyle = "gold";

context.fillRect(0, 0, 50, 80);

![Nous avons tracé un rectangle en Javascript](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAACNCAYAAACKXvmlAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAIdUAACHVAQSctJ0AAAGSSURBVHhe7dIxCsJQFEXBkDX8/feuSNeRzkK+CmLanCYQmIELr31wlo9pFrfMeb/ottvkXGMM0dCIhkw0ZKIhEw2ZaMhEQyYaMtGQiYZMNGSiIRMNmWjIREMmGjLRkImGTDRkoiETDZloyERDJhoy0ZCJhkw0ZKIhEw2ZaMhEQyYaMtGQiYZMNGSiIRMNmWjIREMmGjLRkImGTDRkoiETDZloyERDJhoy0ZCJhkw0ZKIhEw2ZaMhEQyYaMtGQiYZMNGSiIRMNmWjIREMmGjLRkImGTDRkoiETDZloyERDJhoy0ZDt0Twf19xr+73CWfZo4CDRkImGTDRkoiETDZloyERDJhoy0ZCJhkw0ZKIhEw2ZaMhEQyYaMtGQiYZMNGSiIRMNmWjIREMmGjLRkImGTDRkoiETDZloyERDJhoy0ZCJhkw0ZKIhEw2ZaMhEQyYaMtGQiYZMNGSiIRMNmWjIREMmGjLRkImGTDRkoiETDZloyERDJhoy0ZCJhkw0ZKIhEw2ZaMhEQ/aP5nuYHdm6rvMNb6u+lcYLneEAAAAASUVORK5CYII=)

Dans un premier temps, on choisit une couleur avec fillStyle. Puis, avec fillRect(), on trace un rectangle. Les deux premiers paramètres sont les coordonnées du sommet supérieur gauche du rectangle que nous voulons tracer. Le troisième paramètre est la largeur du rectangle, et le quatrième est la hauteur. Autrement dit : fillrect(x, y, largeur, hauteur).

Si on veut centrer ce rectangle, il faut s’appliquer à quelques calculs pour spécifier les coordonnées :

context.fillRect(50, 35, 50, 80);

On recommence tout, et on centre le rectangle. Dès que c'est fait, on ajoute un carré de 40 pixels d'une couleur semi-transparente :

context.fillStyle = "gold";

context.fillRect(50, 35, 50, 80);

context.fillStyle = "rgba(23, 145, 167, 0.5)";

context.fillRect(40, 25, 40, 40);

La propriété fillStyle peut recevoir diverses valeurs : le nom de la couleur, un code hexadécimal (sans oublier le # devant), une valeur RGB, HSL ou HSLA ou, comme ici, une valeur RGBA. Dans le cas d'une valeur RGBA, le quatrième paramètre est l'opacité, définie sur une échelle de 0 à 1, le 0 étant transparent et le 1 opaque :

![Un carré transparent apparaît sur le rectangle](data:image/png;base64,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)

**Le fond et les contours**

Nous avons créé des formes pleines, mais il est également possible de créer des formes creuses, avec juste un contour. Canvas considère deux types de formes : fill et stroke. Une forme fill est une forme remplie, comme nous avons fait précédemment, et une forme stroke est une forme vide pourvue d'un contour. Si pour créer un rectangle fill on utilise fillRect(), pour créer un rectangle stroke on va utiliser strokeRect() :

context.strokeStyle = "gold";

context.strokeRect(50, 35, 50, 80);

context.fillStyle = "rgba(23, 145, 167, 0.5)";

context.fillRect(40, 25, 40, 40);

![Le rectangle est désormais matérialisé par un cadre jaune](data:image/png;base64,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)

Comme il s'agit d'un contour, il est possible de choisir l'épaisseur à utiliser. Cela se fait avec la propriété lineWidth : context.lineWidth = "5";.

**Effacer**

Une dernière méthode existe en ce qui concerne les rectangles : clearRect(x, y, largeur, hauteur). Cette méthode agit comme une gomme, c'est-à-dire qu'elle va effacer du canvas les pixels délimités par le rectangle. Tout comme fillRect(), on lui fournit les coordonnées des quatre sommets. clearRect() est utile pour faire des découpes au sein des formes, ou tout simplement pour effacer le contenu du canvas :

context.strokeStyle = "gold";

context.strokeRect(50, 35, 50, 80);

context.fillStyle = "rgba(23, 145, 167, 0.5)";

context.fillRect(40, 25, 40, 40);

context.clearRect(45, 40, 30, 10);

***Formes géométriques***

Canvas fournit peu de formes géométriques. Il y a uniquement le rectangle, les arcs. Mais pour compléter ce manque, Canvas dispose de chemins ainsi que de courbes de Bézier cubiques et quadratiques.

**Les chemins simples**

Les chemins vont nous permettre de créer des lignes et des polygones. Pour ce faire, il existe plusieurs méthodes : beginPath() et closePath(), moveTo(), lineTo(), stroke() et son équivalent fill().

Comme pour la création de rectangles, la création de chemins se fait par étapes successives. On commence par initier un nouveau chemin avec beginPath(). Ensuite, avec moveTo(), on déplace le « crayon » à l'endroit où on souhaite commencer le tracé : c'est le point de départ du chemin. Puis, on utilise lineTo() pour indiquer un deuxième point, un troisième, etc. Une fois tous les points du chemin définis, on applique au choix stroke() ou fill() :

context.strokeStyle = "rgb(23, 145, 167)";

context.beginPath();

context.moveTo(20, 20); // 1er point

context.lineTo(130, 20); // 2e point

context.lineTo(130, 50); // 3e

context.lineTo(75, 130); // 4e

context.lineTo(20, 50); // 5e

context.closePath(); // On relie le 5e au 1er

context.stroke();

closePath() n'est pas nécessaire. Il termine le chemin pour nous, en reliant le dernier point au premier. Si on veut une forme fermée, via stroke(), c'est assez pratique. Par contre, si on veut remplir la forme avec fill(), la forme sera fermée automatiquement, donc closePath() est inutile.

![C:\Users\donadiniad\Desktop\canvas.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJYAAACWCAYAAAA8AXHiAAAEiElEQVR4nO3coXJbRxSH8QsMAgIEontu3QLDgICCgkADg4KCgjxAQGBBQR5AM4HN9GbXYyyQSueOCwryAIIFBYGGAQECeYmCxOl4Zu1K1t27Z3e/38zl//GRgKxv1DQAAAAAAAAAAAAAAAAAAAAAYEvX62nbrxY8+T1dr6epXz+3avvVQrxuUv+RePZ7rm+W+vVzq+uhqXdgP+bvZn4ggszfzfxABJm/m/mBCDJ/N/MDEWT+buYHIsj83cwPRJD5u5kfiCDzdzM/EEHm72Z+IILM3838QASZv5v5gQgyfzfzAxFk/m7mByLI/N3MD0SQ+buZH4gg83czPxBB5u9mfiCCzN/N/EAEmb+b+YEIMn838wMRZP5u5gciyPzdzA9EkPm7mR+IIPN3Mz8QQebvZn4ggszfzfxABJm/m/mBCDJ/ty8/MPEq9Q7sx/wLq+v1tHX6cdYvZ6m3YDfzi8uH4vRq7tY/pt5yJ/FDL07fpt6B3Ygfzluvy9Q7/tfJcvlAnF51Xp+l3oK7iV+didMP84vLh6m37OSb3/UHcbqdX1x2qbcgbNYvZ63Tj6Z/yS+k7VcLcfou9Q6EidO3ndPfUu/Y32JzJF7/Ebd+kXoKbuq8PhOnVyfL5YPUW+7l+Hz9WJx+6no9Sb0Fn80vLjtxup33q+9TbzmI9OtfxeumWWyOUm9B04jTd6b/Z7UP8bppnb5MvaN24tYvxOnfxbzJu15PxOlW3PAk9ZZafbnBp+Pz9ePUW0bV9fpc3PC+mHdLTj5/kNp0b1a/pJ4ShfjhL75LnF7r9KV43aTeEc3x6/UjcboVPzxNvaUW4oYn4nT7rf/ju9Rbomr79c/i9CqbrxFyttgciRved70+Tz1lEq3XpfjhPPWO0onXV63TP1PvmMysX87E6Qfxq7PUW0olfngqTrfHr9ePUm+ZFO1WPNeNlbwZfkq9JQnarTiyaaxiod0aX3aNVSy0W+PJtrGKhXZrHPk2VrHQbh0s+8YqFtqt+yumsYqFdut+imqsYqHd2k9xjVUstFu7K7axioV2awelN1ax0G7drfjGKhbardtV01jFQrsVUFtjFQvt1k3VNVax0G79p9rGKhbaLRqraGpvt6pvrGKpud2isYqsxnaLxmoitbVbNFZTqajdorGaWA3tFo1VIqW3WzRWCZXabtFYJVZiu0VjZURR7RaNlS2ltFs0VsaU0G7RWBmVdbtFY2Vbru0WjZVxObZbNFaZyKndorHKTC7tFo1VZnJot2isMmW53aKxypzVdovGKncG2y0aq0JYardorApjpd2isSpQ6naLxqpQKdstGqvCJWm3aKzqMHW7RWNViSnbLRqrykzSbtFY1Sl2u0VjVamY7RaNVeVitFs0VmiaZvx2i8YKTdOM227RWOGGMdotGisEHdpu0Vgh7IB2i8YKd7pPu0VjhZ3s227RWGFnu7ZbNFbYyy7tFo0V7uXOdovGCoe4rd2iscJBQu0WjRVGcaPdorHCmK7bLRorjOpru0VjhbGJX53RWAEAAAAAAAAAAAAAAAAAAADApP4FJM1QkNrKM0wAAAAASUVORK5CYII=)

**Les arcs**

En plus des lignes droites, il est possible de tracer des arcs de cercle, avec la méthode arc(x, y, rayon, angleDepart, angleFin, sensInverse). Les angles sont exprimés en radians. Avec les arcs, x et y sont les coordonnées du centre de l'arc. Les paramètres angleDepart et angleFin définissent les angles de début et de fin de l'arc. Pour rappel, pour obtenir des radians il suffit de multiplier les degrés par π divisé par 180 : (Math.PI / 180) \* degrees.

context.beginPath(); // Le cercle extérieur

context.arc(75, 75, 50, 0, Math.PI \* 2); // Ici le calcul est simplifié

context.stroke();

context.beginPath(); // La bouche, un arc de cercle

context.arc(75, 75, 40, 0, Math.PI); // Ici aussi

context.fill();

context.beginPath(); // L'œil gauche

context.arc(55, 70, 20, (Math.PI / 180) \* 220, (Math.PI / 180) \* 320);

context.stroke();

context.beginPath(); // L'œil droit

context.arc(95, 70, 20, (Math.PI / 180) \* 220, (Math.PI / 180) \* 320);

context.stroke();
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Pour chaque arc, il est plus propre et plus facile de commencer un nouveau chemin avec beginPath().

**Utilisation de moveTo()**

moveTo() permet de déplacer le « crayon » à l'endroit où l'on souhaite commencer un chemin. Mais cette méthode peut aussi être utilisée pour effectuer des « levées de crayon » au sein d'un même chemin :

context.beginPath(); // La bouche, un arc de cercle

context.arc(75, 75, 40, 0, Math.PI);

context.fill();

context.beginPath(); // Le cercle extérieur

context.arc(75, 75, 50, 0, Math.PI \* 2);

context.moveTo(41, 58); // L'œil gauche

context.arc(55, 70, 20, (Math.PI / 180) \* 220, (Math.PI / 180) \* 320);

context.moveTo(81, 58); // L'œil droit

context.arc(95, 70, 20, (Math.PI / 180) \* 220, (Math.PI / 180) \* 320);

context.stroke();

![Un smiley dessiné avec Javascript](data:image/png;base64,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)

Si on retire les deux moveTo(), on obtient quelque chose comme ça :
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**Les courbes de Bézier**

Il est possible de réaliser des courbes, par le biais de courbes de Bézier. Deux types de courbes sont disponibles : cubique et quadratique. Les courbes sont définies par les coordonnées des tangentes qui servent à la construction des courbes. Voici les deux types de courbes, avec les tangentes colorées en gris :
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Une courbe quadratique sera dessinée par quadraticCurveTo(), alors qu'une courbe cubique le sera par bezierCurveTo() :

quadraticCurveTo(cp1X, cp1Y, x, y)

bezierCurveTo(cp1X, cp1Y, cp2X, cp2Y, x, y)

Les courbes sont définies par leurs points d'arrivée (x et y) et par les points de contrôle. Dans le cas d'une courbe de Bézier cubique, deux points sont nécessaires. La difficulté des courbes de Bézier est de connaître les valeurs utiles pour les points de contrôle. C'est d'autant plus complexe qu'on ne voit pas en temps réel ce qu'on fait. Ce genre de courbes est donc puissant, mais complexe à mettre en œuvre. Il existe toutefois des plugins qui permettent de convertir des dessins vectoriels en instructions Canvas. C'est par exemple le cas de Ai2Canvas, un plugin pour Adobe Illustrator.

Voici une variante du logo JavaScript à partir d'un rectangle arrondi :

context.beginPath();

context.moveTo(131, 119);

context.bezierCurveTo(131, 126, 126, 131, 119, 131);

context.lineTo(30, 131);

context.bezierCurveTo(23, 131, 18, 126, 18, 119);

context.lineTo(18, 30);

context.bezierCurveTo(18, 23, 23, 18, 30, 18);

context.lineTo(119, 18);

context.bezierCurveTo(126, 18, 131, 23, 131, 30);

context.lineTo(131, 119);

context.closePath();

context.fillStyle = "rgb(23, 145, 167)";

context.fill();

context.font = "68px Calibri,Geneva,Arial";

context.fillStyle = "white";

context.fillText("js", 84, 115);

![Le logo javascript dessiné… en Javascript](data:image/png;base64,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)

**Images et textes**

Il est possible d'insérer des images au sein d'un canvas. Pour ce faire, on utilisera la méthode drawImage(image, x, y), mais attention : pour qu'une image puisse être utilisée, elle doit au préalable être accessible via un objet Image ou un élément <img />. Il est également possible d'insérer un canvas dans un canvas. En effet, le canvas que l'on va insérer est considéré comme une image.

Insérons l'âne Zozor du Site du Zéro au sein du canvas :

var zozor = new Image();

zozor.src = 'zozor.png'; // Image de 80x80 pixels

context.drawImage(zozor, 35, 35);

On aurait pu récupérer une image déjà présente dans la page : <img id="myZozor" src="zozor.png" alt="Zozor assis" />.

var zozor = document.querySelector('#myZozor');

context.drawImage(zozor, 35, 35);

Attention aux grandes images : si l'image est trop longue à charger, elle sera affichée de façon saccadée au sein du canvas. Une solution est d'utiliser onload pour déclencher le dessin de l'image une fois qu'elle est chargée :

var zozor = new Image();

zozor.src = 'zozor.png';

zozor.addEventListener('load', function() {

context.drawImage(zozor, 35, 35);

});
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**Mise à l'échelle**

drawImage(image, x, y, largeur, hauteur) possède deux paramètres supplémentaires facultatifs : largeur et hauteur, qui permettent de définir la largeur et la hauteur que l'image occupera une fois incrustée dans le canvas. Si la diminution de la taille des images ne pose pas trop de problèmes, il faut éviter de les agrandir, au risque de voir vos images devenir floues :

context.drawImage(zozor, 35, 35, 40, 40);

Ici, l'image est réduite de moitié, puisque de base elle fait 80 pixels sur 80 pixels.

**Recadrage**

Quatre paramètres supplémentaires et optionnels s'ajoutent à drawImage(). Ils permettent de recadrer l'image, c'est-à-dire de prélever une zone rectangulaire au sein de l'image afin de la placer dans le canvas :

drawImage(image, sx, sy, sLargeur, sHauteur, dx, dy, dLargeur, dHauteur)

Les paramètres commençant par s indiquent la source, c'est-à-dire l'image, ceux commençant par d indiquent la destination, autrement dit le canvas :

![Il est possible de recadrer une image](data:image/png;base64,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)

var zozor = document.querySelector('#plush');

context.drawImage(zozor, 99, 27, 100, 100, 25, 25, 100, 100);

**Les patterns**

Pour faire se répéter une image pour, par exemple, créer un fond, il est possible de faire une double boucle for et d'insérer plusieurs fois la même image. Mais il y a plus simple : les **patterns**. On parle aussi de motifs en français. Un pattern est une image qui se répète comme un papier peint. Pour en créer un, on utilise la méthode createPattern(image, type). Le premier argument est l'image à utiliser, et le deuxième est le type de pattern. Différents types existent, mais seul repeat semble reconnu par la plupart des navigateurs :

var zozor = new Image();

zozor.src = 'zozor.png';

zozor.addEventListener('load', function() {

var pattern = context.createPattern(zozor, 'repeat');

context.fillStyle = pattern;

context.fillRect(0, 0, 150, 150);

});
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La façon de procéder est un peu étrange, puisqu'il faut passer le pattern à fillStyle, et ensuite créer un rectangle plein qui recouvre l'entièreté du canvas. En clair, il s'agit de créer un rectangle avec une image qui se répète comme fond. Nous devons absolument passer par l’événement load, sinon le pattern ne s'affichera pas correctement si l'image n'est pas chargée.

**Le texte**

Pour écrire du texte au sein d'un canvas, il y a les méthodes fillText() et strokeText(), secondées par la propriété font, qui permet de définir le style du texte :

context.fillStyle = "rgba(23, 145, 167, 1)";

context.fillRect(50, 50, 50, 50);

context.font = "bold 22pt Calibri,Geneva,Arial";

context.fillStyle = "#fff";

context.fillText("js", 78, 92);
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Les méthodes fillStyle et strokeStyle sont toujours utilisables, puisque les textes sont considérés comme des formes au même titre que les rectangles ou les arcs. La propriété font reçoit des informations sur la police à utiliser, à l'exception de la couleur, qui est gérée par strokeStyle et fillStyle. Dans l'exemple qui va suivre, nous allons utiliser un texte en Calibri, de 22 points et mis en gras. fillText() reçoit trois paramètres : le texte et les positions x et y de la ligne d'écriture du texte :
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Un quatrième paramètre peut être ajouté : la largeur maximale que le texte doit utiliser.

**Les styles de lignes**

La propriété lineCap permet de définir la façon dont les extrémités des chemins sont affichées. Trois valeurs sont admises : butt, celle par défaut, round et square. Voici trois lignes, chacune avec un lineCap différent :

![Les trois types d'extrêmité des chemins : butt, round et square](data:image/png;base64,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)

lineCap s'utilise de la même façon que linewidth :

context.beginPath();

context.lineCap = 'round';

context.moveTo(75, 20);

context.lineTo(75, 130);

context.stroke();

**Les intersections**

Pour gérer la façon dont les angles des chemins sont affichés, il faut utiliser lineJoin. Cette propriété reçoit elle aussi trois valeurs différentes : round, bevel et miter, ce dernier étant la valeur par défaut :

![Les trois types d'angle des chemins : round, bevel et metter](data:image/png;base64,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)

**Les dégradés**

Canvas propose deux types de dégradés : linéaire et radial. Pour créer un dégradé, on commence par créer un objet canvasGradient que l'on va assigner à fillStyle. Pour créer un tel objet, on utilise au choix createLinearGradient() ou createRadialGradient().

**Dégradés linéaires**

On a besoin de quatre paramètres pour créer un dégradé linéaire :

createLinearGradient(debutX, debutY, finX, finY)

debutX et debutY sont les coordonnées du point de départ du dégradé, et finX et finY sont les coordonnées de fin :

var linear = new context.createLinearGradient(0, 0, 150, 150);

context.fillStyle = linear;

Il manque cependant les informations sur les couleurs. Cela s’ajoute avec addColorStop(position, couleur). Le premier paramètre, position, est une valeur comprise entre 0 et 1. C'est la position relative de la couleur par rapport au dégradé. Si on met 0.5, la couleur commencera au milieu :

var linear = context.createLinearGradient(0, 0, 0, 150);

linear.addColorStop(0, 'white');

linear.addColorStop(1, '#1791a7');

context.fillStyle = linear;

context.fillRect(20, 20, 110, 110);

Pour modifier l'inclinaison du dégradé, il faut modifier les paramètres de createLinearGradient(). Par exemple, si on met createLinearGradient(0, 0, 150, 150), la fin du dégradé sera dans le coin inférieur droit, et donc incliné à 45 degrés. Il est possible de mettre plus de deux avec addColorStop(). Voici un exemple avec quatre :

var linear = context.createLinearGradient(0, 0, 0, 150);

linear.addColorStop(0, 'white');

linear.addColorStop(0.5, '#1791a7');

linear.addColorStop(0.5, 'orange');

linear.addColorStop(1, 'white');

context.fillStyle = linear;

context.fillRect(10, 10, 130, 130);

![Un dégradé linéaire avec Canvas](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJoAAACaCAYAAABR/1EXAAAAAXNSR0IArs4c6QAAAl1JREFUeNrt3TFOA0EQBMBZcyESb+BbPJBv8QYkQvuWwILUPuRtLauqiITk1OqZOSPTqqoXDHbyCEjYfn7oXbHxeK01jYbRiaCBoCFoCBoIGoIGgsZMtqO/8PH55alRry/PY4N22XdPmfGNtu8+EyUQtLO/KiIRtItGQ9BYJ2j+bg2NxjrHQPd6g0DQvN7AjsZCo1OjkWk0OxqRoHloJILmQ3UyQVNpuDoRNATtgLMdjUTQrGi4OllodNrRyDSaoBHZ0QQNVyfLjE6NhqDhGEDQBA2jE0GDYUHzeoNI0LywxTHAQqNTo5FpNDsakR3NQ8PVyTKj046GoLHQMSBouDpZZ3R6aESCptEIBM0X8eHqZJ2g+bJkMqPTjkZkdGo07GhoNARN0JjvGPCPYUkEzesNQqPT6w0So9PVSaTRBA1XJ3Y0BO3Y6PTQ0Gg4BhC0A7zeIBI0nwxgR2Narer6KXm/dyS+P3lqVL1d7gtYa39rtDoJGoHRWU3QiARt89TQaKwStJNGIxG00mhEGk3QcAyg0RC00b+CoGk0Jt3RBA3HABoNQbOj4epEo4FjAI2GoN0maEQazegksqNpNBwDaDQEzdWJ0YnRCRoNjYagCRqTXJ1GJxoNQUPQXJ3Mt6NpNDQagoagOQbQaDgGQKNhR0PQBI1JdjSjE42GoCFork40GhoNxl2dGg2jE6MTQdNozLejaTQSQfPVorg6cQwgaBoNOxquThi4o2k0HANoNATN1clgrap6VVXv3dPg8QFr7dpPHgUJgoagIWggaAgaggaChqDBbb+fDIBG49/7BpnozOgyhC3MAAAAAElFTkSuQmCC)

**Dégradés radiaux**

En ce qui concerne les dégradés radiaux, il faut six paramètres :

createRadialGradient(centreX, centreY, centreRayon, finX, finY, finRayon)

Un dégradé radial est défini par deux choses : un premier cercle (le centre) qui fait office de point de départ et un second qui fait office de fin. Ce qui est pratique, c'est que les deux cercles n'ont pas besoin d'avoir la même origine, ce qui permet d'orienter le dégradé :

var radial = context.createRadialGradient(75, 75, 0, 130, 130, 150);

radial.addColorStop(0, '#1791a7');

radial.addColorStop(1, 'white');

context.fillStyle = radial;

context.fillRect(10, 10, 130, 130);
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Ici, le cercle du centre estau centre du canvas, et celui de fin en bas à droite. Grâce aux dégradés radiaux, il est possible de créer des bulles assez facilement. La seule condition est que la couleur de fin du dégradé soit transparente, ce qui nécessite l'utilisation d'une couleur RGBA ou HSLA :

var radial1 = context.createRadialGradient(0, 0, 10, 100, 20, 150); // fond

radial1.addColorStop(0, '#ddf5f9');

radial1.addColorStop(1, '#ffffff');

var radial2 = context.createRadialGradient(75, 75, 10, 82, 70, 30); // bulle orange

radial2.addColorStop(0, '#ffc55c');

radial2.addColorStop(0.9, '#ffa500');

radial2.addColorStop(1, 'rgba(245,160,6,0)');

var radial3 = context.createRadialGradient(105, 105, 20, 112, 120, 50); // bulle turquoise

radial3.addColorStop(0, '#86cad2');

radial3.addColorStop(0.9, '#61aeb6');

radial3.addColorStop(1, 'rgba(159,209,216,0)');

context.fillStyle = radial1;

context.fillRect(10, 10, 130, 130);

context.fillStyle = radial2;

context.fillRect(10, 10, 130, 130);

context.fillStyle = radial3;

context.fillRect(10, 10, 130, 130);

Ce qui donne un dégradé de fond avec deux bulles de couleur :
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**Opérations**

La méthode save() a pour fonction de sauvegarder l'état graphique du canvas, c'est-à-dire les informations concernant les styles appliqués au canvas. Ces informations sont fillStyle, strokeStyle, lineWidth, lineCap, lineJoin ainsi que translate() et rotate().À chaque appel de la méthode save(), l'état graphique courant est sauvegardé dans une pile. Pour restaurer l'état précédent, il faut utiliser restore().

**Les translations**

La translation permet de déplacer le repaire d'axes du canvas. L'idée est de placer le point (0,0) à l'endroit où l'on souhaite dessiner une forme. De cette manière, on dessine la forme sans se soucier des calculs de son emplacement, ce qui peut se révéler utile quand on insère des formes complexes. Une fois que les formes sont dessinées, on replace les axes à leur point d'origine. save() et restore() prennent en compte les translations.

Les translations se font avec la méthode translate(x, y). x est l'importance du déplacement sur l'axe des abscisses et y sur l'axe des ordonnées : les valeurs peuvent donc être négatives.

context.save();

context.translate(40, 40);

context.fillStyle = "teal";

context.fillRect(0, 0, 50, 50);

context.restore();

context.fillStyle = "orange";

context.fillRect(0, 0, 50, 50);

![La translation permet de déplacer le repaire d'axes du canvas](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJoAAACaCAIAAADencZAAAAAAXNSR0IArs4c6QAAAS1JREFUeNrt3DEOgCAMQNHWeEovQzyM56wDcdcJJO8vjBJeysBghKQ5y77UNeXujiL0FjIzIjYHsVI4cQqncAonTuEUTuEUTpzCKZzCKZw4hVM4hVM4cQqncAqncOIUTuEUTuHEKZzCKZzCiVM4hVPf22feXJ7nkO9Wa6ZTOIVTOHEKp3AKp3Cu3fMqNOi/zqPefUyncAqncAonTuEUTuHEKZzCKZzCiVM4hVM4hROncAqncAonTuEUTuEUTpzCKZzCKZw4hVM4hVM4lyz7UlXO4t+QmabTZSucwimcOIVTOIVTOHEKp3AKp3DiFE7hFE7hxCmcwimcwolTOIVTOIUTp3AKp3AKJ07hFE7hFE6cwimcwolTOIVTOIUTp3AKp3AKJ07hFE7hFE5JGtkNGNYMi2J2XMcAAAAASUVORK5CYII=)

On commence par sauvegarder l'état du canvas. Ensuite, on déplace l'origine des axes au point (40,40) et on y dessine un carré bleu-gris. Dès que c'est fait, on restaure l'état, ce qui a pour conséquence de replacer l'origine des axes au point (0,0) du canvas. Là, on dessine le carré orange. Grâce à la translation, on a pu laisser (0,0) comme coordonnées de fillRect().

**Les rotations**

Les rotations permettent d'appliquer une rotation aux axes du canvas. Le canvas tourne autour de son point d'origine (0,0). La méthode rotate() reçoit un seul paramètre : l'angle de rotation spécifié en radians. Il est possible de combiner une rotation et une translation :

context.translate(75,75);

context.fillStyle = "teal";

context.rotate((Math.PI / 180) \* 45);

context.fillRect(0, 0, 50, 50);

context.fillStyle = "orange";

context.rotate(Math.PI / 2);

context.fillRect(0, 0, 50, 50);

context.fillStyle = "teal";

context.rotate(Math.PI / 2);

context.fillRect(0, 0, 50, 50);

context.fillStyle = "orange";

context.rotate(Math.PI / 2);

context.fillRect(0, 0, 50, 50);

![Il est possible de combiner une rotation et une translation](data:image/png;base64,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)

On place l'origine des axes au centre du canvas avec translate(). On opère une première rotation de 45 degrés et on dessine un carré bleu-gris. Ensuite, on fait une deuxième rotation de 90 degrés et on dessine un carré orange. On continue de tourner les axes de 90 degrés et on dessine un nouveau carré bleu-gris. On fait une dernière rotation et on dessine un carré orange.

**Animations**

La gestion des animations avec Canvas est quasi inexistante. En effet, Canvas ne propose rien pour animer les formes, les déplacer, les modifier. Pour arriver à créer une animation avec Canvas, il faut :

* Dessiner une image.
* Effacer tout.
* Redessiner une image, légèrement modifiée.
* Effacer tout.
* Redessiner une image, légèrement modifiée.
* Et ainsi de suite.

En clair, il suffit d'appeler une fonction qui, toutes les x secondes, va redessiner le canvas. Il est également possible d'exécuter des fonctions à la demande de l'utilisateur.

**Une question de « framerate »**

« Framerate » est un mot anglais pour évoquer le nombre d'images affichées par seconde. Les standards actuels définissent que chaque animation est censée, en théorie, afficher un framerate de 60 images par seconde pour paraître fluide pour l’œil humain. Parfois, ces 60 images peuvent ne pas être toutes affichées en une seconde à cause d'un manque de performances, on appelle cela une baisse de framerate et cela est généralement perçu par l'œil humain comme étant un ralenti saccadé. Ce problème est peu appréciable et est malheureusement trop fréquent avec les fonctions setTimeout() et setInterval(), qui n'ont pas été conçues à l'origine pour ce genre d'utilisations.

Une solution à ce problème a été développée : requestAnimationFrame(). À chacune de ses exécutions, cette fonction va déterminer à quel moment elle doit se redéclencher de manière à garder un framerate de 60 images par seconde.

**Un exemple concret**

Reprenons le canvas que nous venons de réaliser :

![Le canvas que nous venons de réaliser](data:image/png;base64,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)

En nous basant sur son code, nous allons faire tourner le dessin dans le sens des aiguilles d'une montre. Pour commencer, il faut créer une fonction qui sera appelée par window.requestAnimationFrame(). Il s'agira de la fonction draw(angle). Cette fonction efface le canvas et le redessine avec un angle de rotation incrémenté de quelques degrés :

window.addEventListener('load', function() {

var canvas = document.querySelector('#canvas');

var context = canvas.getContext('2d');

function draw(angle) {

context.save();

context.clearRect(0, 0, 150, 150);

context.translate(75,75);

context.fillStyle = "teal";

context.rotate((Math.PI / 180) \* (45 + angle));

context.fillRect(0, 0, 50, 50);

context.fillStyle = "orange";

context.rotate(Math.PI / 2);

context.fillRect(0, 0, 50, 50);

context.fillStyle = "teal";

context.rotate(Math.PI / 2);

context.fillRect(0, 0, 50, 50);

context.fillStyle = "orange";

context.rotate(Math.PI / 2);

context.fillRect(0, 0, 50, 50);

context.restore();

angle = angle + 2;

if (angle >= 360) angle = 0;

window.requestAnimFrame(function() { draw(angle) });

}

draw(0);

});

La variable angle représente le décalage. Lors du premier appel de draw(), le décalage vaut 0. Après le premier appel, on incrémente angle de 2 degrés, et donc, lors du prochain appel, tout le canvas sera dessiné avec un décalage de 2 degrés. On réincrémente de 2, et on redessine. Ainsi de suite, pour donner l'illusion que toute la forme bouge, alors qu'on ne fait que spécifier un angle de rotation de départ qui va en augmentant.

Les possibilités d'animation de Canvas sont toutes basées sur le même principe : window.requestAnimationFrame(). Ici, il s'agissait de créer un effet de rotation, mais il est possible de créer une courbe qui s'étire (une courbe de Bézier pour laquelle on incrémente les valeurs), d'animer une balle qui rebondit etc…

Enfin, il existe des frameworks qui permettent de simplifier le dessin, et même d'ajouter des événements aux "formes".

## L'API File

L'API que nous allons découvrir n'est pas utilisable seule. Autrement dit, elle nécessite d'être appelée par diverses technologies permettant son accès et lui fournissant les fichiers qu'elle peut manipuler. Cette API a été conçue de cette manière afin d'éviter que ce ne soit nous, développeurs, qui choisissions quel fichier lire sur l'ordinateur du client. Si cette sécurité n’existait pas, les conséquences pourraient être désastreuses. L'API File ne permet, actuellement, d'écrire un fichier stocké sur l'ordinateur d'un client. Nous ne pourrons que le lire ou bien l'uploader pour le modifier sur un serveur, l'écriture d'un fichier sur l'ordinateur du client est encore en cours d'étude à l'heure où nous écrivons ces lignes.

Afin de pouvoir utiliser notre API, il va nous falloir définir comment les fichiers vont pouvoir être choisis par l'utilisateur. La solution la plus simple pour commencer est l'utilisation d'une balise <input type="file" />, qui va nous permettre d'accéder aux propriétés des fichiers sélectionnés par l'utilisateur. Ces propriétés constituent une partie de l'API File.

Pour accéder au fichier il va nous falloir passer par la propriété files de notre balise <input>. Celle-ci va nous permettre d'accéder à une collection d'objets utilisables de la même manière qu'un tableau, chaque objet représentant un fichier. Une collection d'objets parce que le HTML5 a ajouté la possibilité de choisir plusieurs fichiers pour un seul et même input. Il suffit d'y ajouter l'attribut multiple pour que cela soit autorisé au client :

<input id="file" type="file" multiple />

La propriété files est la même pour tous, que la sélection de fichiers soit multiple ou non. Si nous voulons lire le fichier d'un <input> ne gérant qu'un seul fichier, alors nous utiliserons files[0] et non pas file.

Essayons maintenant d'obtenir le nom du fichier sélectionné grâce à la propriété name contenue dans chaque objet de type File :

document.querySelector('#file').addEventListener('change', function() {

alert(this.files[0].name);

});

**L’objet Blob**

Un objet de type Blob est une structure représentant des données binaires disponibles uniquement en lecture seule. Ces objets représentent les données binaires du fichier ciblé. Les objets Blob possèdent deux propriétés nommées size et type qui permettent respectivement de récupérer la taille en octets des données manipulées par le Blob ainsi que leur type MIME.

**L'objet File**

Les objets File possèdent un nom bien représentatif puisqu'ils permettent de manipuler les fichiers. Leur particularité est qu'ils héritent des propriétés et méthodes des objets Blob. En plus des propriétés et méthodes des objets Blob, les objets File possèdent deux propriétés supplémentaires qui sont name pour obtenir le nom du fichier et lastModifiedDate pour obtenir la date de la dernière modification du fichier (sous forme d'objet Date). On peut également aborder leur lecture grâce aux objets de type FileReader.

**Lire les fichiers**

Nous allons aborder la lecture des fichiers grâce à l'objet FileReader. Son instanciation s'effectue sans aucun argument :

var reader = new FileReader();

Cet objet permet la lecture asynchrone de fichiers, grâce à trois méthodes différentes :

|  |  |
| --- | --- |
| **Nom** | **Description** |
| readAsArrayBuffer() | Stocke les données dans un objet de type ArrayBuffer. Ces objets ont été conçus pour permettre l'écriture et la lecture de données binaires directement dans leur forme native. Ils sont surtout utilisés dans des domaines exigeants tels que le WebGL. |
| readAsDataURL() | Les données sont converties dans un format nommé DataURL. Ce format consiste à convertir toutes les données binaires d'un fichier en base64 pour ensuite stocker le résultat dans une chaîne de caractères. Cette dernière est complétée par la spécification du type MIME du fichier concerné. Les DataURL permettent donc de stocker un fichier sous forme d'une URL lisible par les navigateurs récents. |
| readAsText() | Les données ne subissent aucune modification, elles sont tout simplement lues puis stockées sous forme d'une chaîne de caractères. |

Ces trois méthodes prennent chacune en paramètre un argument de type Blob ou File. La méthode readAsText() possède un argument supplémentaire (et facultatif) permettant de spécifier l'encodage du fichier :

reader.readAsText(file, 'UTF-8');

reader.readAsText(file, 'ISO-8859-1');

Nous avons bien précisé que la lecture d'un fichier est asynchrone. Il faut donc partir du principe que nous allons avoir plusieurs événements à notre disposition. Ces événements diffèrent peu de ceux que l'on rencontre avec la seconde version de l'objet XMLHttpRequest :

|  |  |
| --- | --- |
| **Nom** | **Description** |
| loadstart | La lecture vient de commencer. |
| progress | Tout comme avec les objets XHR, l'événement progress se déclenche à intervalles réguliers durant la progression de la lecture. Il fournit, lui aussi, un objet en paramètre possédant deux propriétés, loaded et total, indiquant respectivement le nombre d'octets lus et le nombre d'octets à lire en tout. |
| load | La lecture vient de se terminer avec succès. |
| loadend | La lecture vient de se terminer (avec ou sans succès). |
| abort | Se déclenche quand la lecture est interrompue (avec la méthode abort() par exemple). |
| error | Se déclenche quand une erreur a été rencontrée. La propriété error contiendra alors un objet de type FileError pouvant fournir plus d'informations. |

Une fois les données lues, il ne reste plus qu'à les récupérer dans la propriété result. Ainsi, afin de lire un fichier texte, il suffit de suivre l’exemple suivant :

<input id="file" type="file" />

<script>

var fileInput = document.querySelector('#file');

fileInput.addEventListener('change', function() {

var reader = new FileReader();

reader.addEventListener('load', function() {

alert('Contenu du fichier "' + fileInput.files[0].name + '" :\n\n' + reader.result);

});

reader.readAsText(fileInput.files[0]);

});

</script>

Pour finir sur la lecture des fichiers, l'objet FileReader possède aussi une propriété readyState permettant de connaître l'état de la lecture. Il existe trois états différents représentés par des constantes spécifiques aux objets FileReader :

|  |  |  |
| --- | --- | --- |
| **Constante** | **Valeur** | **Description** |
| EMPTY | 0 | Aucune donnée n'a encore été chargée. |
| LOADING | 1 | Les données sont en cours de chargement. |
| DONE | 2 | Toutes les données ont été chargées. |

Tout comme avec un objet XHR, nous pouvons vérifier l'état de la lecture, soit avec la constante :

if (reader.readyState === reader.LOADING) {

// La lecture est en cours...

}

soit directement avec la valeur de la constante :

if (reader.readyState === 1) {

// La lecture est en cours...

}

**Mise en pratique**

Le principal intérêt de cette API réside en fait dans son utilisation avec d'autres ressources. Un petit peu plus loin dans ce chapitre, nous allons étudier comment l'utiliser conjointement avec l'objet XMLHttpRequest afin d'effectuer des uploads. Nous verrons aussi, dans un chapitre ultérieur, comment s'en servir efficacement avec le Drag & Drop.

Nous allons ici faire une mise en pratique de cette API. Le scénario est le suivant : nous souhaitons créer un site d'hébergement d'images interactif. Le principe est simple, l'utilisateur sélectionne les images qu'il souhaite uploader, elles sont alors affichées en prévisualisation sur la page et l'utilisateur n'a plus qu'à cliquer sur le bouton d'upload une fois qu'il aura vérifié qu'il a bien sélectionné les bonnes images.

Notre objectif, ici, est de créer la partie concernant la sélection et la prévisualisation des images, l'upload ne nous intéresse pas. Afin d'obtenir le résultat escompté, nous allons devoir utiliser l'API File, qui va nous permettre de lire le contenu des fichiers avant même d'effectuer un quelconque upload.

Commençons par construire la page HTML qui va accueillir notre script :

<input id="file" type="file" multiple />

<div id="prev"></div>

Il n'y a pas besoin de plus, nous avons notre balise <input> pour sélectionner les fichiers (avec l'attribut multiple afin de permettre la sélection de plusieurs fichiers) ainsi qu'une balise <div> pour y afficher les images à uploader.

Il nous faut maintenant passer au JavaScript. Commençons par mettre en place la structure principale de notre script :

(function() {

var allowedTypes = ['png', 'jpg', 'jpeg', 'gif'],

fileInput = document.querySelector('#file'),

prev = document.querySelector('#prev');

fileInput.addEventListener('change', function() {

// Analyse des fichiers et création des prévisualisations

});

})();

Ce code déclare les variables et les événements nécessaires. Il existe une variable allowedTypes qui contient un tableau listant les extensions d'images dont nous autorisons l'upload. L'analyse des fichiers peut maintenant commencer. Sachant que nous avons autorisé la sélection multiple de fichiers, nous allons devoir utiliser une boucle afin de parcourir les fichiers sélectionnés. Il nous faudra aussi vérifier quels sont les fichiers à autoriser :

fileInput.addEventListener('change', function() {

var files = this.files,

filesLen = files.length,

imgType;

for (var i = 0; i < filesLen; i++) {

imgType = files[i].name.split('.');

imgType = imgType[imgType.length - 1].toLowerCase(); // On utilise toLowerCase() pour éviter les extensions en majuscules

if (allowedTypes.indexOf(imgType) != -1) {

createThumbnail(files[i]); // Le fichier est bien une image supportée, il ne reste plus qu'à

l'afficher

}

}

});

Il nous faut maintenant afficher l'image. L'affichage d'une image, en HTML, se fait grâce à la balise <img>, or celle-ci n'accepte qu'une URL en guise de valeur pour son attribut src. Nous pourrions lui fournir l'adresse du fichier à afficher, mais nous ne connaissons que son nom, pas son chemin. La réponse se trouve dans les DataURL. En effet, nous avions précisé que les DataURL permettaient de stocker des données dans une URL, c’est exactement ce qu'il nous faut. Nous pouvons maintenant passer à la création de notre fonction createThumbnail() :

function createThumbnail(file) {

var reader = new FileReader();

reader.addEventListener('load', function() {

// Affichage de l'image

var imgElement = document.createElement('img');

imgElement.style.maxWidth = '150px';

imgElement.style.maxHeight = '150px';

imgElement.src = this.result;

prev.appendChild(imgElement);

});

reader.readAsDataURL(file);

}

Notre script complet aura donc la forme suivnate :

(function() {

function createThumbnail(file) {

var reader = new FileReader();

reader.addEventListener('load', function() {

var imgElement = document.createElement('img');

imgElement.style.maxWidth = '150px';

imgElement.style.maxHeight = '150px';

imgElement.src = this.result;

prev.appendChild(imgElement);

});

reader.readAsDataURL(file);

}

var allowedTypes = ['png', 'jpg', 'jpeg', 'gif'],

fileInput = document.querySelector('#file'),

prev = document.querySelector('#prev');

fileInput.addEventListener('change', function() {

var files = this.files,

filesLen = files.length,

imgType;

for (var i = 0; i < filesLen; i++) {

imgType = files[i].name.split('.');

imgType = imgType[imgType.length - 1];

if (allowedTypes.indexOf(imgType) != -1) {

createThumbnail(files[i]);

}

}

});

})();

**Upload de fichiers avec l'objet XMLHttpRequest**

Il était auparavant impossible d'uploader des données binaires avec l'objet XMLHttpRequest, car celui-ci ne supportait pas l'utilisation de l'objet FormData. Depuis l'arrivée de ce nouvel objet ainsi que de la deuxième version du XMLHttpRequest, cette « prouesse » est maintenant réalisable facilement. Il est très simple de créer des données binaires (grâce à un Blob) pour les envoyer sur un serveur.

Afin d'effectuer un upload de fichiers, il faut tout d'abord récupérer un objet de type File, il nous faut donc un <input> :

<input id="file" type="file" />

Il faut ajouter à cela un code JavaScript qui récupère le fichier spécifié et s'occupe de créer une requête XMLHttpRequest :

var fileInput = document.querySelector('#file');

fileInput.addEventListener('change', function() {

var xhr = new XMLHttpRequest();

xhr.open('POST', 'http://exemple.com'); // Rappelons qu'il est obligatoire d'utiliser la méthode POST quand on souhaite utiliser un FormData

xhr.addEventListener('load', function() {

alert('Upload terminé !');

});

// Upload du fichier…

});

Il suffit maintenant de passer notre objet File à un objet FormData et d'uploader ce dernier :

var form = new FormData();

form.append('file', fileInput.files[0]);

xhr.send(form);

L'upload de fichiers par le biais d'un objet XHR permet juste de simplifier les choses puisque l'on n'a plus à s'embêter à passer par le biais d'une <iframe>. II nous reste encore à afficher la progression de l'upload.

L'objet XHR possède une propriété upload donnant accès à plusieurs événements dont l'événement progress. Ce dernier fonctionne exactement de la même manière que le précédent événement progress que nous avions étudié dans le chapitre consacré à l'objet XHR :

xhr.upload.addEventListener('progress', function(e) {

e.loaded; // Nombre d'octets uploadés

e.total; // Total d'octets à uploader

});

Ainsi, il est facile de faire une barre de progression avec cet événement et la balise HTML5 <progress> :

<input id="file" type="file" />

<progress id="progress"></progress>

var fileInput = document.querySelector('#file'),

progress = document.querySelector('#progress');

fileInput.addEventListener('change', function() {

var xhr = new XMLHttpRequest();

xhr.open('POST', 'upload.html');

xhr.upload.addEventListener('progress', function(e) {

progress.value = e.loaded;

progress.max = e.total;

});

xhr.addEventListener('load', function() {

alert('Upload terminé !');

});

var form = new FormData();

form.append('file', fileInput.files[0]);

xhr.send(form);

});

## Le Drag & Drop

Grâce au HTML5, il est possible de permettre un déplacement de texte, de fichier ou d'autres éléments depuis n'importe quelle application jusqu'à notre navigateur.

**Aperçu de l'API**

Afin de rendre un élément déplaçable, il suffit d'utiliser son attribut draggable et de le mettre à true (que ce soit en HTML ou en JavaScript). (Il est possible de rencontrer des problèmes avec Firefox. En effet, ce navigateur nécessite une information supplémentaire que nous verrons plus loin.)

Parmi les huit événements que l'API Drag & Drop fournit, l'élément déplaçable peut en utiliser deux : dragstart et dragend. L'événement dragstart se déclenche lorsque l'élément ciblé commence à être déplacé. Cet événement est particulièrement utile pour initialiser certains détails utilisés tout au long du processus de déplacement. Pour cela, il nous faudra utiliser l'objet dataTransfer que nous étudierons plus loin. L'événement dragend permet de signaler à l'objet déplacé que son déplacement est terminé, que le résultat soit un succès ou non.

**Initialiser un déplacement avec l'objet dataTransfer**

L'objet dataTransfer est généralement utilisé au travers de deux événements : dragstart et drop. Cet objet permet de définir et de récupérer les informations relatives au déplacement en cours d'exécution. Ici, nous n'allons aborder l'objet dataTransfer que dans le cadre de l'initialisation d'un déplacement, son utilisation pour la fin d'un processus de drag & drop sera étudiée plus tard.

L'objet dataTransfer permet de réaliser trois actions (toutes facultatives) :

* Sauvegarder une chaîne de caractères qui sera transmise à l'élément HTML qui accueillera l'élément déplacé. La méthode à utiliser est setData().
* Définir une image utilisée lors du déplacement. La méthode concernée est setDragImage().
* Spécifier le type de déplacement autorisé avec la propriété effectAllowed. Cette propriété ayant un usage assez restreint, nous ne l'aborderons pas ici. Cela est aussi valable pour sa congénère dropEffect.

La méthode setData() prend deux arguments en paramètres. Le premier est le type MIME des données (sous forme de chaîne de caractères) que nous allons spécifier dans le deuxième argument. Précisons que le deuxième argument est obligatoirement une chaîne de caractères, ce qui signifie que le type MIME qui sera spécifié n'a que peu d'intérêt, nous utiliserons généralement le type text/plain pour des raisons de simplicité :

draggableElement.addEventListener('dragstart', function(e) {

e.dataTransfer.setData('text/plain', "Ce texte sera transmis à l'élément HTML de réception");

});

En temps normal, nous pourrions penser que méthode est inutile puisqu'il suffirait de stocker les données dans une variable plutôt que par le biais de setData(). En travaillant sur la même page oui. Cependant le Drag & Drop en HTML5 possède la faculté de s'étendre bien au-delà de notre page Web actuelle et donc de faire un glisser-déposer d'une page à une autre, que ce soit d'un onglet à un autre ou bien même d'un navigateur à un autre. Le transfert de données entre les pages Web n'étant pas possible (tout du moins pas sans « tricher »), il est utile d'utiliser la méthode setData().

Attention, l'utilisation de la méthode setData() est obligatoire avec Firefox. Cela est stupide, car nous n'avons pas forcément quelque chose à y stocker, mais nous n'avons le choix. Il faut donc utiliser le type MIME de notre choix et lui passer une chaîne de caractères vide, comme ceci : setData('text/plain', '');.

La méthode setDragImage() est extrêmement utile pour qui souhaite personnaliser l'affichage de sa page Web. Elle permet de définir une image qui se placera sous le curseur pendant le déplacement de l'élément concerné. La méthode prend trois arguments en paramètres. Le premier est un élément <img> contenant l'image souhaitée, le deuxième est la position horizontale de l'image et le troisième est la position verticale :

var dragImg = new Image(); // Il est conseillé de précharger l'image, sinon elle risque de ne pas s'afficher pendant le déplacement

dragImg.src = 'drag\_img.png';

document.querySelector('\*[draggable="true"]').addEventListener('dragstart', function(e) {

e.dataTransfer.setDragImage(dragImg, 40, 40); // Une position de 40x40 pixels centrera l'image (de 80x80 pixels) sous le curseur

});

**Définir une zone de « drop »**

Un élément en cours de déplacement ne peut pas être déposé n'importe où, il faut pour cela définir une zone de « drop » qui ne sera, au final, qu'un simple élément HTML. Les zones de drop prennent généralement en charge quatre événements :

* dragenter, qui se déclenche lorsqu'un élément en cours de déplacement entre dans la zone de drop.
* dragover, qui se déclenche lorsqu'un élément en cours de déplacement se déplace dans la zone de drop.
* dragleave, qui se déclenche lorsqu'un élément en cours de déplacement quitte la zone de drop.
* drop, qui se déclenche lorsqu'un élément en cours de déplacement est déposé dans la zone de drop.

Par défaut, le navigateur interdit de déposer un quelconque élément où que ce soit dans la page Web. Notre but est donc d'annuler cette action par défaut, et qui dit « annulation d'une action par défaut », dit preventDefault(). Cette méthode va devoir être utilisée au travers de l'événement dragover.

Prenons un exemple simple :

<div id="draggable" draggable="true">Je peux être déplacé !</div>

<div id="dropper">Je n'accepte pas les éléments déplacés !</div>

Cet exemple ne fonctionnera pas. Le navigateur affichera un curseur montrant une interdiction lorsque nous survolez le deuxième <div>. Afin d'autoriser cette action, il va nous falloir ajouter un code JavaScript très simple :

document.querySelector('#dropper').addEventListener('dragover', function(e) {

e.preventDefault(); // Annule l'interdiction de drop

});

Avec ce code, le curseur n'affiche plus d'interdiction en survolant la zone de drop, cependant il ne se passe rien si nous relâchons notre élément sur la zone de drop. Cela est parfaitement normal, car c'est à nous de définir la manière dont la zone de drop doit gérer les éléments qu'elle reçoit. Avant toute chose, pour agir suite à un drop d'élément, il nous faut détecter ce fameux drop, nous allons donc devoir utiliser l'événement drop :

document.querySelector('#dropper').addEventListener('drop', function(e) {

e.preventDefault(); // Cette méthode est toujours nécessaire pour éviter une éventuelle redirection inattendue

alert('Vous avez bien déposé votre élément !');

});

Essayons maintenant les événements dragenter, dragleave et un petit oublié qui se nomme dragend :

var dropper = document.querySelector('#dropper');

dropper.addEventListener('dragenter', function() {

dropper.style.borderStyle = 'dashed';

});

dropper.addEventListener('dragleave', function() {

dropper.style.borderStyle = 'solid';

});

// Cet événement détecte n'importe quel drag & drop qui se termine, autant le mettre sur « document » :

document.addEventListener('dragend', function() {

alert("Un Drag & Drop vient de se terminer mais l'événement dragend ne sait pas si c'est un succès ou non.");

});

Avant d'essayer ce code, il nous faut réfléchir à une chose : nous appliquons un style lorsque l'élément déplacé entre dans la zone de drop puis nous le retirons lorsqu'il en sort. Cependant, que se passe-t-il si nous relâchons notre élément dans la zone de drop ? Eh bien le style reste en place, car l'élément n'a pas déclenché l'événement dragleave. Il nous faut donc retirer le style en modifiant notre événement drop :

dropper.addEventListener('drop', function(e) {

e.preventDefault(); // Cette méthode est toujours nécessaire pour éviter une éventuelle redirection inattendue

alert('Vous avez bien déposé votre élément !');

// Il est nécessaire d'ajouter cela car sinon le style appliqué par l'événement « dragenter » restera en place même après un drop :

dropper.style.borderStyle = 'solid';

});

**Terminer un déplacement avec l'objet dataTransfer**

L'objet dataTransfer a deux rôles importants lors de la fin d'un drag & drop. Le premier consiste à récupérer, grâce à la méthode getData(), le texte sauvegardé par setData() lors de l'initialisation du drag & drop :

dropZone.addEventListener('drop', function(e) {

alert(e.dataTransfer.getData('text/plain')); // Affiche le contenu du type MIME « text/plain »

});

Quant au deuxième rôle, celui-ci consiste à récupérer les éventuels fichiers qui ont été déposés par l'utilisateur. Cela fonctionne plus ou moins de la même manière qu'avec une balise <input type="file" />, il nous faut toujours accéder à une propriété files, sauf que celle-ci est accessible dans l'objet dataTransfer dans le cadre d'un drag & drop :

dropZone.addEventListener('drop', function(e) {

e.preventDefault();

var files = e.dataTransfer.files,

filesLen = files.length,

filenames = "";

for (var i = 0 ; i < filesLen ; i++) {

filenames += '\n' + files[i].name;

}

alert(files.length + ' fichier(s) :\n' + filenames);

});

**Mise en pratique**

Notre but ici est de créer une page Web avec deux zones de drop et quelques éléments que l'on peut déplacer d'une zone à l'autre. Voici le code HTML utilisé et le CSS associé :

<div class="dropper">

<div class="draggable">#1</div>

<div class="draggable">#2</div>

</div>

<div class="dropper">

<div class="draggable">#3</div>

<div class="draggable">#4</div>

</div>

.dropper {

margin: 50px 10px 10px 50px;

width: 400px;

height: 250px;

background-color: #555;

border: 1px solid #111;

border-radius: 10px;

transition: all 200ms linear;

}

.drop\_hover {

box-shadow: 0 0 30px rgba(0, 0, 0, 0.8) inset;

}

.draggable {

display: inline-block;

margin: 20px 10px 10px 20px;

padding-top: 20px;

width: 80px;

height: 60px;

color: #3D110F;

background-color: #822520;

border: 4px solid #3D110F;

text-align: center;

font-size: 2em;

cursor: move;

transition: all 200ms linear;

user-select: none;

}

Le code HTML est extrêmement simple et la seule chose à comprendre au niveau du CSS est que la classe .drop\_hover sera appliquée à une zone de drop lorsque celle-ci sera survolée par un élément HTML déplaçable.

Il nous faut, avant toute chose, une structure pour notre code. Nous avons décidé de partir sur un code basé sur cette forme :

(function() {

var dndHandler = {

// Cet objet est conçu pour être un namespace et va contenir les méthodes que nous allons créer pour notre système de drag & drop

};

// Ici se trouvera le code qui utilisera les méthodes de notre namespace « dndHandler »

})();

Pour commencer à exploiter notre structure, il nous faut une méthode capable de donner la possibilité aux éléments concernés d'être déplacés. Les éléments concernés sont ceux qui possèdent une classe .draggable. Afin de les paramétrer, nous allons créer une méthode applyDragEvents() dans notre objet dndHandler :

var dndHandler = {

applyDragEvents: function(element) {

element.draggable = true;

}

};

Ici, notre méthode s'occupe de rendre déplaçables tous les objets qui lui seront passés en paramètres. Cependant, cela ne suffit pas pour deux raisons :

* Nos zones de drop devront savoir quel est l'élément qui sera déposé, nous allons utiliser une propriété draggedElement pour sauvegarder ça.
* Firefox nécessite l'envoi de données avec setData() pour autoriser le déplacement d'éléments.

Ces deux ajouts sont faciles à mettre en place :

var dndHandler = {

draggedElement: null, // Propriété pointant vers l'élément en cours de déplacement

applyDragEvents: function(element) {

element.draggable = true;

var dndHandler = this; // Cette variable est nécessaire pour que l'événement « dragstart » accède facilement au namespace « dndHandler »

element.addEventListener('dragstart', function(e) {

dndHandler.draggedElement = e.target; // On sauvegarde l'élément en cours de déplacement

e.dataTransfer.setData('text/plain', ''); // Nécessaire pour Firefox

});

}

};

Ainsi, nos zones de drop n'auront qu'à lire la propriété draggedElement pour savoir quel est l'élément qui a été déposé.

Passons maintenant à la création de la méthode applyDropEvents() qui, comme son nom l'indique, va se charger de gérer les événements des deux zones de drop. Nous allons commencer par gérer les deux événements les plus simples : dragover et dragleave.

var dndHandler = {

// […]

applyDropEvents: function(dropper) {

dropper.addEventListener('dragover', function(e) {

e.preventDefault(); // On autorise le drop d'éléments

this.className = 'dropper drop\_hover'; // Et on applique le style adéquat à notre zone de drop quand un élément la survole

});

dropper.addEventListener('dragleave', function() {

this.className = 'dropper'; // On revient au style de base lorsque l'élément quitte la zone de drop

});

}

};

Notre but maintenant est de gérer le drop d'éléments. Notre système doit fonctionner de la manière suivante :

* Un élément est « droppé ».
* Notre événement drop va alors récupérer l'élément concerné grâce à la propriété draggedElement.
* L'élément déplacé est cloné.
* Le clone est alors ajouté à la zone de drop concernée.
* L'élément d'origine est supprimé.
* Et pour terminer, le clone se voit réattribuer les événements qu'il aura perdus du fait que la méthode cloneNode() ne conserve pas les événements.

dropper.addEventListener('drop', function(e) {

var target = e.target,

draggedElement = dndHandler.draggedElement, // Récupération de l'élément concerné

clonedElement = draggedElement.cloneNode(true); // On créé immédiatement le clone de cet élément

target.className = 'dropper'; // Application du style par défaut

clonedElement = target.appendChild(clonedElement); // Ajout de l'élément cloné à la zone de drop actuelle

dndHandler.applyDragEvents(clonedElement); // Nouvelle application des événements qui ont été perdus lors du cloneNode()

draggedElement.parentNode.removeChild(draggedElement); // Suppression de l'élément d'origine

});

Nos deux méthodes sont maintenant terminées, il ne nous reste plus qu'à les appliquer aux éléments concernés :

(function() {

var dndHandler = {

// […]

};

var elements = document.querySelectorAll('.draggable'),

elementsLen = elements.length;

for (var i = 0 ; i < elementsLen ; i++) {

dndHandler.applyDragEvents(elements[i]); // Application des paramètres nécessaires aux éléments déplaçables

}

var droppers = document.querySelectorAll('.dropper'),

droppersLen = droppers.length;

for (var i = 0 ; i < droppersLen ; i++) {

dndHandler.applyDropEvents(droppers[i]); // Application des événements nécessaires aux zones de drop

}

})();

Notre code est terminé, cependant il a un bug majeur qui se produit si nous essaons de déplacer un élément directement sur un autre élément plutôt que sur une zone de drop. Si on déplace par exemple l'élément #1 sur l'élément #4, nous aurons alors quelque chose qui ressemble à l'image suivante :
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Ici, l’élément #4 s’est transformé. Cela s'explique par le fait que l'événement drop est hérité par les éléments enfants, ce qui signifie que les éléments possédant la classe .draggable se comportent alors comme des zones de drop.

Une solution serait d'appliquer un événement drop aux éléments déplaçables refusant tout élément HTML déposé, mais cela obligerait alors l'utilisateur à déposer son élément en faisant bien attention à ne pas se retrouver au-dessus d'un élément déplaçable :

applyDragEvents: function(element) {

// […]

element.addEventListener('drop', function(e) {

e.stopPropagation(); // On stoppe la propagation de l'événement pour empêcher la zone de drop d'agir

});

},

Cette solution ne sera pas retenue car trop pénible pour l’utilisateur.

Jusqu’ici, nous n'avions pas encore étudié la méthode stopPropagation(), car celle-ci nécessite un cas concret d'utilisation, ce qui est le cas ici. Cette méthode sert à stopper la propagation des événements. Dans une phase de bouillonnement, si un élément enfant possède un événement du même type qu'un de ses éléments parents, alors son événement se déclenchera en premier, puis viendra celui de l'élément parent. La méthode stopPropagation() sert à brider ce fonctionnement.

Dans le cadre d'une phase de bouillonnement, en utilisant cette méthode dans l'événement de l'élément enfant, nous empêcherons alors l'élément parent d'exécuter son événement. Dans le cadre d'une phase de capture, en utilisant cette méthode sur l'élément parent, nous empêcherons alors l'élément enfant de déclencher son événement.

La solution la plus pratique pour l'utilisateur serait donc de faire en sorte de « remonter » les éléments parents (avec parentNode) jusqu'à tomber sur une zone de drop :

dropper.addEventListener('drop', function(e) {

var target = e.target,

draggedElement = dndHandler.draggedElement, // Récupération de l'élément concerné

clonedElement = draggedElement.cloneNode(true); // On crée immédiatement le clone de cet élément

while (target.className.indexOf('dropper') == -1) { // Cette boucle permet de remonter jusqu'à la zone de drop parente

target = target.parentNode;

}

target.className = 'dropper'; // Application du style par défaut

clonedElement = target.appendChild(clonedElement); // Ajout de l'élément cloné à la zone de drop actuelle

dndHandler.applyDragEvents(clonedElement); // Nouvelle application des événements qui ont été perdus lors du cloneNode()

draggedElement.parentNode.removeChild(draggedElement); // Suppression de l'élément d'origine

});

Si target (qui représente l'élément ayant reçu un élément déplaçable) ne possède pas la classe .dropper, alors la boucle va passer à l'élément parent et va continuer comme cela jusqu'à tomber sur une zone de drop.

Le code Javascript complet de notre exemple sera donc le suivant :

(function() {

var dndHandler = {

draggedElement: null, // Propriété pointant vers l'élément en cours de déplacement

applyDragEvents: function(element) {

element.draggable = true;

var dndHandler = this; // Cette variable est nécessaire pour que l'événement « dragstart » ci-

dessous accède facilement au namespace « dndHandler »

element.addEventListener('dragstart', function(e) {

dndHandler.draggedElement = e.target; // On sauvegarde l'élément en cours de

déplacement

e.dataTransfer.setData('text/plain', ''); // Nécessaire pour Firefox

});

},

applyDropEvents: function(dropper) {

dropper.addEventListener('dragover', function(e) {

e.preventDefault(); // On autorise le drop d'éléments

this.className = 'dropper drop\_hover'; // Et on applique le style adéquat à notre zone de

drop quand un élément la survole

});

dropper.addEventListener('dragleave', function() {

this.className = 'dropper'; // On revient au style de base lorsque l'élément quitte la zone

de drop

});

var dndHandler = this; // Cette variable est nécessaire pour que l'événement « drop » ci-

dessous accède facilement au namespace « dndHandler »

dropper.addEventListener('drop', function(e) {

var target = e.target,

draggedElement = dndHandler.draggedElement, // Récupération de l'élément concerné

clonedElement = draggedElement.cloneNode(true); // On créé immédiatement le clone

de cet élément

while (target.className.indexOf('dropper') == -1) { // Cette boucle permet de remonter

jusqu'à la zone de drop parente

target = target.parentNode;

}

target.className = 'dropper'; // Application du style par défaut

clonedElement = target.appendChild(clonedElement); // Ajout de l'élément cloné à la zone

de drop actuelle

dndHandler.applyDragEvents(clonedElement); // Nouvelle application des événements qui

ont été perdus lors du cloneNode()

draggedElement.parentNode.removeChild(draggedElement); // Suppression de l'élément

d'origine

});

}

};

var elements = document.querySelectorAll('.draggable'),

elementsLen = elements.length;

for (var i = 0; i < elementsLen; i++) {

dndHandler.applyDragEvents(elements[i]); // Application des paramètres nécessaires aux

éléments déplaçables

}

var droppers = document.querySelectorAll('.dropper'),

droppersLen = droppers.length;

for (var i = 0; i < droppersLen; i++) {

dndHandler.applyDropEvents(droppers[i]); // Application des événements nécessaires aux zones

de drop

}

})();

## Aller plus loin

**Les frameworks**

Un framework a pour but de fournir une « surcouche » au JavaScript afin de simplifier l'utilisation des domaines les plus utilisés de ce langage tout en facilitant la compatibilité de nos codes entre les navigateurs Web. Par exemple, quelques frameworks disposent d'une fonction $() s'utilisant de la même manière que la méthode querySelector(), et ce, sur tous les navigateurs Web, facilitant ainsi la sélection d'éléments HTML.

L'atout numéro un d'un framework est sa capacité à s'adapter à toutes les utilisations du JavaScript et à fournir un système performant de plugins afin qu'il puisse être étendu à des utilisations non envisagées par son système de base. Grâce à ces deux points, un framework permet de simplifier et d'accélérer considérablement le développement d'applications Web.

Il existe de nombreux frameworks en JavaScript en raison de la pauvreté de ce langage en terme de fonctions natives. Nous allons voir les plus connus d'entre eux :

* **jQuery :** il s'agit du framework JavaScript le plus connu. Réputé pour sa simplicité d'utilisation et sa communauté gigantesque, il est clairement incontournable. Cependant, il n'est pas toujours apprécié en raison de sa volonté de s'écarter de la syntaxe de base du JavaScript grâce au chaînage de fonctions, que nous pouvez constater dans l'exemple qui suit :

$("p.neat").addClass("ohmy").show("slow");.

* **MooTools :** un framework puissant et presque tout aussi connu que jQuery, bien qu'énormément moins utilisé. Il est réputé pour sa modularité et son approche différente plus proche de la syntaxe de base du JavaScript. En revanche, bien que ce framework soit « segmentable » (nous ne téléchargons que ce dont nous avons besoin), il reste nettement plus lourd que jQuery.
* **Dojo :** connu pour sa capacité à permettre la conception d'interfaces Web extrêmement complètes, il possède des atouts indéniables face aux plus grands frameworks et tout particulièrement jQuery UI, une extension de jQuery conçue pour faire des interfaces Web. Ce framework est l'un des plus modulaires que l'on puisse trouver sur Internet.
* **YUI :** il est souvent oublié par les développeurs Web, mais l'entreprise Yahoo! n'a pourtant pas dit son dernier mot avec des projets ambitieux parmi lesquels compte YUI. Ce framework est pour le moins complet, modulable et relativement performant, bien qu'il bénéficie d'une communauté assez restreinte.

**Les bibliothèques**

Contrairement aux frameworks, les bibliothèques (libraries en anglais) ont un but bien plus spécialisé. L'intérêt face aux frameworks se situe à la fois sur le poids du fichier JavaScript à utiliser (une bibliothèque sera généralement plus légère qu'un framework) et sur la spécialisation des bibliothèques. Ces dernières ont souvent tendance à aller plus loin que les frameworks, vu qu'elles n'agissent que sur un domaine bien précis, ce qui simplifie d'autant plus notre développement dans le domaine concerné par la bibliothèque.

De plus, il existe un principe important dans le développement (Web ou logiciel) : l'optimisation. Utiliser un framework uniquement pour faire une malheureuse animation n'est vraiment pas conseillé. Il est préférable d’utiliser une bibliothèque :

* **Sizzle, Qwery :** deux bibliothèques conçues pour fonctionner de la même manière que la méthode querySelector() (ce type de bibliothèques est d'ailleurs à l'origine de l'implémentation officielle de la méthode en question). La première est le moteur de sélection du framework jQuery mais est relativement lourde, la seconde a l'avantage d'être particulièrement légère et un peu plus rapide en terme d'exécution.
* **Popcorn.js :** une bibliothèque permettant une manipulation aisée des balises <audio> et <video>. Il devient très simple d'interagir avec ces balises afin de mettre en place des sous-titres, des commentaires placés à un moment précis de la piste audio ou vidéo, etc.
* [**Raphaël**](http://raphaeljs.com/)**, Three.js :** bibliothèques spécialisées dans le graphisme. La première fonctionne exclusivement avec les images SVG, la deuxième s'est spécialisée dans la 3D et gère à la fois SVG, <canvas> et surtout la bibliothèque WebGL, qui sait tirer parti du moteur OpenGL.
* **Modernizr :** les langages Web sont plus ou moins bien supportés selon les navigateurs, surtout quand il s'agit de fonctionnalités récentes. Cette bibliothèque a pour but d’ aider à détecter la présence de telle ou telle fonctionnalité. Il ne restera alors plus qu'à fournir un script résolvant ce problème (un polyfill) ou exploitant une solution alternative.

**Diverses applications du JavaScript**

Comme son nom l'indique, le JavaScript est un langage de script. Cela signifie qu'il s'agit d'un langage interprété (et non compilé) qui peut être exécuté dans divers environnements. Notre navigateur Web est un environnement, mais notre système d'exploitation aussi ! Ainsi, par exemple, Windows supporte l'exécution de fichiers JavaScript au sein même de son système.

Ainsi, le JavaScript est bien loin d'être limité au Web, bien qu'il s'agisse de sa principale utilisation. Ce langage se retrouve notamment dans le code des extensions des navigateurs Web tels que Firefox ou Chrome. Cela permet de coder facilement et rapidement des extensions basées sur le HTML et le JavaScript avec des droits bien plus étendus que ceux d'une page Web classique. Nous pouvons, par exemple, gérer les onglets et les fenêtres grâce à une API fournie par le navigateur et utilisable en JavaScript.

**Des logiciels développés en JavaScript**

Dans un tout autre domaine que le Web, la plateforme Adobe Air propose le développement d'applications sur de multiples environnements parmi lesquels nous retrouvons (à l'heure actuelle) Windows, Mac OS, Android, iOS et BlackBerry Tablet OS. L'avantage de cette plateforme est qu'elle supporte plusieurs ensembles de langages dont l'ensemble HTML/CSS + JavaScript. Ainsi, il est maintenant possible de développer des applications PC et mobiles simplement grâce à du HTML et du JavaScript. Adobe Air est conçu de telle sorte que le JavaScript utilisé au travers de cette plateforme bénéficiera d'API supplémentaires telles que celle permettant de manipuler les fichiers.

**Des applications pour SmartPhones en JavaScript**

A l'instar D'Adobe Air existe Adobe PhoneGap, qui propose de réaliser une application pour SmartPhone (Android, iOS...) en utilisant des technoloies Web (HTML, CSS, JavaScript + API) et de la compiler avec PhoneGap pour en faire une application exécutable.

**Du JavaScript sur le serveur**

Retour au domaine du Web, mais du côté des serveurs. **Node.js** est une plateforme permettant l'exécution du langage JavaScript côté serveur afin de remplacer ou venir en complément de langages serveur plus traditionnels tels que le PHP. L'intérêt de ce projet réside essentiellement dans son système non bloquant. Prenons le PHP par exemple. Pour lire un fichier en entier, nous serons obligés d'attendre la lecture complète avant de pouvoir passer à la suite du code, tandis qu'avec **Node.js** nous utilisons un langage (le JavaScript) conçu pour gérer tout ce qui est événementiel. Ainsi, nous ne sommes pas obligés d'attendre la fin de la lecture du fichier pour passer à autre chose.